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## PART 1 - Linear models:

#### Using the diamonds dataset, create a linear model of price as a function of the weight of the diamond(carat).

library(tidyverse)

## -- Attaching packages ----------------------------------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.2 v purrr 0.3.4  
## v tibble 3.0.3 v dplyr 1.0.2  
## v tidyr 1.1.2 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.5.0

## -- Conflicts -------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

diamond\_price <- lm (formula = price ~ carat,   
 data = diamonds)  
  
summary (diamond\_price)

##   
## Call:  
## lm(formula = price ~ carat, data = diamonds)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -18585.3 -804.8 -18.9 537.4 12731.7   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -2256.36 13.06 -172.8 <2e-16 \*\*\*  
## carat 7756.43 14.07 551.4 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1549 on 53938 degrees of freedom  
## Multiple R-squared: 0.8493, Adjusted R-squared: 0.8493   
## F-statistic: 3.041e+05 on 1 and 53938 DF, p-value: < 2.2e-16

* According to that model, what price would you expect for a 1 - carat diamond?
* ANS = The price for a 1 carat diamond would be $5,500.07 (7756.43 - 2256.36 = 5,500.07).

#### Now create a linear model of price as a function of carat and color.

diamond\_color\_price <- lm (price ~ carat + color,   
 data = diamonds)  
  
summary(diamond\_color\_price)

##   
## Call:  
## lm(formula = price ~ carat + color, data = diamonds)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -18345.1 -765.8 -72.8 558.5 12288.9   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -2702.23 13.78 -196.054 < 2e-16 \*\*\*  
## carat 8066.62 14.04 574.558 < 2e-16 \*\*\*  
## color.L -1572.20 22.32 -70.445 < 2e-16 \*\*\*  
## color.Q -741.14 20.40 -36.333 < 2e-16 \*\*\*  
## color.C -122.70 19.15 -6.409 1.48e-10 \*\*\*  
## color^4 78.77 17.58 4.480 7.49e-06 \*\*\*  
## color^5 -144.74 16.62 -8.707 < 2e-16 \*\*\*  
## color^6 -180.75 15.08 -11.988 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1472 on 53932 degrees of freedom  
## Multiple R-squared: 0.864, Adjusted R-squared: 0.8639   
## F-statistic: 4.893e+04 on 7 and 53932 DF, p-value: < 2.2e-16

* What difference does it make if you convert color to a character vector before you make the model? (Note that this is probably what you want to do in general, unless you really know what you’re doing.) ANS = Color is being represented as a number (originally), in R. The diamonds$color summary show color as an ordered factor and R has automatically assigned it that way even though I didn’t ask it to. So to convert it to a character vector means it isn’t automatically ordered by R since we told R it’s a character, it’s just assigned a different value for color. So a color value of “E”, would correspond to a price value, and so on.

diamond\_color\_chr\_price <- lm (formula = price ~ carat + as.character(color),   
 data = diamonds)  
  
summary(diamond\_color\_chr\_price)

##   
## Call:  
## lm(formula = price ~ carat + as.character(color), data = diamonds)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -18345.1 -765.8 -72.8 558.5 12288.9   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -2136.23 20.12 -106.162 < 2e-16 \*\*\*  
## carat 8066.62 14.04 574.558 < 2e-16 \*\*\*  
## as.character(color)E -93.78 23.25 -4.033 5.51e-05 \*\*\*  
## as.character(color)F -80.26 23.40 -3.429 0.000605 \*\*\*  
## as.character(color)G -85.54 22.67 -3.773 0.000161 \*\*\*  
## as.character(color)H -732.24 24.35 -30.067 < 2e-16 \*\*\*  
## as.character(color)I -1055.73 27.31 -38.657 < 2e-16 \*\*\*  
## as.character(color)J -1914.47 33.78 -56.679 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1472 on 53932 degrees of freedom  
## Multiple R-squared: 0.864, Adjusted R-squared: 0.8639   
## F-statistic: 4.893e+04 on 7 and 53932 DF, p-value: < 2.2e-16

* Make some plots of the raw data, and of the model fits, to make an argument as to which model is more useful. (Bonus: Should the data have been pre-processed before making these models?)
* ANS = No I don’t think the data should’ve been pre-processed before making the model, because even as I have ggplot taking information from my manipulated ‘diamonds’ dataframe(s), the plots all appear the same. I’m not sure if this is an error on my part, or if it’s just a caviat in R that I’ don’t’m unaware know of.

ggplot(diamonds, aes(x = carat, y = price)) +  
 geom\_point() +  
 geom\_smooth(method = lm)

## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAt1BMVEUAAAAAADoAAGYAOpAAZrYzMzMzZv86AAA6ADo6AGY6kNtNTU1NTW5NTY5NbqtNjshmAABmtv9uTU1uTW5uTY5ubo5ubqtuq+SOTU2OTW6OTY6Obk2OyP+QOgCQkDqQ27aQ2/+rbk2rbm6rbo6ryKur5OSr5P+2ZgC22/+2///Ijk3I///bkDrb/7bb///kq27k///r6+v/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///9IwD61AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAUSklEQVR4nO2di3rcthGFN4nttF5HvsT1rXIbpanTWG4lWm5lWXz/5+pyL1xcBsAAGBAg98wXhyL37MwAP0GQILFc9bBF26p2ArCyBsALNwBeuAHwwg2AF24AvHCTANx13fAvbDyVqLNmQ5ZODIArhwTgKVUADMB1VAA825AAPKUKgAG4jgqAZxsSgKdUATAA11EB8GxDAvCUKgAG4DoqAJ5tSACeUgXAAFxHBcCzDSma2CPiiwBcN6RgYo82Zn8RgOuGlEuM5AvAtUOKJTbgRR/cXkihxHbNF4DbCymT2P7wDMDthZRIbOx9Abi9kAKJHc+uALi9kPmJKSfPANxeyOzE1IsjAG4vZG5i2sUvALcXMjMxfXADgNsLmZWYOXhVGDBsYhv4crVowZVCZiRmjz3jEN1eyPTEiHsLANxeyNTE6HuDxBcBuG7IxMQc9waJTQBcN2RaYiReAG4xZFJiDr4A3GDIlMRcfAG4wZAJiTn5AnCDIeMTc/MF4AZDRifm4QvADYaMTIy+PPI4A+DKIeMS8/MF4AZDRiXmxwvALYaMSCzQfGlnAFw5JD+xMF8AbjAkNzEGXgBuMSQzMRZfAG4wJE/FwgvALYZkqZh8AbjBkBzV8OhVqjMArhySoXJMDOU5A+DKIYMq58RQnjMArhwypHJPDOU5A+DKIQMqz8RQnjMArhzSr/JNDOU5A+DKIX0qZXQDgOca0qNSR68AeK4h3arQxFCeMwCuHNKpCk4M5TkD4MohXarwxFCeMwCuHNKhMkefAXiuIWmVdXcBgOcaklIRN38BeK4hCRV1cx+A5xrSUrEnhvJCAnDlkKbK8WxOScA36/VPl31/92Z9du1YALCUKmJiKE8VBnz78rK/etrfX5w7FwAspYqZGMpTMVrwDvLdu0vnAoCFVFETQ3kqHuBNK719dd3fvf1ALjaKhxvzuoCFLeJnr6LNB/j2xZMP/c3ZliW52OtydjTRvXZOIY8q76PPhVuwq+keWzAA56qiJ4byVDzA/cdz9MFlVYFHnwsC3h+G7y9e786biQUAZ6sSJobyVIwWfLVeb/pgXAcXVCVNDOWpmIdoluXkIVqoOYUcVGkTQ3kqAK4csufNPALguYbseTPLAHiuIXvezEEAnmvI9Jm/PBUA1w2ZMfOXpwLgmiF5P8yQFRKAK4Z8xJ7ZDcAzDBkz8ReA5xcyauIvAM8tpO+NsKIhAbhKSO8bYUVDAnCNkNHzQgF4ViEDb4QVDQnA04dMmPgLwDMKmTLxF4DnEzJp4i8AzyZk2sRfAJ5JSHvwGYCnVJUOmTzxF4BnEZL5RljJkAA8YciMib8A3H7IrIm/ANx8SNe9fQCeUlUuZObEXwBuPGTuxF8Abjqk79ErAJ5SVSakwMRfAG44ZPQLQ/NDqpsAuGzI0JOxADylSj5k8MlnAJ5SJR5Sal4oALcZkjFxAYCnVMmGTH0jbEZIYpMgYJhmj0r+7FW0oQVLOxOdF9pGC87JQ7RQLYSUnRcKwK2FzHkjbLoMgKdylvVG2HQZAE/kLO+NsOkyAJ7GWeYbYdNlADyFs8PlbxuJAbC0s8iZvwA8pUrAmcAbYdNlAFzamcgbYdNlAFzYmTb63EZiACznzLi50EZiACzmzLx51EZiACzlTO6FoekyAC7nTPCFoekyAC7mTPKFoekyAC7lLH1iKABPqUp0JvxG2HQZABdxJv1G2HQZAJdwJv5GWFFnAJzrTP6NsKLOADjPmefR2DbqAoCznOVPDAXgKVWxzsq8MFTUGQBnOJOYGArAU6rinJV6I6yoMwBOdlbsjbCizgA41Vm5N8KKOgPgRGcF3wgr6gyAk5xxZoa2URcAnOJMcOYvAE+pYsoKvxFW1BkAR8u4b5Rsoy4AOFbGfmNoG3UBwHGyR9ITQwF4SlVQFvPG0DbqAoBjZAXmDTYA+PbFen3e93dv1mfXjsWJAC4xb7A+4Lu3H/rbnz/cX5z3V097cnEigCPfGNpGXYQB3wwAP57fvbvsb19ekovTAFxmYmh9wPtWfPvq2rnYKB5uzOti7tbWz5rFmw7402r1/NMP/zms3l+87m/OtizJxV7WzF5bIGSxiaFVWvDvP/z72fNv7x/sV+/evN6cavlb8MIBl5sYWgPw12fPN//1n7//Y7t6++J8oHzKfXDBiaH1Ae/4bg/T2/NmYrFwwNbgZCuJcVTkIfrTcIj++uzxduVqPdj56V4Hp74xtI26IAH3n1cbe9xHWjOFEg1ZeGJoG5dJLQPe7Iqe1ePWnWkKW2uHLD0xFIB1U5iMuFRsh1X9K4p1xl/7b+7X+07ftONruqR3Ik+qkYVMlnEBf3v/uD9eJVUETMNS/1wdKY0Lq0n7zP/5ga/m0o5BGUtU6zr4wZZyLOGcPEiZXUcjFh2cBVhhEAAc5usAHIInCpjlKuYyaVgcroNbBLwywHXURuWgnYr30ejBTiKQvSRgpq95AiYr99DrmkBtwPl8qfM4ToUnMyFdSQLuPw1oD9fBFQErdJTN2rqfUVDgx+uoUx5fybqQBtzOdbBN2KjdUoA9fGV7V9E+mJDRgNNMuFAkYLNyQ3zTACu9L12NUwNOb+jLBdyRvXQsXxdhsVJODnh7p2FXzlZOsozRDR25n2+SqSdXJMpWR7JYgBtqwSOrFd3pegl2Od2vp8L4+dcftt1+kQD87f3zlgBrQ4p8aqmAd2dXY7D0/CNVjli5ISnA++vgNgCPy2hqaYQHvqMDR7WXADxGlHCmbiIA98rjWLUBH5YJgJNM4TsGS8y/XcCNnGRp9UzfNirKd+zjicTkSlmlBSdaTh6EHStaXdU+FeXc7UY3lLA04ACKyFLW6IPbBKxX9+FPH7DY62Cdr7MFFwJcyBkN+NNQhugzLelCrcwKjgMce7fQwKt2C3ZaYqWsAriNmw2rsftVtkQDZjdji68T4uwBt3G7UEGobjM+DgMexSG8Jl8v4CbHomcJeKxNilkA8Epr77F8nRATALu/UOUQ/fm7X+ofog3AZp0zAB+/wODr/rIrs4hSer5RpwWPJYxqxDl52OYHbGz2A07l62nC3rytUrqdsXaVTroFJ1pOHrbRkIxRD+9lEhPweHi2b2R4MvOmbZbS+Q2vK9WWDNhY5bHThhl5fPWve9pWPGCnMwD2Mwo1Tsa4ZsTZs5ZZ+ENOKQHYAbIzln7MblXM1ZGWGuNDbik5siUC1gnb1PiA3aodX2vvMbIg8udwafc6uEXArmM0C6xLtWu+nX18MJKw8ie3JpeSI1sgYLPK4/kez7R8fKnPjSys/OUAszxxnc0RsPeCN3iADpxdOa5+qUFOPX8AFshWBxzNT/12LF/rGE1tEiwlQ9cEYFnbFn237HsLAc/c3/bh3cW1M6FX84sp5ssbR8BHzo5G2KGhrNxNNdSEFT9RfPVGZWywPs8qJc6i/RjCmJL4+i6VAFgmWwZfTi9MKRx8zeFv1yUMjy8ABywdakjt4tupf3eepsojDMB+S+PJAOy4udBZZ8wuwE7wCaU8YcDU/aMUwMY3fc9uAPCkgLeyEL5YxI7L311Ana+vDwZgqUIxAMYQ9j+bM/4dAMjiC8AcmQTfI2Dn6NUhoirPzh+Aw7J99QsBdvHtxjYJwFUA+9ix+HY+vKOXrjuABuBJAHPI8YdDvDePlB3hEDo/fwD2G4MbS7Uz7+Ck79BMsA7gjyolAMsA9g8+H9ASgHmb0ksJwAHEEnz15wmILIKb0ksJwFl2PH32y6ynsPUsgpvSSwnAWXxDp882YKuDJWDy+AJwwCQAc/lSyCPyJ78guhsAsNOOv9kewLtdUr9gHMyf/AJjP+HXBQD7+DJPxXaZAfCsAO9nLjh8GTckd5mlAmacnaXXxSIBCxB+dJi6wNDqIePyJ7/C4wvAeXz3Vc9RKxFj86e/hLNov4nxDQAmPozOn/wOAPtNgq92e4iCSz51LZO/qvI4BeAMvmO9BrTW87JKDnRmcaX07TYAnMV3X7MkVf2UavdHb6dAJxZVSgCmLBMv9auiOmAN9r5dAvAsABujk8xnB+zMpACjD6ZMCq8JmPTsyIwGw+OLs+iACfI1AHtuLnAzEyslAOfiXdkt2PYdlZn+jcxSAnA+Xx0w7dvKzMPQ2CfySgnAsXyJrcQDOS7Cvfq5NzGhUgKwBF/rEN1Zn+z+pADbMPV9Iq+UAJzL1+NLDbRf2IAJlsb3s0rZBuDbl5d9f/dmfXbtWDQB2DNv0MdXG68+TcA3658u+/uL8/7qKb1oArBvYpmXrxHvuGL8ZUklStkC4I9Pftu04Lt3l0NLJhctAPbMPOIBtggfN9NKkVK2AHh3iL59dd3fvf1ALjaShxvzuYi3WLzORycdnpwxeZn10/3ElYgFAd+cbVmSi71Maq91t7oUvqYdIzhi6pvo/MazsvRSRqnqt2BBwGr9sfmytd6YKlS3epmAp+uDowEzfvYqwHeE1dubaLVfwChlnGoCwPcXr3fnzcSiKmD34Tniaas4wP2oSC9lnGpR18GrVUwf7Ju4bznxBjUzc+sl0TUBmGkyhXKwcfN1ftZZXsYI4ycxmVVUnSzgRL7K4Tsis4qqUwUcnPibDdhSBPMvojpRwMzLI2Ns0QPYwknsAzKljFQtDjDrLJrBVx80UQKQfTBnSzD/IqolAeZeJvFHr5yA92tm5OMaANcDzOJr+lL8q58YkTtdFpt/CdXiAHcBwLzma3XoYwB6vNG9EpN/CdWSABtMMvjaLym1w6QAdpPnlzJStRTAKpRsvApU9e/uuKGjul16RU+SRRiALdOoCPE1GrCJ1QPYZQCcnO2u5oxWR/CNwKv66qgD88ps18HsATg5Ww2LIF+jY3eSZJLjqQCYsJXjLm4qX82zcVZNh58c3WkBHkyML+HUQmjLsvMvoloM4AAzPl/arQnYkuJuUlnAYnxdgJU2SkoBuCLgqMsj4vRYJ0rvCwBcEHAAWTxfY1RK+9zkTWe2ovtkAE7JNsyXjTcM2BA7MrP4+/Ivqpor4JV5GO1cMCIvf42bguNmAJ4UsFaBPgaRo5PHS12VNiVLAkxTd5ZSQrUgwFJ8eYADtxdcfDGSxctDryof3yi8x+Fnfudrp+M0AObnYbYfGb4KYB9hKy0AFges2b7abbyxfKk7giG4Xccnx1MBsGommTy++mWS8YmHIpMczqKj87CansI3Ae/xOKB7NwASPDGSVQIwReaAN42v/lw7xZcCnlOPhVWzBuyklMGXPuaP4eg7DTn1WFi1SMCxg1c2RwMwFU2qHgurlgg4ma96Q1D1rwx9uPgCsDhgF6/0w/OB24hP2wOUizHReiysmiVgo9kJ8tWug81PDttl67Gwao6AfYDy8PoBl6nHwqo2AMeZMF/N38G9FmdeP1wmbZO3YGG+xp2jTu+DGx6jmlMLjslDISPCd0VPCI2sIACWAexkm8F3bKYArG+qANiLKf38SnGfWkEAXBpwzuWRQAUBcGHAxfgCcBOAM24uyFQQAJcEXK75sisIgAsCTns2B4ADqhqAKcLRv7ux0gYihSoIgEUAZ/O1H8UUqiAAlgBM843Au7KdCVUQAJcBnM4XgEOqFgAnzVzQnQlVEACXAJw2c0F3JlRBACwPOOXqyHYmVEEALAA4n68NWKqCADgbsIEq9d6v5lCuggA4DfCRigzfYr+bAsBJgBUsJt7o0ysAjlRVBJx2egXAcaopAevP6CQ+Wmd1um3UY2FV24DlHr0SLXppZ20kNgXgTL6lil7aWRuJTQC4LN9G6rGwam6ABfk2Uo+FVfMCHHH6XLLopZ21kVhxwGTzzX0ju0jRSztrI7HSgPPwcgi3UY+FVfMBHPHKMubvVrVRj4VVcwHMfWOZ8t1yRS/trI3EJgUc5KsPU/Ucvo3UY2FVs4BNvg6oWsPNL1SyCoBzADv4up/KmFM9FlY1CpjTfksUKlkFwFGAfXz3n5cpVLIKgE27e7M+u+YAJviWK1SyCoANu78476+eMgArfCcoVLIKgM0G/O6yv3156QDcKXgfqe222doGYMNuX133d28/bP56uDGXauCb5B4mZ2mAb84OgAdz7GgbvBPvtckqtGDDji3YDdjm225tA7BhgT642+K1+LZb2wBs2P3Fa89ZdOfg225tA7DVhH3XweTheYpCzSlk44A1syPQfNutbQCOBFypUHMKCcBTqgAYgOuoAHi2IQF4ShUAA3AdFQDPNiQAT6kCYACuowLg2YYE4ClVAAzAdVQAPNuQADylCoBD5nzwrrazk08MgCs5A+D2fM0yMQCu5GxmgGGtGgAv3AB44QbACzcAXrhJANaegs+345yYbE8v1utzIV/9zXr9k1RiuxnWQna19mUmAFifDZ5tN2L1OEyPu/35Q1jIsWG3Eyzlldye99HrSQCwPhMt1z4++U3K183Aw1/8OBM8tvzlr+dCru5/9e7CAoD1uaQC/sSqse9FE5Nrwfe//lPsEL3pIH0dkQBgfTZ4vkkCHqZBStntiydShbx6LdcHD52QpxUvuwXfvZHj28sdDjY1JniSNZi7I2quD5Y9iz4X8rQ3oQ59OO9dryX3vaKA9dng+SYGWJSvcEck14KHxO7/UfIyqdnr4F1DOZdxNngT64Olr4M9iWEka+EGwAs3AF64AfDCDYAXbgC8cANgt/33X7UzEDAAdtqXP/1SOwUBA2CnAfAC7Nv71erBZvnlx9Vq9bj/8ue/rb7/Y7cy/P9x7fzy7bQBf3v/oP/67Pn2X/9pQLuhPa6gBc/eDgz/95/dypcfnysrADx7+/z9H4e/Nkfl7w5MtZWZGwAP9vXZd7+MjVZbmb2dNuADw88/bA7Ln/eNVluZvZ024OEka/j3eWizPx4A71e2J1uzt9MGPF4m/b7pdP/+7Pmu0e5XNssHtfPLtxMHvHwD4IUbAC/cAHjhBsALNwBeuAHwwg2AF24AvHAD4IXb/wEIhX+EYy86iAAAAABJRU5ErkJggg==)

ggplot(diamond\_color\_price, aes(x = carat, y = price)) +  
 geom\_point() +  
 geom\_smooth(method = lm)

## `geom\_smooth()` using formula 'y ~ x'
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ggplot(diamond\_color\_chr\_price, aes(x = carat, y = price)) +  
 geom\_point () +  
 geom\_smooth(method = lm)

## `geom\_smooth()` using formula 'y ~ x'
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# PART 2 - Objects and Methods:

#### Write a function that returns some kind of structured result, which you define as a new S3 class. Your class doesn’t need to be anything fancy, but it should be different from existing classes.

childhood\_toys <- function(q, yoyo = "It's the thing on a string") {  
   
 # check and make sure the input is a data frame; if not, run stop-message:  
 if(!is.data.frame(q)) {  
 stop("Initial argument is not a data frame. It needs to be a data frame")  
 }  
   
 if(!is.character(yoyo)){   
 stop("yoyo must be a character")  
 }  
   
 class(q) <- c("funforhours\_df", "data.frame") #I create a class called "funforhours\_df"  
 attr(q, "yoyo") <- yoyo  
 q  
}

Now I can type the following down in the console:

* yoyo\_fun <- childhood\_toys(mtcars)
* class(yoyo\_fun)

It returns:

* [1] “funforhours\_df” “data.frame”

#### Write, print, and summarise methods for this class. These methods don’t need to be particularly useful, but they should be different from the default methods.

summary.funforhours\_df <- function(q) {  
 yoyo <- attr(q, "yoyo")  
 print(paste0("yoyo's are fun for many hours - ", yoyo))  
 print(summary.data.frame(q))  
 summary.data.frame(q)  
}  
#This function is taking the "yoyo" attribute, and printing 'yoyo's are fun for many hours' and then gives the data frame summary.

Now I can type the following down in the console:

* “summary(yoyo\_fun)”

And it gives us the summary [1] “yoyo’s are fun for many hours - The thing on a string” along with the mtcars dataframe.

Here I use the sloop package to call the summary to the s3 dispatch function, on the function called ‘yoyo\_fun’.

* "sloop::s3\_dispatch(summary(yoyo\_fun))
* => summary.funforhours\_df
* \*summary.data.frame
* \*summary.default"

It successfully found the summary method for ‘yoyo\_fun’

##### It doesn’t say to do this in the HW, but in following along with the video, and I want to validate my class, with a validator function.

val\_funforhours\_df <- function(q) {  
 if(is.null(attr(q, "yoyo"))) {  
 stop("yoyo attribute is not there, or is missing")  
 }  
   
 # make sure it's a valid data frame.   
 if(!is.data.frame(q, "yoyo")) {  
 stop("yoyo needs to be a data frame")  
 }  
}