**CS 325 - Homework Assignment 2**

**Due Sunday at 11:59pm**Victor Ness

**Problem 1**: *(3 points)* Give the asymptotic bounds for T(n) in each of the following recurrences. Make your bounds as tight as possible and justify your answers. *Assume the base cases T(0)=1 and/or T(1) = 1.* A) (𝑛) = (𝑛 − 2) + 𝑛

Using the Muster Method. T(n)=aT(n-b)+f(n)

a=1, b=2, f(n)=n, so d=1.

Therefore, T(n) =

B) (𝑛) = 3(𝑛 − 1) + 1

Using the Muster Method

a=3, b=1, f(n)=1, so d=0.

Therefore, T(n)=

C) ![](data:image/png;base64,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)

Using the Master Method

a=2, b=8, 1/3->n1/3, f(n)=4n2.

, case 3

Check regularity

, c = .5 is a solution

**Problem 2:** *(4 points)* Consider the following algorithm for sorting.

STOOGESORT(A[0 ... n - 1])

if n = 2 and A[0] > A[1]

swap A[0] and A[1]

else if n > 2  
 k =ceiling(2n/3)

STOOGESORT(A[0 ... k - 1])

STOOGESORT(A[n - k ... n - 1])

STOOGESORT(A[0 ... k - 1])

1. Explain why the STOOGESORT algorithm sorts its input. (This is not a formal proof).   
   -Stoogesort works by breaking down the input array into the first 2/3 and last 2/3. It recursively breaks down until n=3. The next recursive calls after that will examine the first 2 elements of a 3 element portion of the array and switch them if needed. Next it will examine the second 2 elements in that portion and switch them if needed. Lastly it will examine the first 2 again to see if they need to be switched again. Using this method, stoogesort will iterate through the array looking at 3 element chunks, moving smaller elements towards the front as it goes.
2. Would STOOGESORT still sort correctly if we replaced k = ceiling(2n/3) with k = floor(2n/3)? If yes prove if no give a counterexample. (Hint: what happens when n = 4?)

-No it would not sort correctly. For example if n=4, it would enter the else if setting k=2. Then it would examine elements [0,1], [2,3], then [0,1] again and finish. There is no overlap between the examined sections of the array so elements cannot move more than 1 index closer to their correct position.

1. State a recurrence for the number of comparisons executed by STOOGESORT.
2. Solve the recurrence to determine the asymptotic running time..

**Problem 3:** *(6 points)* The quaternary search algorithm is a modification of the binary search algorithm that splits the input not into two sets of almost-equal sizes, but into four sets of sizes approximately one-fourth.

1. Verbally describe and write pseudo-code for the quaternary search algorithm.   
   qSearch(array, left, right, searched)  
    mid1 = left + (right -1)/4   
    mid2 = mid1 + (right -1)/4  
    mid3 = mid2 + (right -1)/4  
     
    if (array[mid1] == searched) return mid1  
    if (array[mid2] == searched) return mid2  
    if (array[mid3] == searched) return mid3  
    if (searched < array[mid1]) qSearch(array, left, mid1-1, searched)  
    if (searched < array[mid2]) qSearch(array, mid1, mid2-1, searched)  
    if (searched < array[mid3]) qSearch(array, mid2, mid3-1, searched)  
    if (searched < array[right]) qSearch(array, mid3, right-1, searched)

Return -1 //value indicating searched was not found

My qSearch algorithm first finds the 3 mid indices and checks to see if any of them are searched. Next, it goes quarter by quarter checking to see if the searched for value is inside. If searched is in the quarter, the function will recursively call itself with the left and right boundaries equaling the boundaries of that quarter. If the searched value is either lesser/greater than the original array boundaries, or if after recursing the value is not found, the function will return -1.

1. Give the recurrence for the quaternary search algorithm
2. Solve the recurrence to determine the asymptotic running time of the algorithm.
3. Compare the worst-case running time of the quaternary search algorithm to that of the binary search algorithm. -The worst case for both algorithms will be asymptotically the same (O(lgn)), however quaternary search should make many more comparisons at each step so it would run slower.

**Problem 4**: *(6 points)* Design and analyze a **divide and conquer** algorithm that determines the minimum and maximum value in an unsorted list (array).

1. Verbally describe and write pseudo-code for the min\_and\_max algorithm.   
   minMax(array)  
    if (len(array) == 2)  
    if (array[0] < array[1])  
    return array  
    else   
    swap(array[0], array[1])  
    return array  
    else if(len(array)==1)  
    return array  
    else  
    arr1 = minMax(array[:(len(array)//2)  
    arr2 = minMax(array[(len(array)//2):);  
    retArray[];  
    if (len(arr1) == 1)  
    if (arr1[0] < arr2[0]) retArray[0] = arr1[0], retArray[1]=arr2[1]  
    else if (arr1[0] > arr2[1]) retArray[1] = arr1[0], retArray[0]=arr2[0]  
    else if (len(arr2) == 1)  
    if (arr2[0] < arr1[0]) retArray[0] = arr2[0], retArray[1]=arr1[1]  
    else if (arr2[0] > arr1[1]) retArray[1] = arr2[0], retArray[0]=arr1[0]  
    else  
    if (arr1[0]<arr2[0]) retArray[0] = arr1[0]  
    else retArray[0] = arr2[0]  
    if (arr1[1]>arr2[1]) retArray[1] = arr1[1]  
    else retArray[1] = arr2[1]  
     
    return retArray;   
    //I’m going to simplify this pseudocode in future assignments  
     
   The minMax function takes an input array and breaks it down until n = 1, 2. If the input is size 1, it will return that array, if size 2, it will set the minimum value in index 0 and the maximum in index 1. If the size of the input array is greater than 2, minMax will set arr1 and arr2 equal to minMax of the first and second half of the input array respectively. Arr1 will be a 2 element array where index 0 is the minimum of the left half of the input array and index 1 is the maximum of the left half of the array. Arr2 is the same but for the right half of the array. Arr1 and Arr2 are then compared and their min and max is put into a return array which sent up the recursion chain.
2. Give the recurrence.
3. Solve the recurrence to determine the asymptotic running time of the algorithm.
4. Compare the running time of the recursive min\_and\_max algorithm to that of an iterative algorithm for finding the minimum and maximum values of an array.   
   -The iterative algorithm for minMax made 1.5n comparisons so it also will run at time complexity. This means both the recursive and iterative versions of the min max function will run similarly asymptotically.

**Problem 5**: *(6 points)* An array A[1 . . . n] is said to have a majority element if more than half of its entries are the same. The majority element of A is any element occurring in more than n/2 positions (so if n = 6 or n = 7, the majority element will occur in at least 4 positions). Given an array, the task is to design an algorithm to determine whether the array has a majority element, and, if so, to find that element. The elements of the array are not necessarily from an ordered domain like the integers, so there can be no comparisons of the form “is A[i] > A[j]?”. (Think of the array elements as GIF files, say.) Therefore you cannot sort the array. However you can answer questions of the form: “does A[i] = A[j]?” in constant time.

1. Give a detailed verbal description for a **divide and conquer** algorithm to find a majority element in A (or determine that no majority element exists).   
   -The getMajority function will recursively break down the input array, setting leftMajority equal to getMajority of the left half of the array and rightMajority equal to the right half of the array. The recursion will go down until array size is 1, then return the single element in the array. At the level above n=1, if leftMajority and rightMajority are equal then that element will be return as a potential majority element, else no majority element will be returned. If a potential majority element is found, it will be checked for its frequency against the array at that particular level of recursion.
2. Give pseudocode for the algorithm described in part a)   
   getMajority(array[1…n])  
    if len(array) == 1, return array[1]  
    leftMajority = getMajority(1,len(array)//2)  
    rightMajority = getMajority(len(array)//2+1)  
    if (leftMajority==rightMajority), return leftMajority  
     
    leftCount = frequency(array[1…n], leftMajority) //returns count of element in array  
    rightCount = frequency(array[1…n], rightMajority)  
      
    if (leftCount >= (len(array)//2)+1, return leftMajority  
    else if (rightCount >= (len(array)//2)+1, return rightMajority  
    else return NONE  
     
   //frequency function must be written to accommodate an input value of NONE
3. Give a recurrence for the algorithm   
   T(n) = 2(n/2)+ O(n)
4. Solve the recurrence to determine the asymptotic running time.

*Note: A O(n) algorithm exists but your algorithm only needs to be O(nlgn).*