library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.4 ✔ readr 2.1.5  
## ✔ forcats 1.0.0 ✔ stringr 1.5.1  
## ✔ ggplot2 3.5.1 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.3 ✔ tidyr 1.3.1  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(readxl)  
  
Stress\_and\_Coping\_Strategies\_of\_Nursing\_Students\_September\_26\_2024\_12\_12 <- read\_csv("Stress and Coping Strategies of Nursing Students\_September 26, 2024\_12.12.csv")

## Rows: 88 Columns: 71  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (71): StartDate, EndDate, Status, IPAddress, Progress, Duration (in seco...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

Stress\_and\_Coping1 <-  
 Stress\_and\_Coping\_Strategies\_of\_Nursing\_Students\_September\_26\_2024\_12\_12 %>% select(Q9:Q19\_6)  
  
Stress\_and\_Coping2 <- na.omit(Stress\_and\_Coping1)  
  
Stress\_and\_Coping2 <-  
 Stress\_and\_Coping2[3:85,]  
  
Stress\_and\_Coping2 <-   
 Stress\_and\_Coping2[1:72,]  
  
  
  
  
for (i in seq\_len(ncol(Stress\_and\_Coping2))){  
 for (j in seq\_len(nrow(Stress\_and\_Coping2))){  
 if (Stress\_and\_Coping2[j,i] == '1st' || Stress\_and\_Coping2[j,i] == 'Never'){  
 Stress\_and\_Coping2[j,i] <- '1'  
 }else if (Stress\_and\_Coping2[j,i] == '2nd' || Stress\_and\_Coping2[j,i] == 'Rarely'){  
 Stress\_and\_Coping2[j,i] <- '2'  
 }else if (Stress\_and\_Coping2[j,i] == '3rd' || Stress\_and\_Coping2[j,i] == 'Sometimes'){  
 Stress\_and\_Coping2[j,i] <- '3'  
 }else if (Stress\_and\_Coping2[j,i] == '4th' || Stress\_and\_Coping2[j,i] == 'Frequently'){  
 Stress\_and\_Coping2[j,i] <- '4'  
 }else if (Stress\_and\_Coping2[j,i] == '5th' || Stress\_and\_Coping2[j,i] == 'Always'){  
 Stress\_and\_Coping2[j,i] <- '5'  
 }  
 }  
}  
  
  
# Convert all columns to numeric  
Stress\_and\_Coping2 <- Stress\_and\_Coping2 %>%  
 mutate(across(everything(), ~ as.numeric(as.character(.))))  
  
  
summary(lm(data = Stress\_and\_Coping2, formula = Q16\_1 ~ Q9 + Q10\_1 + Q10\_2 + Q10\_3 + Q10\_4))

##   
## Call:  
## lm(formula = Q16\_1 ~ Q9 + Q10\_1 + Q10\_2 + Q10\_3 + Q10\_4, data = Stress\_and\_Coping2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.48050 -0.41566 0.03823 0.43343 1.36239   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.86083 0.46013 1.871 0.0658 .  
## Q9 -0.03052 0.06908 -0.442 0.6601   
## Q10\_1 0.21307 0.15120 1.409 0.1635   
## Q10\_2 0.28787 0.12943 2.224 0.0296 \*  
## Q10\_3 -0.06554 0.15295 -0.428 0.6697   
## Q10\_4 0.18029 0.11134 1.619 0.1101   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.7151 on 66 degrees of freedom  
## Multiple R-squared: 0.3749, Adjusted R-squared: 0.3276   
## F-statistic: 7.918 on 5 and 66 DF, p-value: 6.855e-06

library(corrplot)

## corrplot 0.94 loaded

## corrplot 0.92 loaded  
library(RColorBrewer)  
Corr\_matrix <- cor(Stress\_and\_Coping2, use = 'everything', method = 'pearson')  
corrplot(Corr\_matrix, type="upper", order="hclust",  
col=brewer.pal(n=11, name="RdYlBu"), tl.cex = .5)
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Columns 10 - 15: stress  
column 9: semester  
column 16-19: coping

Never = 1  
Rarely = 2  
Sometimes = 3  
Frequently = 4  
Always = 5

For visualization

## Anova

Analysis of Variance (ANOVA) is a fundamental statistical method used to determine whether there are significant differences between the means of three or more independent (unrelated) groups. It helps in understanding if the observed variations in data are due to actual differences between groups or merely due to random chance.

State the Hypotheses:

Null Hypothesis (H₀): All group means are equal.  
Alternative Hypothesis (H₁): At least one group mean is different.

If different groups have different values (for our example, if the semester dictate how much stress they have or how they cope with it)

Anova on Stress Total

Stress\_and\_Coping2$Total\_Stress <- rowSums(Stress\_and\_Coping2[,2:24])  
Stress\_and\_Coping2$Q9\_Group <- as.factor(Stress\_and\_Coping2$Q9)   
  
Stress\_anova <- aov(formula = Total\_Stress ~ Q9\_Group, data = Stress\_and\_Coping2)  
  
summary(Stress\_anova)

## Df Sum Sq Mean Sq F value Pr(>F)   
## Q9\_Group 4 981 245.19 2.788 0.0333 \*  
## Residuals 67 5893 87.95   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

TukeyHSD(Stress\_anova)

## Tukey multiple comparisons of means  
## 95% family-wise confidence level  
##   
## Fit: aov(formula = Total\_Stress ~ Q9\_Group, data = Stress\_and\_Coping2)  
##   
## $Q9\_Group  
## diff lwr upr p adj  
## 2-1 -3.1868132 -13.313329 6.939703 0.9024696  
## 3-1 4.6103896 -5.982721 15.203500 0.7397493  
## 4-1 -5.8214286 -14.427312 2.784455 0.3293004  
## 5-1 -0.2380952 -13.066989 12.590799 0.9999983  
## 3-2 7.7972028 -2.973684 18.568090 0.2634570  
## 4-2 -2.6346154 -11.458404 6.189173 0.9180853  
## 5-2 2.9487179 -10.027357 15.924793 0.9684376  
## 4-3 -10.4318182 -19.787400 -1.076236 0.0213268  
## 5-3 -4.8484848 -18.191880 8.494910 0.8458987  
## 5-4 5.5833333 -6.244322 17.410989 0.6777546

For Conclusion on Anova and Total Stress, since the F statistic is really low, it shows that the groups have different means. (Semester and Total Stress). The group value dictates the value of total stress. Additionally, reject the null hypothesis in favor of the alternative hypothesis that there is a difference in group means.

1- Mean  
2 - mean  
etc.

Anova on Coping Total

Stress\_and\_Coping2$Total\_Coping <- rowSums(Stress\_and\_Coping2[,25:43])  
Coping\_anova <- aov(formula = Total\_Coping ~ Q9\_Group, data = Stress\_and\_Coping2)  
  
summary(Coping\_anova)

## Df Sum Sq Mean Sq F value Pr(>F)  
## Q9\_Group 4 100.5 25.12 0.593 0.669  
## Residuals 67 2836.6 42.34

TukeyHSD(Coping\_anova)

## Tukey multiple comparisons of means  
## 95% family-wise confidence level  
##   
## Fit: aov(formula = Total\_Coping ~ Q9\_Group, data = Stress\_and\_Coping2)  
##   
## $Q9\_Group  
## diff lwr upr p adj  
## 2-1 -2.2527473 -9.278648 4.773153 0.8963208  
## 3-1 -1.2597403 -8.609370 6.089889 0.9888894  
## 4-1 -2.6785714 -8.649439 3.292296 0.7176722  
## 5-1 0.4523810 -8.448462 9.353224 0.9999048  
## 3-2 0.9930070 -6.479966 8.465980 0.9958028  
## 4-2 -0.4258242 -6.547876 5.696228 0.9996689  
## 5-2 2.7051282 -6.297831 11.708088 0.9163366  
## 4-3 -1.4188312 -7.909848 5.072186 0.9725866  
## 5-3 1.7121212 -7.545689 10.969932 0.9852147  
## 5-4 3.1309524 -5.075220 11.337124 0.8213565

For Conclusion on Anova with Semester and Total COping, since the F statistic is not really low, it shows that the groups have similar means (Semester and Total Coping). The group value does not dictate the value of total stress. Additionally, do not reject the null hypothesis in favor of the alternative hypothesis that there is a difference in group means.

## Linear Regression

summary(lm(formula = Total\_Coping ~ Q9 + Total\_Stress, data = Stress\_and\_Coping2))

##   
## Call:  
## lm(formula = Total\_Coping ~ Q9 + Total\_Stress, data = Stress\_and\_Coping2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -12.2439 -3.6954 -0.1994 3.6911 16.5467   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 38.35790 4.98944 7.688 7.44e-11 \*\*\*  
## Q9 0.01165 0.51053 0.023 0.982   
## Total\_Stress 0.34206 0.06773 5.050 3.45e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5.561 on 69 degrees of freedom  
## Multiple R-squared: 0.2735, Adjusted R-squared: 0.2524   
## F-statistic: 12.99 on 2 and 69 DF, p-value: 1.633e-05

Total\_Coping is the response variable in our linear regression problem and Q9(Semester) and Total\_Stress are independent variables. Essentially do the values of the independent dictate values for the response variable. Look at the p value being less than .05. The p value for Q9 is high so we do not reject the null hypothesis. P value for total stress was very low so we reject the null hypothesis in favor that total stress and total coping have a significant relationship.

Null Hypothesis: Slope for the independent variable is equal to zero.  
Alternative Hypothesis:  
Slope for the independent variable is not equal to zero

Stress\_and\_Coping4 <- Stress\_and\_Coping2 %>% select(Q9,Total\_Coping, Total\_Stress)  
  
Corr\_matrix2 <- cor(Stress\_and\_Coping4, use = 'everything', method = 'pearson')  
corrplot(Corr\_matrix2, type="upper", order="hclust",  
col=brewer.pal(n=11, name="RdYlBu"), tl.cex = .5)

![](data:image/png;base64,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)

summary1 <- group\_by(Stress\_and\_Coping2, Q9)  
summary1 <- summarise(summary1, mean(Total\_Stress), mean(Total\_Coping))  
print(summary1)

## # A tibble: 5 × 3  
## Q9 `mean(Total\_Stress)` `mean(Total\_Coping)`  
## <dbl> <dbl> <dbl>  
## 1 1 68.6 62.7  
## 2 2 65.4 60.5  
## 3 3 73.2 61.5  
## 4 4 62.8 60.0  
## 5 5 68.3 63.2