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**Arrays & Hashing**:

1. Two Sum:

* A HashMap can be used to optimize the runtime to O(n) instead of O(n^2) by using a for loop to iterate each value. We can find the specific value by subtracting the iterating value with the target to find the second target needed within the hash which is an O(1) lookup.

1. Contains Duplicate:

* This contains duplicate algorithm can be approached in a few ways. One for the most common ways would be to have a nested for loop iterate over each element in the array to check if there is a common value, the only issue would be that the run time complexity would run of O(n^2) which would be inefficient. The more optimized approach would be to use an O(n) space to get a better run time which in this case would be O(n) when using a set. This would allows us to just store each element in the array, causing the iteration of the array to occur once.

1. Product of Array Except Self:

* This algorithm is a bit trickier; it requires that we traverse through the array and multiply with every other element except itself in place of the index of the array. Example [1,2,3,4] = [24,12,8,6]. We would need to traverse through the array forward and then back to obtain the in-place index product of every other element except itself. We also need a temporary variable that will hold each of the new product value per index position. The approach is the obtain all values before and after initial index value. If it is out of bounds than we assume its 1.

1. **Three Sum: \*\*\*\*\*\* : Work on a little more to understand.**

* Best way to approach the combination of 3 integers to sum up to 0 will be the sort the array.
* We want to iterate through each index besides the last 2 of an array since we need 3 integers, it wouldn’t make sense at that point. In the case when we need to find combinations, it would be best to iterate and then have pointers from the end and +1 after the initial start index of the iteration. During the pointer movement, we skip duplicates since we essentially would have tried that combination already. Ex: -4 is our first iteration number, sum = 0- -4 = 4, and if there were two -1 next to each other, we would skip the iteration since we would have attempted that combination already.
* Essentially, we want two pointers: One after the first index ex: i+1 and one at the end ex: array length -1.

Sliding Window: is a computational technique which aims to reduce the use of nested loop and replace it with a single loop, thereby reducing the time complexity.

1. Best Time to Buy and Sell Stock:

* One Approach : The runtime complexity in this problem is O(n^2). We are reviewing each element and the one after and comparing the difference to obtain the max profit from a buy and sell standpoint. This requires a nested for loop from one element to the adjacent one. **Second Approach:** A more optimal approach would be to use left and right pointers to achieve this and receive the max profit. We can double check to see if the left pointer is always less than the right pointer so we can view the max profit and if that isn’t the case then we would update the pointers but the right would always update.

Greedy: paradigm that builds up a solution piece by piece, always choosing the next piece that offers the most obvious and immediate benefit. So the problems where choosing locally optimal also leads to global solution are best fit for Greedy.

1. Maximum Subarray:

* Dynamic Programming is a method for solving a complex problem by breaking it down into a collection of simpler subproblems, solving each of those subproblems just once, and storing their solutions using a memory-based data structure (array, map, etc.). So the next time the same sub-problem occurs,
* Instead of recomputing its solution, one simply looks up the previously computed solution, thereby saving computation time.
* We can use Kadane algorithm so solve this, just keep the previous result of whichever operation it may be and see if the previous index or result adds to the final result needed at hand.
* ![](data:image/png;base64,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)

1-D Dynamic Programming:

1. Maximum Product Subarray:

* This subarray problem is similar to the subarray problem above, a comparison is needed using Kadane’s algorithm to be able identify if a product of a contiguous sub array would be less then 0 or negative, otherwise multiply with the index number and compare for the largest product value. We need to watch out for negative number in succession as the contiguous subarray can equal to a max positive number. Use MATH.MIN and MATH.MAX. What we want to do is have a temp variable for the max as the max will change constantly. Only the max product will store the actual max value.

Binary Search:

1. Find Minimum in Rotated Sorted Array:

* In this case what we need to do is divide and conquer the array. A binary search is need for the approach. If the middle/pivot of the array is greater than the beginning index and the beginning index is less than the last index then we search for the left to the middle, otherwise we search from the middle index +1 to the end. This is essentially the binary search algorithm.

1. Search in Rotated Sorted Array:

* In this problem, we need to divide and conquer as well. It is best to use a binary search algorithm and break down the array by half every time per loop. We need two pointers to keep track of the start and end while also changing the middle each cycle essentially breaking down the array even further. We are also comparing the number of index start and middle in the array to determine where to start/increment. We are constantly moving the pointer until the start pointer lands on the value index.

Two-Pointers:

1. Container With Most Water:

* Similar to the problem above. REMEMBER: because we are searching for the best outcome or in this cast the container with the most water, we have to iterate through each combination. Here we can use pointer starting from the beginning and end to bring them closer as we compare it to our initial max value, whatever the assumption of that value may be.
* We want to compare both start and end of array values, if the start is less than the end we move the start and vice versa. This is because we are looking for the max , so any low number doesn’t help the approach. We continue to do this until we find the max area.

Heap:

1. Top K Frequent Elements:\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

* For this problem we need to do a few steps. 1. Is to use a hashmap to keep track of the amount of reoccurring values. 2. Is to iterate through the keyset and create a listarray and using the index of the array will store the amount of times a value has occurred. For example: listarray[value the same as from key] = map[get value from key].add(key). So if the number “2” showed up 3 times then the index of 3 will store the key “2” as it showed up three times. 3. This we will need to iterate through the array list in reverse and keep a counter for both the array that will store the k elements and for the value within the array list in case there are multiple numbers that showed up the same amount of times, but we only want k elements.
* The runtime complexity for this is O(n) based on the amount of values in the hash map and array.
* The space complexity is also O(n).

Strings:

1. Group Anagrams:

* This problems requires converting a char array to a string such that the string value of is from the array itself. What we want to do is count each character and store them in an array and use the string value to convert that array and store that into a HashMap along with a list of corresponding words that match the letters with their number of occurrences.
* The time complexity is O(m\*n) with m being the amount or average characters per word that we need to store in the array, and n is the number of words stores in the list that we have to traverse through. The space complexity is O(n) as we have to store each by their character in the array to store in the HashMap.

Graphs:

1. Longest Consecutive Sequence:

* For this problem the brute force would be to check every combination of every number within the array but that would have a very slow runtime of O(n^2). The approach here is to make it O(n) where we traverse once in the array.
* We want to keep track of each number we traverse with its +1 and -1. We want to first store the array in a set and as we use a while loop to check for +1 and -1 separately, we track the amount of corresponding numbers in the set and remove them so we do not have to visit them when we get to those same numbers in the array. We continue to evaluate the max number until we visited every number and the set is essentially empty.
* This runs in a time complexity of O(n) with a space of O(n) for the set that we need to create.

**Binary / Bit Manipulation:**

1. Sum of Two Integers:
2. Number of 1 Bits:

* Using Brian Kernighan Algorithm, we will not check/compare or loop through all the 32 bits present but only count the set bits which is way better than checking all the 32 bits
* Suppose we have a number 00000000000000000000000000010110 (32 bits), now using this algorithm we will skip the 0's bit and directly jump to set bit(1's bit) and we don't have to go through each bit to count set bits i.e. the loop will be executed only for 3 times for the mentioned example and not for 32 times.
* Assume we are working for 8 bits for better understanding, but the same logic apply for 32 bits
* So, we will take a number having 3 set bits.
* n = 00010110
* n - 1 = 00010101(by substracting 1 from the number, all the bits gets flipped/toggled after the \*\*rightmost set bit including the rightmost set bit itself. \*\*
* After applying &(bitwise AND) operator on n and n - 1 i.e. (n & n - 1), the righmost set bit will be turned off/toggled/flipped
* Let's understand step by step
* 1st Iteration
* 00010110 --> (22(n) in decimal)
* & 00010101 --> (21(n - 1) in decimal i.e. flipping all the bits of n(22) after rightmost set bit including the rightmost set bit itself )
* 00010100 --> (20(n & n - 1) in decimal i.e after applying bitwise AND(&), the rightmost set bit will be turned off )
* After applying bitwise AND(&) ,assign this number to n i.e. n = n & n - 1
* n = 00010100 (20 in decimal)
* and increase the count
* bitCount++ (Initial bitCount = 0. By incrementing it, the bitCount = 1)
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* 2nd Iteration
* 00010100 --> (20(n) in decimal)
* & 00010011 --> (19(n - 1) in decimal i.e. flipping all the bits of n(20) after rightmost set bit including the rightmost set bit itself )
* 00010000 --> (16(n & n - 1) in decimal i.e after applying bitwise AND(&), the rightmost set bit will be turned off )
* After applying bitwise AND(&) ,assign this number to n i.e. n = n & n - 1
* n = 00010000 (16 in decimal)
* and increase the count
* bitCount++ (previous bitCount = 1. By incrementing it, the bitCount = 2)
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* 3rd Iteration
* 00010000 --> (16(n) in decimal)
* & 00001111 --> (15(n - 1) in decimal i.e. flipping all the bits of n(16) after rightmost set bit including the rightmost set bit itself )
* 00000000 --> (0(n & n - 1) in decimal i.e after applying bitwise AND(&), the rightmost set bit will be turned off )
* After applying bitwise AND(&) ,assign this number to n i.e. n = n & n - 1
* n = 00000000 (0 in decimal)
* and increase the count
* bitCount++ (previous bitCount = 2. By incrementing it, the bitCount = 3)
* Now, since the n = 0, there will be no further iteration as the condition becomes false, so it will come out of the loop and return bitCount which is 3 which is desired output.
* COMPLEXITY
* Time: O(log2n), where n is the given number
* Space: O(1), in-place

1. Counting Bits:
2. Missing Number:
3. Reverse Bits:

**Dynamic Programming:**

The basic idea of dynamic programming is to store the result of a problem after solving it. So when we get the need to use the solution of the problem, then we don't have to solve the problem again and just use the stored solution.

Imagine you are given a box of coins and you have to count the total number of coins in it. Once you have done this, you are provided with another box and now you have to calculate the total number of coins in both boxes. Obviously, you are not going to count the number of coins in the first box again. Instead, you would just count the total number of coins in the second box and add it to the number of coins in the first box you have already counted and stored in your mind. This is the exact idea behind dynamic programming.

Recording the result of a problem is only going to be helpful when we are going to use the result later i.e., the problem appears again. This means that dynamic programming is useful when a problem breaks into subproblems, the same subproblem appears more than once.

**Two Approaches of Dynamic Programming**

There are two approaches of the dynamic programming. The first one is the top-down approach and the second is the bottom-up approach. Let's take a closer look at both the approaches.

**Top-Down Approach**

The way we solved the Fibonacci series was the top-down approach. We just start by solving the problem in a natural manner and stored the solutions of the subproblems along the way. We also use the term **memoization**, a word derived from memo for this.

In other terms, it can also be said that we just hit the problem in a natural manner and hope that the solutions for the subproblem are already calculated and if they are not calculated, then we calculate them on the way.

**Bottom-Up Approach**

The other way we could have solved the Fibonacci problem was by starting from the bottom i.e., start by calculating the 2nd

term and then 3rd

and so on and finally calculating the higher terms on the top of these i.e., by using these values.
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We use a term **tabulation** for this process because it is like filling up a table from the start.

Let's again write the code for the Fibonacci series using bottom-up approach.

Dynamic programming gives the power of speed. It can be faster than doing recursion. The only trade off would be the uses of memory as it uses more memory than recursive functions would.

1-D Dynamic Programming :

1. Climbing Stairs:

* This problem, do not overthink it. It is just the **Fibonacci sequence**, each step either takes 1 or 2 steps to get to the target step goal. We use the bottom-up approach and recursively subtract the number of steps by one and add the previous one step and two step into one variable and take the two-step variable and have that equal to what was originally in the one variable. Each time we go up it continues until we reach the base case. Memoization is needed in order to get the previous calculation to find the distinct steps.
* This would allow us to store the previous sum in a temp variable and the update but variables that either go by one step or two step and once the steps reach zero, we return the sum of both those variables. This is a bottom-up dynamic programming approach.

1. Coin Change:

* This problem can be very confusing if not approached a certain way. The way that we implemented it was that we created an array with n+1 length, this is so that we can compare each cell with every coin in the array so that we have a reference of that value if it enters the cell. The target value created by the for loop needs to be greater than or equal to the value in the coin array so that we can compare the minimum with that and the n+1 length.
* Just remember that this is a dynamic programming approach and that this can also be achieved with recursion. This is O(n) time complexity.

1. Longest Increasing Subsequence:

* Since we have to find the max subsequence, we need to iterate through the array. This needs to be done in a dynamic approach in which we will store the previous array value/cell/node subsequence value up to that point. So, the first array value will be 1 since it will automatically be considered a subsequence array.
* The more we continue down the array the more we can compare based on the values that were already stored in a different array keep the max values of subsequence steps up to those points.
* Two pointers in a for loop basically. The target being the 0+1 and the previous value being the first value of the array, with that we plus 1 for every time one is lower than the other.

1. Wordbreak:

* This operation requires a dynamic programming approach that will go through each letter using two pointers. One from the start and another from start+1; This is a runtime of O(n^2) since we have to run through each letter and ongoing until it reaches the second pointer. The words will essentially resize each time as both pointers get bigger going through each word and storing their Boolean value in a dp array. The last index of the dp array will contain the result.

1. House Robber:

* The Approach for this problem is O(n) linear time complexity.
* We essentially start from the assumed third index of the array using a pointer and from the index ongoing we calculate the non-adjacent maximum value for every iteration until we reach the last index.

1. House Robber 2:

* We can approach this problem using a few ways. One way is to use two pointers to starting at 0 and keep track of each value for the iteration of the array. We use one pointer to get the max of the two pointers and use the other pointer to equate to the temp variable that will add up the value in the array with the first pointer. Essentially, we want two pointers with a temp value to hold the addition of one pointer with the value of the iteration through the array.
* The time complexity is O(n) with a space of O(1) unless we go with a dp approach.
* We need to iterate forward and then backwards so we can avoid the first index and last index from touching each other.

1. Decode Ways:

* This approach uses a dynamic programming approach. This is a bottom up using memorization. We create a dp array of size +1 where it hold one for the inevitable times a single digit would count as a way. From there we work in reverse of the string.
* If the character is 0 we can skip an conditional statements as it is most likely part of a double digit. For a single digit the max is 1-9 , for double it is 0-9 but that only applies to where the first digit is 1. If the first digit is 2, the second digit can only go from 0-6 since there are 26 letters in the alphabet and that is part of the problem that we are trying to solve here.

1. Longest Palindrome Substring:
2. Palindrome Substrings:

2-D Dynamic Programming:

1. Unique Paths:

* For unique paths, for this problem we need to use a dp approach. We need to store every value based on the number of different ways a position in the matrix can reach the end. For this we start at the end which is ultimately 1. We us a dp matrix that is +1 bigger and continuously add up the value stored in the right and bottom of the initial index position. We continue to do this in a for loop until we reach the first index of the matrix in which it adds up the right and bottom to get the full value.
* The runtime complexity is O(r+c) or O(n) since we only have to traverse through each column per array once. The space complexity is O(n) as well to store the values in a dp array.

1. Longest Common Subsequence:

* Find LCS;  
  Let X be “XMJYAUZ” and Y be “MZJAWXU”. The longest common subsequence between X and Y is “MJAU”. The following table shows the lengths of the longest common subsequences between prefixes of X and Y. The ith row and jth column shows the length of the LCS between X\_{1..i} and Y\_{1..j}.  
  ![image](data:image/png;base64,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)  
  you can refer to [here](https://en.m.wikipedia.org/wiki/Longest_common_subsequence_problem) for more details.
* What ends up happening here is that by doing top down, we can get a reference to the previous letter if the letters equal we can add a number going diagonally if not we continue with the max of the previous letter.

**Greedy:**

1. Jump Game:

* The jump game approach is very straight forward. We want to be able to reach the ending based on their indices and values within them. The max jump an index can jump is the value within that initial index. If the size of the array is 5 then the last index is 4 and that is the number we want to reach onwards based on the values that come before it. We can use two pointers one for the last index and another that will continuously change as we iterate through the array. The more the previous index can reach the end the more we know that we just need to reach to the second pointer to really get to the index. It is a dp approach s we already know that the index after can reach the end so we just need to know if we can reach the second pointer that is constantly changing. The jump is possible if the value constantly changing is the first index value of the whole array or 0. This approach is an O(n) time complexity while the space is O(1).

**Graphs:**

1. Number of Islands:

* Wee need to use DFS to recursively check each position in the matrix, only being able to move up, down, left and right. With this information we use recursion to check each position for every index in the matrix. To avoid revisiting the same position, we change the character from ‘1’ to ‘0’ and that in itself is our base case along with if the position goes out of bounds.
* The time complexity is O(V+E) or O(V). V being the vertex and E being the edges of the graph.

1. Clone Graph:

* This problem, we need to hard clone a graph. We need to use dfs to go through each neighbor of the nodes based on the node provided. We use a Hashmap of Node key and values to keep track of already visited nodes. With this we create brand new node object based on the value and insert the incoming nodes as neighbors after they have been visited.
* The base condition is if the nodes have been visited.

1. Pacific Atlantic Water Flow:

* The approach to this problem is to visit each of the values that can be reached from the Atlantic Ocean first which would be the top to left, afterwards do the same for the pacific with right to bottom. We use DFS to traverse through each and keep a list for both oceans to check per ocean if a row and column have been visited. This along with out of bounds and if the next value is smaller than a previously tracked value in a variable will be the base condition for the recursion. We can only move up, down, left, and right. This is a time complexity of O(A X P).
* For this problem we essentially want to move up meaning that the neighboring cell would essentially meet to either the pacific/Atlantic. Kinda working backwards.

1. Course Schedule:

* This approach is tricky, We need to visit each row, within them we need to use a hash map to store if we visited the prereq along with the class it needs to take, once we visited it and check its neighbors we remove that and use the hash map as part of the base condition.
* We use DFS to continue to check that there is essentially NO LOOP in this problem.
* It’s a LOOP DETECTION problem.

1. Number of Connected Components in Graph:

* WE use DFS using a Hash Set to check if a node value has been visited or not, if not then we go into the neighboring node and continue until we hit the base condition and that is if we visited the node already and if there isn’t then it will go through each connection until there isn’t and it will add the node to the visited set.

1. Graph Valid Tree:

* Using DFS and a set, we need to check if a matrix along with n number of nodes can make up a valid graph. This will require to have a set to keep track of visited and especially checking if a valid tree can be made up. What makes a valid graph is that there is no cycle and that the graph is fully connected so there can be a separate node. They all have to be connected.

**Intervals:**

1. Insert Interval:

* Using a list of arrays to keep track of intervals along with a Boolean value to ensure whether the interval has been inserted or not. The idea to this problem is to check for each interval using a while loop and pointer to check if the new interval overlaps with an incoming interval in the established matrix. You change the new interval until conditions aren’t met and then insert into the list changing the Boolean value.
* This assuming the arrays are sorted runs in linear time, O(n). The space is also O(n) worst case since we need a list of arrays to insert all the value, we know are valid and non-overlapping.

1. Merge Interval:

* Using a pointer that will only move to traverse the array when there isn’t any overlapping intervals. We start at the beginning index +1 and move forward as our pointer variable will merge based on conditions, once there isn’t any overlapping interval then we insert it into a new matrix object with all thee non overlapping intervals.
* The runtime complexity is O(n).

1. Non-Overlapping Interval:

* The approach to this problem is almost like the merge interval problem. You use two pointers, one fast and one slow. We use the fast to determine if it overlaps with the slow and if it does then we determine where the end of the fast array lies and if its greater than the slow end we continue to move the fast pointer. With this we have to sort the arrays to get the most optimal solution.
* The runtime for this is O(n Log n) Linearithimic time complexity.
* The space is O(1).

1. Meeting Rooms:

* This questions is fairly straight forward. We need to sort the array and the just iterate to see check if the ending of each incoming index is before the start of every interval after it. If it isn’t then it is false.
* The runtime complexity of this is O(n Logn) and this is because we have to sort the intervals.

1. Meeting Rooms 2:

* With this problem we want to keep track of the number of rooms that are needed and get the minimum. We need two pointers, a max room count and a room count to keep track since it will be fluctuating to gaining or losing a room based on whether the intervals are overlapping.
* We use two arrays one to store all the start and one to store all then ends. If they overlap in anyway then we increment the room count and move the pointer for the start up and if they don’t then we decrement and move the end pointer up. We return the max room count as we find the max after every iteration.
* The runtime complexity is O(n Logn)

**Linked List:**

1. Reverse a Linked List:

* In this problem we use a while loop to iterate over the list. We use three variables, current, next, and a temp node variable so that the next can equal to the temp as some connections will be cut off as we attempt to reverse the list.
* The time complexity of this problem is based on the number of nodes we need to iterate over in the list so this is a runtime of O(n).

1. Detect Cycle in a Linked List:

* Use two pointers one slow and one fast. The fast will move two steps ahead of the slow in the list. If the fast cycle ends that means right away there isn’t a loop but if it continues that means at some point the fast and slow pointers will meet and will then mean there is a cycle.
* The runtime complexity of this is O(n).

1. Merge Two Sorted Lists:

* The approach to this problem is to have a brand new merged list object along with a head object referencing the beginning of the new merged list as it will be moving. The first value is empty so anything afterwards will be the combination of the values in both list 1 and 2. A while loop is used to iterate as long as one of them still contain values as we move towards the end of each list.
* The runtime complexity of this is O(n) with O(n) space due to the new merged list object.

1. Merge K Sorted Lists:

* The idea is to go through each linked list one by one and then create a new ll to traverse and add numbers as see fit if they are less than or equal to. We use a for loop to traverse the array of ll and a while loop to traverse the ll and new ll itself.
* The time complexity isn’t that great as my solution run in O(n^2) so try to optimize this.

1. Remove Nth Node from End of List:

* For this problem we need to traverse through the list to find the number of nodes in the list with a counter. After this we want to iterate through the list using two pointers. One that start at the head and the other that is the next. As we iterate, we want to sub the counter with the nth node value from the end and because we want the fast pointer to land on the node that need to be removed, we subtract 1 to the value as well for the loop.
* The runtime complexity is O(n).

1. Reorder List:

* The idea to this problem is to find the middle of the list. Once we find the middle, we reorder that list in reverse from the middle to the end. We contain references to both the middle and the head and reorder them using references and temp variables and iterate using a while loop for the middle till the end since the middle will remain unchanged for the head pointer. Ex. – 1-2-3-4-5-6 -> 1-2-3-6-5-4 -> 1-6-2-5-3-4. Makes sure the middle next is null afterwards. There are three parts. 1. Find the middle. 2. Reverse the middle to the end in reverse order. 3. Iterate and using temp variables add starting from both head and middle and reorder the list as the middle pointer is going towards the end for the whole to become as the example above.
* The runtime complexity is O(n). The space is O(1) since we are using the same list and not creating another.

**Strings:**

Sliding Window:

1. Longest Substring Without Repeating Characters:

* In this problem we use a hash map to keep track of the characters and their indices. We use two pointer one slow and one fast that will iterate through the string. We have to keep track of the index of both slow and fast. We have to see if they are the same character in different indices or different characters but the hash map already contains the character. We also need to keep track of the max number substring in every iteration. We also need to empty the hashmap as well after every iteration if there is a character already in the map.
* The time complexity is O(n). The space is O(n) worst case since we possibly might need to store each character from the string if there isn’t any repeating characters.

Hashing:

1. Valid Anagram:

* This problem we need to use a hashmap to keep track of the characters and the amount of it used. We iterate through one string and count its characters. We then iterate through the second string and if the same amount of characters are in the hash, then the count from the hash will decrement to 0 the ensure that there is the same amount of characters used in both strings to produce an anagram. For the second string if there is an additional character then we will add nonetheless and iterate through the hash and verify if each character count is 0 for the anagram to be true.
* The runtime complexity is O(n) for each string. The Space is O(n) since we need to keep track of each character and their count.

Stack:

1. Valid Parenthesis:

* We use a stack to store all the right facing brackets and if we get to a left facing bracket, we peek the stack and if they are equal then we pop the stack and continue iterating through the string, if they are not then it is automatically false. We keep doing this until the end and see if the stack is empty or not, it should be for it to be a valid parenthesis.
* The runtime is O(n) as we iterate through the string. The space complexity is O(n) for the stack.

Two Pointers:

1. Valid Palindrome:

* The palindrome is a word that is the same in reverse without any non alphabetical characters. For this problem we use a stack and a string builder to iterate over the string and check if there is any non-alphabetical letters, numbers count as well. We then change all the characters to lowercase and then slowly iterate through the string and add them to the string builder and push to the stack. Afterwards, we iterate through both by popping and using a pointer and check if the letters match. If they don’t its automatically false.
* The runtime complexity is O(n). The space is also O(n) since we need space for the builder and stack which will empty out anyways.

Array & Hashing:

1. Encode and Decode Strings:

* To encode For this problem we need to create a string using the length of each word in the list along with a delimiter that will identify that the number before is the number that is used to verify the length of each incoming word. We iterate though the list with lengthofword+delimiter+word + …
* To decode we need to separate the length and the delimiter, once we do that we start from the delimiter and use the length of the word we decrement and add each character to a string builder and then add that to a list. We continue through the length of the whole word that was encoded.
* The runtime complexity is O(n) for both encoding and decoding.

1. Minimum Window Substring:

* For This problem, we need to keep track of the amount of characters we have and need. While the need will hold the amount of characters that are needed to solve the problem. We need hashmaps for both words and keep track and store the minimum word with its length. We only need to traverse both words once so this will be an O(n) time complexity with an O(n) space complexity due to the two hashmaps.

**Trees:**

1. Maximum Depth of Binary Tree:

* For this problem we just need to do DFS(preorder – Root-Left-Right). We recursively go to the left until it hits null and that’s our base condition, and we add one once the condition is hit and we continue to do that and always check for the max count. We do this for both left and right that we compare.
* The runtime complexity is O(|V|) where v us the number of nodes that we will need to traverse at least once. The max depth of a tree is the umber of nodes along the longest path from the root. The space is O(h) where h is the height since recursion uses a stack.

1. Same Tree:

* We use DFS to recursively check if both the values of the nodes from both trees equal. If they don’t or either are null then false is returned. If both reach null then it is true and those two are out base condition.
* The runtime complexity is O(|V|) for the amount of nodes we need to traverse in both trees.

1. Invert Binary Tree:

* For this problem we use BFS. With a queue we add the root node and switch its left and right, then go to the left and switch its left and right etc.. and this is based on what is in the queue as long as it isn’t empty. We want to use temp variables to store both the new left and right which are going contain their opposite values. This is through iterating the queue.
* The runtime complexity is O(|V| + |E|) for the vertex and edges of the tree as we need to iterate and visit each node at least once to invert them.

1. Subtree of another Tree:

* For this problem we use a stack to store each node from the root and then left to right. As we pop we want to find the node that has the same value as the sub root. Once we find that we just use the same algorithm as the same tree from above to check if both are the same and that would confirm the sub root is a subtree of the whole tree. We have a bool value that will change to true if the sub root is part of the whole tree.
* The runtime complexity is O(|v| +|e|) . The space complexity is also O(V) for the stack that we need to use to store the nodes.

1. Binary Tree Level Order Traversal:

* The approach to this problem is to use a HashMap to store the height values of the tree with a list of integers and store values accordingly as we traverse through the tree via DFS. We recursively traverse through the tree in pre-order to store results as they come through the HashMap to verify.
* The time complexity is an O(n) as we traverse through the tree once. The space complexity is an O(n) as we store in a hashmap and return a list of those values.

1. Valid Binary Search Tree:

* For this problem of course we use DFS. We then traverse through each root passing a Long min and max value as arguments to determine if the root is between both the min and max and as we go to each children we change the min and max based on the previous value of the previous root based on whether we went left or right.
* The time complexity is O(n) as we traverse through the tree once. The space is O(1).

1. Lowest Common Ancestor of a Binary Search Tree:

* For this problem use DFS and create a parameter that stores the lca incase the requirements of the two nodes to meet as we only use less and greater than. If this isn’t the case than we pass that root since it has to equal to one of the two nodes. We search as we go left for the less and right for the greater than. We traverse through this tree once.
* The time complexity is O(log n) logarithmic as we just need to compare the root with the two numbers if its less than or greater than. The space complexity is O(1).

1. Kth Smallest Element in a BST:

* We traverse through all of the root and its left children and store them into a stack. As we pop each out we decrement the kth number that is stated in the problem to obtain our value. If the the decremented number isn’t 0 yet then we use the current value and go into its right value and check if there are any left nodes from that, and if not we just continue with popping from the stack.
* The time complexity is logarithmic O(log n) and the space complexity is O(1) just using stack and popping each value out until we have our kth value.

1. Construct Binary Tree from Preorder and In order Traversal:

* For this problem we use DFS and search via the preorder and inorder array. We use the index of the preorder to traverse each value once and we use the inorder array to find its left and right children. We pass a new root to add the values along with the arrays and preorder index start and inorder index start/end to keep track.
* The most important part of this problem is to add a leftover value by subtracting the index value in which the preordeer value and inroder value meet based on the inorder and subtract that by the inorder start.
* The time complexity is linear time O(n) with the space com,plexity of O(n) to store the tree nodes.

1. Binary Tree Maximum Path Sum:

* DFS for this problem. We go through the left and right child. As we traverse through them we want to find out the max of the root + left, root +right and root iself and that will be the new value of the root value in question and the overall max will be based on the current overall max with the root+ left+right as that can be considered a path in itself.
* This run in a linear time complexity of O(n). The space complexity is O(1).