## **Aplicatie GPS**

**Motiv si uitilitate tema**

Motivul alegerii acestei teme a fost eficienta si utilitatea pe care o au sistemele GPS in viata de zi cu zi, ajutand la o mai buna orientare in spatiu si la o mai buna organizare a traficului precum si estimarea timpului si constientizarea pericolelor existente intr-o zona mare de supraveghere.

**Structura aplicatiei**
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**Instructiuni aplicatie**

* Register Page : aici va inregistrati cu datele dumneavoastra, urmand ca ulterior sa puteti accesa aplicatia fara probleme.
* Login Page : aici o sa introduceti datele cu care v-ati inregistrat, iar dupa apasarea butonului Login, un token cu id-ul dumneavoastra sa va fie asignat si sa puteti folosi aplicatia.
* Device Page : interfata web este constituita din doua campuri text care contin niste date: prima data constituie limita inferioara, iar cea de a doua limita superioara, urmand ca la apasarea butonului “Get Positions” sa obtineti toate pozitiile inregistrate intre datele de mai sus afisate intr-o lista precum si un buton aditional care o sa va ajute sa eliberati display-ul oricand doriti. Cel de-al doilea buton (“ Show on map “) va ajuta sa puteti sa accesati Map Page
* Map Page : contine o harta care va avea plasate mai multe markere fixe care constituie pozitia fiecarui user care a dorit ca pozitia lui sa fie publica. Contine doua butoane pentru plasare si pentru stergerea marker-ului user-ului actual. Un buton de revenire la pagina device si un buton de logout.

**Cod sursa**

***Backend/ API + DB***

Avem doua baze de date: una creata pentru primul flow, iar cealalta pentru cel de-al doilea.

![](data:image/png;base64,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) ![](data:image/png;base64,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)

Doua servere create pe domeniile: localhost port 8000 si respectiv port 9000.

*server1.js*

const express = require('express');

const bodyparser = require('body-parser');

const registeringRoutes = require('./routes/registeringRoutes');

var cors = require('cors');

var app = express();

app.use(bodyparser.json());

app.use(bodyparser.urlencoded({ extended: false }));

app.use(cors());

app.use("/",registeringRoutes);

app.listen(8000, () => {

    console.log("Server is listening on port 8000");

});

*server2.js*

const express = require('express');

const bodyparser = require('body-parser');

const locationsRoutes = require('./routes/locationsRoutes');

var cors = require('cors');

var app = express();

app.use(bodyparser.json());

app.use(bodyparser.urlencoded({ extended: false }));

app.use(cors());

app.use("/",locationsRoutes);

app.listen(9000, () => {

    console.log("Server is listening on port 9000");

});

CRUD-ul aferent pentru ambele baze de date.

*registeringRoutes.js*

const express = require('express');

const Router = express.Router();

const sqlConnection = require('../sqlConnection');

const idGenerator = require('../functions/idGenerator');

Router.get("/", (req, res) => {

    sqlConnection.query("SELECT \* from info", (err, rows) => {

        if(!err){

            res.send(rows);

        }

        else{

            console.log(err);

        }

    })

})

Router.post('/insert',(req, res) => {

      const data = {

                        id: idGenerator(),

                        username: req.query.username,

                        email: req.query.email,

                        password: req.query.password

                    };

      const sql = "INSERT INTO info SET ?";

      sqlConnection.query(sql, data,(err) => {

        if(err) throw err;

        res.redirect('/');

      });

  });

Router.post('/update',(req, res) => {

    const sql = "UPDATE info SET username='"+req.query.username+"', email='"+req.query.email+"', password='"+req.query.password+"' WHERE id='"+req.query.id+"'";

      sqlConnection.query(sql, (err) => {

        if(err) throw err;

        res.redirect('/');

      });

    });

Router.post('/delete',(req, res) => {

      const sql = "DELETE FROM info WHERE id='"+req.query.id+"'";

      sqlConnection.query(sql, (err) => {

        if(err) throw err;

          res.redirect('/');

      });

    });

module.exports = Router;

*locationsRoutes.js*

const express = require('express');

const Router = express.Router();

const sqlConnection = require('../sqlConnection');

Router.get("/", (req, res) => {

    sqlConnection.query("SELECT \* from locations", (err, rows) => {

        if(!err){

            res.send(rows);

        }

        else{

            console.log(err);

        }

    })

})

Router.post('/insert',(req, res) => {

      const data = {

                        id: req.query.id,

                        date: req.query.date,

                        lat: req.query.lat,

                        lng: req.query.lng

                    };

      const sql = "INSERT INTO locations SET ?";

      sqlConnection.query(sql, data,(err) => {

        if(err) throw err;

        res.redirect('/');

      });

  });

Router.post('/update',(req, res) => {

    const sql = "UPDATE locations SET lat='"+req.query.lat+"', lng='"+req.query.lng+"' WHERE id='"+req.query.id+"'";

      sqlConnection.query(sql, (err) => {

        if(err) throw err;

        res.redirect('/');

      });

    });

Router.post('/delete',(req, res) => {

      const sql = "DELETE FROM locations WHERE id='"+req.query.id+"'";

      sqlConnection.query(sql, (err) => {

        if(err) throw err;

          res.redirect('/');

      });

    });

module.exports = Router;

Functia de generare a unui id.

idGenerator.js

const idGenerator = () => '\_' + Math.random().toString(36).substr(2, 9);

module.exports = idGenerator;

***Frontend/ Client***

**Components**

DeviceIdPage.jsx

import React, {useEffect} from "react";

import axios from "axios";

import Cookie from 'js-cookie';

import { Route } from "react-router-dom";

import { Card, CardContent, Typography, TextField, makeStyles } from '@material-ui/core';

import MuiThemeProvider from 'material-ui/styles/MuiThemeProvider';

import RaisedButton from 'material-ui/RaisedButton';

import './style/DeviceIdPage.css';

const apiBaseUrl = "http://localhost:9000";

const useStyles = makeStyles(theme => ({

    textField: {

        width: '100%',

        boxSizing: 'border-box',

    },

    root: {

        display: 'block',

        flexGrow: 1

    },

    menuButton: {

        marginRight: theme.spacing(2),

    },

    title: {

        flexGrow: 1,

    }

  }));

export const DeviceIdPage = () => {

    const classes = useStyles();

    const [text1,setText1] = React.useState("2015-01-01 23:00:00");

    const [text2,setText2] = React.useState("2020-01-02 23:00:00");

    const [users, setUsers] = React.useState([]);

    const [showPositions, shouldShowPositions] = React.useState(false);

    useEffect(() => {

      axios.get(apiBaseUrl)

    .then((response)=> {

        setUsers(response.data);

    })

    .catch(() => {

        console.log('Unknown error');

    })}, []);

    const getDates = () => users.filter((user)=> text1 < user.date && user.date < text2)

    return (

        <div>

        <MuiThemeProvider key={"theme"}>

            <TextField className={classes.textField} label="Start Date" style={style}

defaultValue={text1} onChange={(event)=> {

                shouldShowPositions(false);

                setText1(event.target.value)}}>{text1}</TextField>

            <TextField className={classes.textField} label="End Date" style={style}

defaultValue={text2} onChange={(event)=> {

                shouldShowPositions(false);

                setText2(event.target.value)}}>{text2}/></TextField>

            <RaisedButton label="Get Positions" primary={true} style={style} onClick={()=> shouldShowPositions(true)}  />

            <Route render={({history}) =>

            <span>

            <RaisedButton label="Show on Map" primary={true} style={style} onClick={() => history.push("/map")} />

            <div class="button">

            <RaisedButton  label="Logout" secondary={true} onClick={()=> {

                Cookie.remove("token");

                history.push("/")

            }} />

            </div>

            </span>

            }/>

        </MuiThemeProvider>

        {showPositions && getDates().map((user)=>

        <Card>

            <CardContent>

            <Typography variant="h6" component="div">

                    Lat:

                <Typography variant="body" component="span">

                    <b>{user.lat.toFixed(2)}</b>

                </Typography>

            </Typography>

            <Typography variant="h6" component="div">

                    Long:

                    <Typography variant="body" component="span">

                    <b>{user.lng.toFixed(2)}</b>

                </Typography>

            </Typography>

            <Typography variant="h6" component="div">

                    Data:

                    <Typography variant="body" component="span">

                    <b>{user.date}</b>

                </Typography>

            </Typography>

            </CardContent>

        </Card>)

        }

        {showPositions && getDates().length > 0 && <RaisedButton label="Clear" secondary=

{true} style={style} onClick={()=> shouldShowPositions(false)}/>}

        </div>

    );

}

const style = {

    margin: 30,

};

export default DeviceIdPage;

LoginForm.jsx

import React, {useState} from 'react';

import MuiThemeProvider from 'material-ui/styles/MuiThemeProvider';

import AppBar from 'material-ui/AppBar';

import Link from '@material-ui/core/Link';

import RaisedButton from 'material-ui/RaisedButton';

import TextField from 'material-ui/TextField';

import Cookie from 'js-cookie';

import { Route } from "react-router-dom";

import axios from 'axios';

const apiBaseUrl = "http://localhost:8000";

const inOneHour = 1/24;

const LoginForm = () => {

  const [email,setEmail] = useState("");

  const [password,setPassword] = useState("");

  const [isLoggedIn, setLoggedIn] = useState(Cookie.get("token") !== undefined);

  const handleClick = () => {

    axios.get(apiBaseUrl)

   .then((response)=> {

    if(response.data.filter((user)=> user.email === email)[0])

      if(response.data.filter((user)=> user.password === password)[0]){

        Cookie.set("token", response.data.filter((user)=> user.password === password)[0].id, { expires: inOneHour });

        setLoggedIn(true);

      }

      else alert("Wrong password!");

    else alert("Username doesn't exist!");

   })

   .catch(() => {

     console.log('Unknown error');

   });

  }

  return (

      <div>

        <MuiThemeProvider>

        <AppBar

             title="GPS APP"

         />

        </MuiThemeProvider>

        <MuiThemeProvider>

        <div>

        </div>

        </MuiThemeProvider>

        <MuiThemeProvider key={"theme"}>

      <div>

      <TextField

        hintText="Enter your email"

        floatingLabelText="Email"

        required

        onChange = {(event) => setEmail(event.target.value)}

        />

      <br/>

        <TextField

        type="password"

        hintText="Enter your Password"

        floatingLabelText="Password"

        required

        onChange={(event) => setPassword(event.target.value)}

          />

        <br/>

        <RaisedButton label="Login" primary={true} style={style} onClick={(event) => handleClick(event)}/>

        <Route render={({history}) => {

        isLoggedIn && history.push("/device")

        return (

          <Link href="" onClick={() => history.push("/register")}>

            Don't have an account?Sign up.

          </Link>

        )}}/>

     </div>

      </MuiThemeProvider>

    </div>

        );

}

const style = {

  margin: 15,

};

export default LoginForm;

MapComponent.jsx

import React, {useEffect} from "react";

import axios from "axios";

import Cookie from "js-cookie";

import MapContainer from '../containers/MapContainer';

const apiBaseUrl = "http://localhost:9000";

const Map = () => {

  const [disabled, setDisabled] = React.useState(false);

  const [locations, setLocations] = React.useState(undefined);

    useEffect(() => {

      setDisabled(false);

      axios.get(apiBaseUrl)

    .then((response)=> {

      !!response.data.filter(location => location.id === Cookie.get("token")).length && setDisabled(true)

      setLocations(response.data);

    })

    .catch(() => {

        console.log('Unknown error');

    })}, []);

    return (

      !!locations ?

      <div>

        <MapContainer

          googleMapURL="https://maps.googleapis.com/maps/api/js?key=AIzaSyCKT9LmoztX4FjDThD6puBbkIfAstQYZdk"

          loadingElement={<div style={{ height: `100%` }} />}

          containerElement={<div style={{ height: `400px` }} />}

          mapElement={<div style={{ height: `100%` }} />}

          center={{lat: 46.23, lng: 27.54}}

          zoom={8}

          disabledButton={disabled}

          locations={locations}

        />

      </div>

      :

      <div>Could not get data</div>

    );

  };

  export default Map;

RegisterForm.jsx

  import React, { useState} from 'react';

  import AppBar from 'material-ui/AppBar';

  import RaisedButton from 'material-ui/RaisedButton';

  import Button from '@material-ui/core/Button';

  import TextField from 'material-ui/TextField';

  import axios from 'axios';

  import {Route} from "react-router-dom";

  const RegisterForm = () => {

    const [username,setUsername] = useState("");

    const [password,setPassword] = useState("");

    const [passwordConfirmation,setPasswordConfirmation] = useState("");

    const [email,setEmail] = useState("");

    const handleSubmit = () => {

            const apiBaseUrl = "http://localhost:8000/";

            const regex = /^(([^<>()\[\]\\.,;:\s@"]+(\.[^<>()\[\]\\.,;:\s@"]+)\*)|(".+"))@((\[[0-9]{1,3}\.[0-9]{1,3}\.[0-9]{1,3}\.[0-9]{1,3}])|(([a-zA-Z\-0-9]+\.)+[a-zA-Z]{2,}))$/;

            if(email.length > 5){

                if(username.length > 5) {

                    if(password.length > 5)

                    {

                        if(regex.test(email)){

                          if(password === passwordConfirmation)

                          {

                            axios.post(apiBaseUrl+ "insert?username="+username+"&email="+email+"&password="+password)

                            .then(function (response) {

                            if(response.data.code === 200){

                              console.log("Succes");

                            }

                            })

                            .catch(() =>  {

                            console.log('Unknown error');

                            });

                          }

                          else

                            alert("Password mismatch");

                        }

                        else alert('Invalid email');

                      }

                    else{

                      alert("Password too short");

                    }

                  }

                  else{

                    alert("Email too short");

                  }

                }

                else{

                  alert("Username too short");

                }

             }

        return (

            <div>

             <AppBar

              title="Register"

             >

               <Route render={({history}) => <Button style={{color:"white"}} onClick={() => history.push("/")}>

                 Login

              </Button>}/>

              </AppBar>

                <form

                  onSubmit={()=> handleSubmit()}

                  autoComplete="off"

                >

                    <br/>

                    <TextField

                    hintText="Enter your username"

                    floatingLabelText="Username"

                    onChange = {(event) => setUsername(event.target.value)}

                    required

                    />

                    <br/>

                    <TextField

                    hintText="Enter your email"

                    floatingLabelText="Email"

                    onChange = {(event) => setEmail(event.target.value)}

                    required

                    />

                    <br/>

                    <TextField

                    type = "password"

                    hintText="Enter your password"

                    floatingLabelText="Password"

                    onChange = {(event) => setPassword(event.target.value)}

                    required

                    />

                    <br/>

                    <TextField

                    type = "password"

                    hintText="Confirm passowrd"

                    floatingLabelText="Password"

                    onChange = {(event) => setPasswordConfirmation(event.target.value)}

                    required

                    />

                    <br/>

                    <RaisedButton label="Register" primary={true} style={style} type="submit" variant="outlined"/>

                    <br/>

                </form>

            </div>

            );

    }

  const style = {

    margin: 15,

  };

  export default RegisterForm;

style/DeviceIdPage.css

.button {

    position: absolute;

    bottom: 0px;

    right: 0px;

}

**Containers**

MapContainer.jsx

import React from "react";

import axios from "axios";

import Cookie from "js-cookie";

import Button from '@material-ui/core/Button';

import RaisedButton from 'material-ui/RaisedButton';

import { Route } from "react-router-dom";

import { getCurrentDate } from "../utils/DateGetter";

import {

  withGoogleMap,

  GoogleMap,

  Marker,

  withScriptjs

} from "react-google-maps";

import './style/MapContainer.css'

const apiBaseUrl = "http://localhost:9000/";

const Markers = ({ locations }) => {

  return locations.map(pos => {

    return (

      <Marker position={{ lat: pos.lat, lng: pos.lng }} />

    );

  });

};

const Map = ({ locations, zoom, center }) => {

  return (

    <GoogleMap defaultZoom={zoom} defaultCenter={center}>

      <Markers locations={locations} />

    </GoogleMap>

  );

};

const getRandomInRange = (from, to, fixed) => {

  return (Math.random() \* (to - from) + from).toFixed(fixed) \* 1;

};

class MapWithMarker extends React.Component {

  constructor(props) {

    super(props);

    this.state = { disabledButton: props.disabledButton, locations: props.locations };

  }

  // componentWillUnmount(){

  //   Cookie.remove("token");

  // }

  addMarker = () => {

    const newLocation = {

      id: Cookie.get("token"),

      date: getCurrentDate(),

      lat: getRandomInRange(43, 48, 2),

      lng: getRandomInRange(20, 29, 2)

    };

    this.setState(prevState => ({

      disabledButton: true, locations: [...prevState.locations, newLocation]

    }));

      axios.post(apiBaseUrl+ "insert?id="+newLocation.id+"&date="+newLocation.date+"&lat="+newLocation.lat+"&lng="+newLocation.lng)

          .then(function (response) {

          if(response.data.code === 200){

              console.log("Succes");

          }})

          .catch(() =>  {

              console.log('Unknown error');

      });

  }

  removeMyMarker = () => {

    const currentId = Cookie.get("token");

      this.state.locations.forEach((user)=>

      user.id === currentId &&

      axios.post(apiBaseUrl+ "delete?id="+user.id)

          .then(() => {})

          .catch(() =>  {})

      );

    this.setState({disabledButton: false, locations: this.state.locations.filter(user =>

user.id !== currentId)})

  }

  render() {

    return (

      <div>

            <div>

              <Map

                center={this.props.center}

                zoom={this.props.zoom}

                locations={this.state.locations}

              />

              <Button variant="outlined" disabled={this.state.disabledButton}

color="primary" onClick={()=> this.addMarker()}>Add static marker</Button>

              <Button variant="outlined" disabled={!this.state.disabledButton}

color="secondary" onClick={()=> this.removeMyMarker()}>Remove my maker</Button>

              <Route render={({history}) => <div class="button"><RaisedButton

label="Go Back" primary={true} onClick={() =>{

                history.push("/device")}

                } />

               <RaisedButton label="Logout" secondary={true} onClick={()=> {

                Cookie.remove("token");

                history.push("/")

                }} />

            </div>}/>

            </div>

      </div>

    );

  }

}

export default withScriptjs(withGoogleMap(MapWithMarker));

style/MapContainer.css

.button {

    position: fixed;

    margin: 10px;

    bottom: 0px;

    right: 0px;

}

**Handlers**

AppHandler.jsx

import React from "react";

import {

  BrowserRouter as Router,

  Switch,

  Route,

} from "react-router-dom";

import {PrivateRoute} from "../utils/PrivateRoute";

import LoginForm from '../components/LoginForm';

import RegisterForm from '../components/RegisterForm';

import DeviceIdPage from "../components/DeviceIdPage";

import MapComponent from '../components/MapComponent';

import MuiThemeProvider from 'material-ui/styles/MuiThemeProvider';

export const RoutesHandler = () =>{

    return(

   <Router>

      <div>

        <MuiThemeProvider key={"theme"}>

          <Switch>

            <Route path="/register" component={RegisterForm}>

             <RegisterForm/>

            </Route>

            <PrivateRoute path="/device" component={DeviceIdPage}>

              <DeviceIdPage/>

            </PrivateRoute>

            <PrivateRoute path="/map" component={MapComponent}>

              <MapComponent/>

            </PrivateRoute>

            <Route path="/" component={LoginForm}>

              <LoginForm/>

            </Route>

          </Switch>

        </MuiThemeProvider>

      </div>

    </Router>

    );

}

export default RoutesHandler;

**Utils**

DateGetter.jsx

export const getCurrentDate = () => {

    const today = new Date();

    const year = today.getFullYear();

    const month = (today.getMonth()+1) < 10 ? '0'+(today.getMonth()+1) : (today.getMonth()+1);

    const day = today.getDate() < 10 ? '0' + today.getDate() : today.getDate();

    const hours = today.getHours() < 10 ? '0' + today.getHours() : today.getHours();

    const minutes = today.getMinutes() < 10 ? '0' + today.getMinutes() : today.getMinutes();

    const seconds = today.getSeconds() < 10 ? '0' + today.getSeconds() : today.getSeconds();

    const date = year+'-'+ month +'-'+ day;

    const time = hours + ":" + minutes + ":" + seconds;

    const dateTime = date+' '+time;

    return dateTime;

}

IdGenerator.jsx

export const idGenerator = () => '\_' + Math.random().toString(36).substr(2, 9);

PrivateRoute.jsx

import React from 'react';

import Cookie from 'js-cookie';

import {Route, Redirect} from "react-router-dom";

export const PrivateRoute = ({ component: Component, ...rest }) =>

    Cookie.get("token") ?

    <Route {...rest} render={(props) => {

        return(

            Cookie.get("token")

                ? <Component {...props} />

                : <Redirect to='/' />

            )}

        } />

        :

    <Redirect to='/'/>

**APP**

App.jsx

import React from "react";

import AppHandler from "./handlers/AppHandler";

export const App = () => {

    return (

        <div>

       <AppHandler/>

       </div>

    )

}

export default App;