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# Introduction

## What is Cluster Flow?

Cluster Flow is simple package to run pipelines in a cluster environment. It is comprised of several layers:

* cf
  + The main cluster flow command. This is called to initiate a new pipeline run.
* Pipelines
  + Protocols that describe a series of modules to be run, along with any parameters
* Modules
  + The instructions for an individual task. These can be written in any language but must conform to a common API, described within this document.
* Runs
  + Created from the pipeline template for each file. Specifies configuration variables and traces output filenames.

Cluster Flow will set off multiple queued jobs on the cluster with queue dependencies as defined in the pipeline.

## How does Cluster Flow work?

A typical Cluster Flow run will work as follows:

* Pipelines and modules are written for Cluster Flow
* The cf command is run, initiating a pipeline with a set of files
* CF decides on a number of runs, each with a set of input files or URLs
* Input filenames are checked to make sure that they all have the same file extension
* If input files are fastq, CF tries to work out whether they’re paired end or single end from the filenames. It dies with an error if it finds a mixture
* CF checks that the files exist (unless they’re URLs) and parses the pipeline file
* A run file is created for each run. This contains the configuration variables, a copy of the pipeline used and the starting filenames with the associated id start\_000
* CF submits all of the jobs to the cluster
  + Each module in each run has its own cluster job
  + Modules are submitted with dependencies so that they execute in the order specified by the pipeline
* Main CF program finishes
* Modules execute, using the run file and the previous job ID to find their input files
* STDERR is appended to the log files.
  + Commands should print their commands with ###CFCMD prepended
  + Important messages should start with ###CF
* Upon the completion of the module, the resulting output files are appended to the run file, along with the job ID so that the next module can find the files
* Once all pipeline modules have finished, core cluster flow notification modules run
  + These clean up the output file and send e-mails

## Using Cluster Flow for the first time

### module load clusterflow

Cluster Flow is typically installed as an environment module. Before you can use it, you’ll need to run module load clusterflow. You can add this line to your .bashrc script to make it happen automatically each time you log in. To do this you can copy and paste the following command:

sed -i "$ a\module load clusterflow" ~/.bashrc

### cf --make\_config

Before you start using Cluster Flow, it’s a good idea to set yourself up with a personalised Cluster Flow config file. Cluster Flow has an interactive mode which will guide you through the required values and create a config file for you. To run this, run cf --make\_config

### cf --add\_genome

Most pipelines need a reference genome. Running --add\_genome gives an interactive wizard which will lead you through the process of adding new genome paths.

## Typical usage

To run cluster flow, use the cf command.

Most pipelines will need a genome name to be specified. IDs such as NCBIM37 or GRCh37 are used as keys to identify genome paths for aligning reads. These are specified by adding the flag --genome followed by an ID when you run Cluster Flow.

After flags are specified, the name of the module or pipeline to be run should be declared. If there is a pipeline with the same name as a module it will take preference.

Finally, write the input filenames. This can be done with linux wildcard expansion (\*).

For example, to run the sra\_bismark pipeline, the command would be:

cf --genome NCBIM37 sra\_bismark \*.sra

# Running Cluster Flow

## Command line parameters

|  |  |
| --- | --- |
| Flag | Description |
| --genome <ID> | ID of a genome referred to in clusterflow.config |
| --genome\_path <path> | Path to a genome to be used for alignment |
| --bowtie\_path <path> | Path to a bowtie index base to be used for alignment |
| --gtf\_path <path> | Path to a GTF file to be used for alignment (eg. for Tophat) |
| --paired | Force paired-end mode |
| --single | Force single-end mode |
| --no\_fn\_check | Disable input file type checking |
| --file\_list | Text file containing input files or download URLs |
| --params | Specify extra module parameters for this run |
| --split\_files <num> | Create one run per <num> files |
| --max\_runs <num> | Divide input files into <num> runs. Set as 0 to disable. |
| --email <email> | Set the e-mail address for notifications |
| --priority <num> | Set the queue priority for cluster jobs |
| --cores <num> | Set the maximum number of cores to use for all runs |
| --mem <string> | Set the maximum memory to use for all runs |
| --notifications [cresa] | Specify desired notifications |
| --list\_pipelines | Print available pipelines |
| --list\_modules | Print available modules |
| --list\_genomes | Print available genomes |
| --dry\_run | Prints jobs to terminal instead of submitting them to the cluster |
| --qstat | Displays formatted qstat output of your jobs |
| --qstatall | Displays formatted qstat output of all jobs |
| --qstatcols | Colours output from --qstat or --qstatall |
| --qdel <id> | Delete all jobs from a running pipeline. <id> is printed with --qstat |
| --make\_config | Interactive prompt to generate a personalised CF config file |
| --add\_genome | Interactive wizard to add new genomes to your genomes.config files |
| --version | Print version of Cluster Flow installed |
| --check\_updates | Look for available Cluster Flow updates |
| --help | Print help message |

### --genome Default: none

Some pipelines which carry out a reference genome alignment require a genome directory path to be set. Requirements for format may vary between modules.

### --paired Default: Auto-detect

If specified, Cluster Flow will send two files to each run, assuming that the order that the file list is supplied in corresponds to two read files. If an odd number of files is supplied, the final file is submitted as single end.

### --single Default: Auto-detect

If specified, Cluster Flow will ignore its auto-detection of paired end input files and force the single end processing of each input file.

### --no\_fn\_check Default: none

Cluster Flow will make sure that all of the input files have the same file extension to avoid accidentally submitting files that aren’t part of the run. Specifying this parameter disables this check.

### --file\_list Default: none

If specified, you can define a file containing a list of filenames to pass to the pipeline (one per line). This is particularly useful when supplying a list of download URLs.

### -- params Default: none

Pipelines and their modules are configured to run with sensible defaults. Some modules accept parameters which change their behaviour. Typically, these are set within a pipeline config file. By using --params, you can add extra parameters at run time. These will be set for every module in the pipeline (though they probably won’t all recognise them).

### --split\_files Default: (config file - typically 1)

Cluster Flow generates multiple parallel runs for the supplied input files when run. This is typically a good thing, the cluster is designed to run jobs in parallel. Some jobs may involve many small tasks with a large number of input files however, and 1:1 parallelisation may not be practical. In such cases, the number of input files to assign to each run can be set this flag.

### --max\_runs Default: none

It can sometimes be a pain to count the number of input files and work out a sensible number to use with --split\_files. Cluster Flow can take the --max\_runs value and divide the input files into this number of runs, setting --split\_files automatically.

A default can be set for max\_runs in the clusterflow.config file, and this value is set to 12 if no value is found in the config files. Set to 0 to disable.

This parameter will override anything set using --split\_files.

### --email Default: (config file)

Cluster Flow can send notification e-mails regarding the status of runs. Typically, e-mail address should be set using a personalised ~/clusterflow.config value (see below). This parameter allows you to override that setting on a one-off basis.

### --priority Default: (config file - typically -500)

GRID Engine uses a priority system to manage jobs in the queue. Priorities can be set ranging from -1000 to 0.

### --cores Default: (config file - typically 64)

Override the maximum number of cores allowed for each Cluster Flow pipeline, typically set in the Cluster Flow config file. For more information see ***Avoiding cluster overload***.

### --mem Default: (config file - typically 128G)

Setting –mem allows you to override the maximum amount of simultaneously assigned memory. For more information see ***Avoiding cluster overload***.

### --notifications Default: (config file - typically cea)

Cluster Flow can e-mail you notifications about the progress of your runs. There are several levels of notification that you can choose using this flag. They are:

* c Send notification when all runs in a pipeline are completed
* r Send a notification when each run is completed
* e Send a notification when a cluster job ends
* s Send a notification if a cluster job is suspended
* a Send a notification if a cluster job is aborted

Setting these options at run time with the --notifications flag will override the settings present in your clusterflow.config configuration files.

Note – setting the s flag when using many input files with a long pipeline may cause your inbox to be flooded.

### --qstat, --qstatall and --qstatcols

When you have a lot of jobs running and queued, the qstat summary can get a little overwhelming. To combat this and show job hierarchy in an intuitive manner, you can enter into the console cf --qstat. This parses qstat output and displays it nicely. cf --qstatall does the same but for all jobs by all users.

To make the output easier to read, you can use the additional parameter --qstatcols. How this will look depends entirely on your terminal colour setup. It works nicely in terminal windows with light backgrounds and can look really horrible on terminal windows with dark backgrounds. For this reason it is only enabled when specified.

To make the command a little less clumsy, you can create aliases in your .bashrc script. Typically, these two lines:

alias qs='cf --qstat --qstatcols'

alias qsa='cf --qstatall --qstatcols'

If you’re feeling lazy, you can append these lines to your .bashrc script through the command line by copying and pasting the following commands:

sed -i "$ a\alias qs='cf --qstat --qstatcols'" ~/.bashrc

sed -i "$ a\alias qsa='cf --qstatall --qstatcols'" ~/.bashrc

### --qdel

Sometimes you may be running multiple pipelines and want to stop just one. It can be a pain to find the job numbers to do this manually, so instead you can use Cluster Flow to kill these jobs. When running cf --qstat, ID values are printed for each pipeline. Use this with --qdel. eg:

cf --qdel sra\_bowtie\_1391074179

## Paired end / single end files

If using Cluster Flow with FastQ files, it will try to guess whether the files are paired end or single end. This is done by sorting the filenames, stripping \_[1-4] and then comparing each file name to the next. If a pair is found to be identical, they are processed as paired end files.

When input files aren’t FastQ files, each Cluster Flow module will try to determine paird end or single end data by the same method. This behaviour is particularly useful when processing SRA files, as a single input file can split into multiple paired end files. Downstream modules can be run blindly and will behave correctly according to the output .fastq files produced by fastq\_dump.

This behaviour can be overridden by specifying --paired or --single on the command line.

## Downloading files

When downloading files from an FTP server, parallelisation can be a problem. Cluster Flow has a download function built into its core cf package to deal with downloads. Cluster Flow sets off each download as a cluster job, with queue IDs set so that they process in series. The pipeline jobs also wait on the download IDs, so as soon as a download is finished it begins processing. In this way, processing does not need to wait for all downloads to finish, yet downloads are able to run in series and not overwhelm the server or internet connection.

To use this feature, simply submit download URLs instead of input filenames. Cluster Flow will recognise anything starting with http, https or ftp as a URL and set it off with the download module.

If using the --file-list parameter you can specify a filename to save each download. Add this on the same line as the download URL, separated by a tab character. This is particularly useful when downloading arbitrarily named SRA files. Labrador is able to generate these download files, offering a simple way to get download URLs and sensibly named files.

An example download --file-list file is below:

ftp://ftp-trace.ncbi.nlm.nih.gov/sra/SRR944695.sra Input\_4OHT\_rep5.sra

ftp://ftp-trace.ncbi.nlm.nih.gov/sra/SRR944694.sra Input\_4OHT\_rep4.sra

ftp://ftp-trace.ncbi.nlm.nih.gov/sra/SRR944693.sra Input\_4OHT\_rep3.sra

ftp://ftp-trace.ncbi.nlm.nih.gov/sra/SRR944692.sra Input\_4OHT\_rep2.sra

ftp://ftp-trace.ncbi.nlm.nih.gov/sra/SRR944691.sra Input\_4OHT\_rep1.sra

## Avoiding cluster overload

If using Cluster Flow with a large number of files it can be easy to swamp the available resources on the cluster and annoy any other users trying to get things done. Cluster Flow has several built in features to try to avoid this.

Firstly, CF can limit the number of parallel runs by using either --split\_files or --max\_runs. By default, Cluster Flow runs with a maximum of 12 parallel runs per pipeline. This default can be modified in the Cluster Flow config file or at run time.

In addition to limiting the number of parallel jobs it runs, Cluster Flow can try to limit the memory usage and number of cores each module uses. It calculates the maximum number of jobs that can be theoretically running at the same time when a pipeline is initiated. The available cores and memory are divided by this number and these ideal cores and memory per module are presented these numbers to each module. The modules can compare these values to their minimum and maximum requirements and request appropriate resources.

The end result of this process should be that jobs are run with maximum resources and speed when there are not too many files to process. Jobs will be run with minimum resources when processing many files so as not to overwhelm the available compute resources.

This behaviour is configured using the @total\_cores and @total\_mem configuration options, which can be overridden with the --cores and --mem command line arguments.

# Configuring Cluster Flow

## Config file wizard

Cluster Flow comes with a command line wizard which can walk you through the creation of your personalised config file.

Simply run cf --make\_config and answer the on screen questions and cluster flow will generate ~/clusterflow.config for you. Sensible defaults are suggested.

## clusterflow.config

Cluster flow will search three locations for a config file every time it is run. Variables found in each file can override those read from a previous config file. They are, in order of priority:

* <working directory>/clusterflow.config
  + A config file found in the current working directory when a pipeline is executed has top priority, trumped only by command line parameters
* ~/clusterflow.config
  + A config file in your home directory can be used to set parameters such as notification level and e-mail address
* <installation directory>/clusterflow.config
  + A config file in the Cluster Flow installation directory is ideal for common settings specific to the environment

Config files contain key: value pairs. Syntax is as follows: @key value (tab delimited, one per line). Cluster Flow ships with an example config file called clusterflow.config.example

## Basic settings

### @email

Sets your e-mail address, used for e-mail notifications.

### @check\_updates

Cluster Flow can automatically check for new versions. If an update is available, it will print a notification each time you run a job. You can specify how often Cluster Flow should check for updates with this parameter. The syntax is a number followed by d, w, m or y for days, weeks, months or years. Cluster Flow will check for an update at runtime if this period or more has elapsed since you last ran it. You can disable update checks and alerts by setting @check\_updates 0 in your ~/clusterflow.config file.

You can get Cluster Flow to manually check for updates by running cf --check\_updates

### @split\_files

The default number of input files to send to each run. Typically set to 1.

### @priority

The priority to give to cluster jobs. Default is -500 to avoid swamping the cluster for all other users.

### @max\_runs

The maximum number of parallel runs that cluster flow will set off in one go. Default is 12 to avoid swamping the cluster for all other users.

### @notification

Multiple @notification key pairs can be set with the following values:

* complete
  + An e-mail notification is sent when all processing for all files has finished
* run
  + An e-mail is sent when each run finishes (each set of input files)
* end
  + A qsub notification e-mail is sent when each cluster job ends. Likely to result in a full inbox!
* suspend
  + A qsub notification e-mail is sent if a job is suspended
* abort
  + A qsub notification e-mail is sent if a job is aborted

Cluster Flow sends the run and complete notifications using the cf\_run\_finished and cf\_runs\_all\_finished modules. These modules handle several tasks, such as cleaning useless warning messages from log files. E-mails contain the contents of all log files, plus a section at the top of highlighted messages, specified within log messages by being prefixed with ###CF.

### @total\_cores

The total number of cores available to a Cluster Flow pipeline. Modules are given a recommended number of cores so that resources can be allocated without swamping the cluster.

### @total\_mem

The total amount of memory available to a Cluster Flow pipeline. Modules are given a recommended quota so that resources can be allocated without swamping the cluster.

### @ignore\_modules

If you do not use environment modules on your system, you can prevent Cluster Flow from trying to use them (and giving a warning) by adding this line to your config file.

### @cluster\_environment

Cluster Flow can submit jobs to both GRIDEngine and LSF cluster management systems. This configuration variable sets which environment to use. The possible options are:

* GRIDEngine
  + The default setting. This is used if this setting is absent or not recognised.
* LSF

It is worth noting that Cluster Flow has been developed on a GRIDEngine Cluster so is likely to be most robust on similar setups. At the time of writing, the --qstat and --qstatall parameters only work with the GRIDEngine environment.

## Genome paths

Many modules within Cluster Flow require reference genomes for alignment. Cluster Flow comes with an interactive wizard to help you add new genome paths, just run:  
cf --add\_genome

Genome paths are stored within files called genomes.config which are stored in the same directories as clusterflow.config. Within this file, each path is described with @genome\_path followed by a key used when submitting the Cluster Flow run (eg. --genome GRCh37) followed by an absolute path. Optionally, species and assembly can be added after this.

There are three types of paths that can be specified:

* @genome\_path
  + The directory containing a reference genome
* @bowtie\_path
  + The file name base of a set of bowtie indices
* @gtf\_path
  + The file name of a GTF file for a given genome.

All three types of path should share genome keys if applicable. The fields should be separated by a tab character. Cluster Flow ships with an example genomes file called genomes.config.example

# Writing Pipelines

## Pipeline syntax

All pipelines conform to a standard syntax. The name of the pipeline is given by the filename, which should end in .config. The top of the file should contain a title and description surrounded by /\* and \*/

Variables are set using the same @key value syntax as in clusterflow.config files. Typical variables for pipelines are @require\_genome, @require\_bowtie or @require\_gtf

Modules are described using # prefixes. Tab indentation denotes dependencies between modules. Syntax is #module\_name parameters, where there can be any number of space separated parameters which will be passed on to the module at run time.

## Example pipeline

Here is an example pipeline, which requires a genome path and uses three modules:

/\*

Example Pipeline

----------------

This pipeline is an example of running three modules which depend on each other. Module 2 is run with a parameter that modifies its behaviour. This block of text is used when cf --help example\_pipeline is run

\*/

#module1  
 #module2  
 #module2 parameter  
 #module3

## Troubleshooting

* Try running dos2unix on your pipeline.config file

# Writing Modules

## Module syntax

Modules do not conform to any syntax *per se* – they can be written in any language and in any style, though they must conform to a common API so that cluster flow can interact with them.

## Required command line flags

All modules will be called directly by Cluster Flow before any cluster jobs are set up, to determine their required job parameters. Each module must return a value for the following command line flags:

|  |  |
| --- | --- |
| Flag | Description |
| --cores <num> | Print required number of cores |
| --mem <num> | Print required amount of memory |
| --modules | Print names of required environment modules |
| --help | Print Help |

### --cores

Cluster Flow will calculate how many cores are available for the module before launching it as a job on the cluster. It will call the module directly with the --cores flag and the suggested number of cores that the module can use. The module should print a single integer representing the number of cores that it requires and exit.

The maximum number of cores is a recommendation only. Cluster Flow will assign whatever the module returns.

### --mem

Much like cores, Cluster Flow will calculate the maximum memory available for the module and call the module with the --mem flag followed by an amount of memory in bytes. The module should print the required memory and exit. Required memory can be returned in bytes or formatted with a number followed by a single letter suffix; *eg.* 4G, 4096M or 4294967296.

You can use the core Cluster Flow helper functions allocate\_cores() and allocate\_memory() to convert simple human readable strings to bytes. For example:

return CF::Helpers:: allocate\_memory($allocated, '2G', '10G');

The maximum available memory is a recommendation only. Cluster Flow will assign whatever the module returns.

### --modules

Most Cluster Flow modules will require a system program to exist in the PATH. It’s common practice to use environment modules to manage this. Environment modules need to be loaded from the head node before the qsub jobs are set off. Cluster Flow calls each CF module with the --modules flag before running it. A comma separated list of module names should be printed. Each of these will be loaded with module load <name>.

### --help

Cluster Flow can be called with the --help flag followed by any pipeline or module name. If a module name is requested, Cluster Flow will call that module with the --help parameter and print the STDOUT.

## Command line parameters

When a module is called by its cluster job, it will have the following parameters passed in this order:

* Run file filename
* Cluster job ID
* Previous job ID
* Number of cores assigned
* Amount of memory assigned
* Extra parameters

A run file is created by Cluster Flow for each batch of files. It describes variables to be used, the pipeline specified and the filenames used by each module. The syntax of variables and pipeline is described in Pipeline syntax.

File names are described by a job identifier followed by a tab then a filename. Each module is provided with its own job ID and the ID of the job that was run previously. By using these identifiers, the module can read which input files to use and write out the resulting filenames to the run file when complete. Example run file syntax:

first\_job\_938 filename\_1.txt

first\_job\_938 filename\_2.txt

second\_job\_375 filename\_1\_processed.txt

second\_job\_375 filename\_2\_processed.txt

There can be any number of extra parameters, these are specific the module and are specified in the pipeline configuration.

## E-mail report highlights

Any STDOUT or STDERR that your module produces will be written to the Cluster Flow log file. At the end of each run and pipeline, an e-mail will be sent to the submitter with details of the run results (if specified by the config settings). Because the log file can be very long Cluster Flow pulls out any lines starting with ###CF. Typically, such a line should be printed when a module finishes, with a concise summary of whether it worked or not.

Modules should print the command that they are going to run to STDERR so that this is recorded in the log file. These are also sent in the e-mail notification and should start with ###CFCMD

## Exit codes

GRID Engine will continue to fire off dependent jobs as soon as the parent jobs finish, irrespective of their output. If a module fails, the cleanest way to exit is with a success code, but without printing any resulting output filename. The following modules will not find their input filenames and so should immediately exit.

## Example module

An example module is distributed with Cluster Flow in modules/example\_module

The module doesn’t do anything but shows the typical workflow for a Perl module, replete with lots of comments saying what everything is doing. Typically, the easiest way to write a new module is to copy and old one, and modify it to suit your needs.

If you write a new module, please let us know! We’d love to package it with Cluster Flow so that other people can benefit.

## Troubleshooting

* Try running dos2unix on your module script
* Make sure that your module permissions allow it to be executed
  + chmod 0775 module\_name
* Make sure that your module permissions are still good after exporting from a subversion directory, if you are using one
  + svn propset svn:executable true modules/\*

# Cluster Flow Perl Modules

If your module is written in Perl, there are some common Cluster Flow packages that you can use to provide some pre-written functions.

## Using Cluster Flow packages

There are currently three packages available to Cluster Flow modules. Helpers contains subroutines of general use for most modules. Constants and Headnodehelpers contain subroutines primarily for use in the main cf binary. You can include the Helpers package by adding the following to the top of your module file:

use FindBin qw($Bin);

use lib "$FindBin::Bin/../source";

use CF::Helpers;

We use the package FindBin to add the binary directory to the path (where cf is executing from).

## Cluster Flow helper functions

### load\_runfile\_params(@ARGV);

This function reads the run file and returns a list of input filenames. Note that $files is a referenced array and $config is a referenced hash.

my ($files, $runfile, $job\_id, $prev\_job\_id, $cores, $mem, $parameters, $config) = CF::Helpers::load\_runfile\_params(@ARGV);

### is\_paired\_end(@files);

This function takes an array of file names and returns an array of single end files and an array of arrays of paired end files. It sorts the files alphabetically, removes any occurance of \_[1-4] from the filename and compares. Identical pairs are returned as paired end. This function will return the appropriate file arrays if --paired or --single was used at run time.

my ($se\_files, $pe\_files) = CF::Helpers::is\_paired\_end(@$files);

foreach my $file (@$se\_files){

print “$file is single end\n”;

}

foreach my $files\_ref (@$pe\_files){

my @files = @$files\_ref;

print $files[0].” and “.$files[1].” are paired end.\n”;

}

### is\_bam\_paired\_end($files);

Looks at BAM/SAM file headers and tries to determine whether it has been generated using paired end input files or single end. The subroutine simply searches the @PG header for the occurrence of -1 and -2.

if(CF::Helpers::is\_bam\_paired\_end($file)){

# do something with paired end BAM

} else {

# do something with single end BAM

}

### fastq\_encoding\_type($file);

Scans a FastQ file and tries to determine the encoding type. Returns strings integer, solexa, phred33, phred64 or 0 if too few reads to safely determine. This is done by observing the minimum and maximum quality scores.

For more details, see <http://en.wikipedia.org/wiki/FASTQ_format#Encoding>

($encoding) = CF::Helpers::fastq\_encoding\_type($file);

### fastq\_min\_length($file);

Scans the first 100000 reads of a FastQ file and returns the longest read length that it finds.

### parse\_seconds($raw, [$long]);

Simple function that takes time in seconds as an input and returns a human readable string. The optional second $long variable determines whether to use h/m/s (0, false) or hours/minutes/seconds (1, true) and defaults to true.

### human\_readable\_to\_bytes($raw);

### bytes\_to\_human\_readable($raw);

Two functions which convert between human readable memory strings (eg. 4G or 100M) and bytes.

### allocate\_cores($recommended, $min, $max);

Takes the suggested number of cores to use, a minimum and maximum number and returns a sensible result.

### allocate\_memory($recommended, $min, $max);

Takes the suggested number of memory to use, a minimum and maximum amount and returns a sensible result. Input can be human readable strings or bytes. Returns a value in bytes.

# Getting Help

If you’re struggling with Cluster Flow, please do get in touch.

Updates will be posted on our website - <http://www.bioinformatics.babraham.ac.uk/projects/clusterflow/>

You can get in touch with us at [babraham.bioinformatics@babraham.ac.uk](mailto:babraham.bioinformatics@babraham.ac.uk)

You can get in touch with the author of this tool at [phil.ewels@babraham.ac.uk](mailto:phil.ewels@babraham.ac.uk) (his personal site is at <http://phil.ewels.co.uk>)

![S:\Phil\Cluster Flow\Cluster_Flow_logo.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA5cAAAE4CAYAAADPQAf3AAAACXBIWXMAABcSAAAXEgFnn9JSAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAANhNJREFUeNrs3b1vXGn/F/6TmxXoJ4r4LhA0KLMSDTT29qBMWiRkr77dr8mkAbo4/wCZ/AXrVEBDJgXdV1pHgjrjgnrtX/HjQaAdUyC+orhtCepwPvE1G69vnzNPZ87j6yUdJRt77TPXebre53p68uXLlwwAAAB28QdFAAAAgHAJAACAcAkAAIBwCQAAAMIlAAAAwiUAAADCJQAAAMIlAAAACJcAAAAIlwAAAAiXAAAACJcAAAAgXAIAACBcAgAAIFwCAAAgXAIAAIBwCQAAgHAJAACAcAkAAIBwCQAAAMIlAAAAwiUAAADCJQAAAMIlAAAACJcAAAAIlwAAAAiXAAAACJcAAAAgXAIAACBcAgAAIFwCAAAgXALQWU+ePJnm20hJAADCJQC7GOfbr3nAPMu3A8UBAAiXAOzidb4t8oB5qigAAOESgF08zbef8oAZIXOsOAAA4RKAXTzLt895wDw3HhMAEC4B2NVxdjcec2o8JgAgXAKwq7fZ3XjMiaIAAIRLAHYR4zE/5AFzbjwmACBcArCr59ndeMyZ8ZgAQJknX758UQpsdtLs1oqxyM+5hVKExq7feQqM27jNt7PY8uv4RmkCAMIlZYFx+edRvh3c+/vTPf3qq3xbVlLnywCatksVWGhVuFy6zrfT/Po8V6K04Jw+SM+px3iOAAiX7PkBHAFylLZ9BseqXNwLnFEx1voJzYbL+9dmhMxLJUuD53Q80z4XfPlFfn7OlRKAcEl1QfIobc969BFvU9CMSu1c5WHj8+NN/se/aPEu/p98+6+O1F4cZt96JVTlYwqZWoiau6ZH9+71o3vbJvf9ZU+Sm3RvXWR3LX+XLf/swiWAcMkewuT43nY4wGK4SIHzXEvKyvPlL/M//kJJUKGv4zHza2+qKGoLkyf37vn77oFykX17mXfesrIQLgGESyp4oB6lysXJQMPkqorueQqaxoX9+blz6ZxhT2I85kSFfm+B8jTd85vuifLp3j32puFyES4BhEu2fIguw+Q461c31zoqQjNB87fz6H/nf/xNJcEeXaSQuVAUO1+vkyjLrLqxslVavsibNnWshUuA9rDOZTcqFkdpjbl4O/xzvr0ULDd2HGUXZZjK8mjA59NIsKQGEYR+zc+3s9Rtn82u04N8m+ZbBLYPLQ2W4Wl6Jv1qLVQAtFy2OwBM0iZI7kdMXhFjxGYDO7fGWfFbftiHaN06Hdq1tsM1Gvf9s2z7cZT3Z9hebqssl59aTgi0S7f599ldS+ZNTeVVdk/TcgkgXA66UnGSAuWx0qi14juYheGjNST/463DTgOuUshU2S8OSRHAN32hGN3+o0znVU1m9mDG8W3G9cd9dVLHUAThko48d8f3/mnmZRvCJfu86RykQHmaaaVsOmQ2OnaopvMtPqOXFzTpUwqZC0Xx2zMgKp+vNyzD2ibUSft4kp5TmwTNvbdiCpe0/PqO+t2HB//8zsza9JUxl83ecEYxHim767L0k2DZuKGMHRo51DTsOF1n06GPx0zjvy/XDJbxAuxdvn2fV0xPouWjrt4W8XvS74v9/SG7W9t0HfG55sZiMmDOfYRLagmVs6hcpQfvU6XSOn0OmZYgoS2ie/ZlerM/xGdBtAL+kq1+sbgMlaNo7Wi6xTe63uZbHLPvs7sW1HXuOZdDnkiNQRsrAoRL6giVL5VIZ0LmZV9aWFL3MWiTCFYf8nNzPqTzMz0LflrjWz/eC5WtGhMeITdaUPO/vsju1jctEy9Rf3EPAhAuESqHLipF0cKy6EELy8jhpKViqY3PfV/OIi0xMl/jWRBhLcYLTto+0Vga0xitku/X+EyXTnUA4ZLtKxHT9DAVKvsRMqOF5bLDb991S6Ptfust0MdnQnY3q+uqNSujtfKoSxPRpDGZ0c03WjFvC75tMoQZueGBkSJAuKSKSsQku5uo521mTGXfxPihZQtL17rKCpd0wdfeAvn1tUjLM/UpWK4a8/ymC62VJSFznirTD8divjNrKwNlskaES3aqQBylLk8fhMreixaWrlV+nztsdKxS9nMaj9n1FyPnK4JltPb9mAews64ftNSKuRyLGa2wLyy7ACBcslmoPEjLivyiAj8oT1Pl97ztrZiWAqDD4p4ak8GcdXFirTTm/vmKYDnOA9h5nw5atFSmVti5UxhAuGT9isM4W3+dMvop1u1reyumLrF0XdxjL7sUMNMQiZdrBEsT3UD/6oeeuwiXbHTTWLZWfs70qedbK2ZbW1c85Oi6mI30qCvjEVPF8sOKbzsRLKG3DhQBwiWbVBq0VvKYOCfaOEZs7NDQURf59n3MRtqhYBmVylXdXF/pMgqAcClYTrO7sZVaKylymAJmm7rJjhwWOma51mN0G110bN+nK54RH/PPNHOIARAuhxsql4tfv1UarOG3brJtOHczL0PojhiHGEtyjLrYspfG4Zf1arnKt1OHGXpvrAgQLimqLEQXx0VmJlg297oFs8kab0lXxNIVo44vybFq3zu7jiUACJe7B8tJdtcN1rqVbCtmk503GDDHDgEtF+Mqf0hLV3Q2eKXnRdl6lu9M4AOAcDncYDnLVs/2B+uICueioYl+tFzSVjGu8sc0rrLToSu9PJqu+KxnDjkMhtliES75VklI4ytfKg0qFK3fTcwkK1zSNjGu8l12t7TIeU8+0yQrH9s81R0WBsWzF+GS394+R7A0vpJ9BsyTGs9nk/nQJh9TqOxb2CqbpOfa7LAACJfDC5bLiXsOlQZ7Dpg/p/FZ++bNKW0R4ypfpHGVi549O+JaLm21dPgB6LvvFMGfBct5ZuIe+kW4pGnRBfa05y13Wi2Bh0aKgKHRcilY0pxPNVU4hUuaFOMqR30OV+n5UdbbZeo0gEEyJIXB0XIpWNKMmDVyUtPvEi5pwqfsrrVyMYDPWnYtR6vtudMB1qqPxRwB4/Tcij9HawS0q3y7SfW4mHF6buKs1hy/+O/DNY7f4t6xmw+gnMapfJZl9bTk+XG5LJuunNtP8p0ULAVL6veirhtofo5/UdzU6CqFyvlQPnB+jS1KKsAfY4yp02LvFbXPdd5rS+6rF7GsTovLapr/8bbp59Ij+xXXSExyd1zRj4yXW/FS57zJynjJeRLr3U57cv2N0rGbZNXMV3J779idt/DeEs+4k01fnKZyOk3ltEvmiAnxZm1+xg66W6xgSUPe1Rgsx4qbmkSF4E1+bh8NLFgeZeUtK1ot4fFrJ5Z8m+ZbhL8PFQbLLP2s+JmxtvQsVezr/mynPT9+47Rk36/59lNW3USYUSePZQBj0sNFTRMfbuIwhelNzoVZKqfXFWSOKJvPbT6/BtstVrCkIRc1v63UJZY6vM+Gu4ZjWcXntkdreEKVdbConM9qqIMtg8pJ/jvP8j/PdrlPpbrjyYNn7EH6ewTYdcdYvs1/1tuKP2straHppXX8njqW64vy/JBa3E9bdD+Nc+Cs4fO8tc/bQYZLwXInV/dO6EXa1jHKfj9r2hDXEL3N6htn2adweeGyq9ThvcpQFcdmMpBxlUXGJV8TLOH39a+DVNk+rvlXR30vwtwkWsJ26F1xkhV3Kx7CsYuQ97qBXx8hM1oyP6Vnzk0Hymu653PlUrhs341NsCwPkIvs2yDim311c0tB/yCFoFH6s6/Bs4lKeOfDZZvHL3X0Hjiv4Bq7TufzfOBluWqyirkzDn53vcyz9btPXmXfJukpenYu6w/LCWRW1e0ipESXwt6Meazp2EX5nmfrt8wuJ6KZZ+UNEQf3jt06z6V4KTFPLwguW1xekTNe7rluJFx29MY2BLfZ72dYq7UydO/imD9yI1vecE568DLgY0PdOZzrVH2/OFMp+814xdeFS9is/hUvrqK74WyD1qnze7/nJNUZVtUb3qZ6xsTMsiuP3SS7G7+6zvPhPNt8spmHx2+SlbdsH6aAOW5jwFozWK7z4uTo3vbwuvnU5nNmaC2XZyrbv53Uy5m4WvnmI+1XbLN7YXOSHhhdWzcqHpa1D7w2mQ8VixnqTlXE/uzhX3jdD7y7MGwSLOM5Od11Pdz0Evc8/c7TtBWFzONUp9jkd56v+Jl9O3bTbHXXzttUvz7b9flw7/iN0s8sCplP2xgw0yQ7L1eU02zNZ8P83s8d3XtpcpPVP8RqI4OZLTZdIC+z4YpA+Sbfvk+zOU7b3KT+WNjMt6jYxgX2Q3Y3gchtR3b/pKEKucl8qEKMq/whltMQLP/MuORrl4oHvlr1Yj9eXB3tGiwf1BluUg+LqDO8K7q3bfo7U13kIN+erNryb39R8qPerfMzNtymDQTLqIuNUp3ypsLjt8i3k1SG1ysCZhN1nYNHyiueBz8VHe975bTYsjwivEeYPmn7s3gQ4TI1sw9xAPZtumn/kALlWR/epN8LmnFx/5i1u3vAmwZDvHDJLuKB/mN6mAlKm19jyozBSxXulyuekXt7cXUvZMZL6YsH9aNTR6jwuE1W1Juj/F6kutjegk7qXhv32auSgDlLLdV1OnxQXvH7Hxv6dJXq4IOaTf0PA7hARtlmXR76Uil8ld29JZn0uWIYXSjS263vs/a1ZsZb0bMGf79wyTbiGoq3rEeW0Sh9thxk5V3j5koJSutf7+p6RqaX0hF0X2TfWpG8ACp+IVA2xvIqld+8pmMXLwiiPvOxJOhNW3CeP3wexMuMQb6cHULL5Xk2nJlh40SOloa46GdDekuSugzEW8h4mfAmK+5GUWcF/aThfTC+mE0tu6dNdYFdadXLm4UiYuAhpWyOhIsmJgaLQOT+VnrMilrg7gfLcRPlF40lWfHSZK+bmmcinefHj5zf46GeZ3/o+UUylAl84mJ/kU7kQbc0pDdcZ2ls5pusuZbMRsenmcyHLe8hE5PQrO1gxb1IOTJ0k4J/b2LNZ9Yzy4obZK6bCpb3nGTFjQdN9RQ7e+R5ejLkk6i34TK9SXjd8+P3tftrGk85d0/8s8pdXPARMt/V/KvftyDk6xLLOm7dQ/Zyjd0qHiic6XPm5Usr683jkmP2tTdW0y1x6fdPCr58mMaK1llm8fueta2chMv9HOx4ozzr+bFbjomaZZTeiFLXmxiTWcfEP/HGatqCjz529FnjHjJyD9kLY7kQVIq557RT2XFpzQoD6UVo0fjLuutfD3+f3j9Zf1su+zzOMvqbf2/MwMY3o3Wmtd7VbdaeBZm1XFJ2f3QP2d2BIoBCReHy2kQ6rXwZMMnKx8eetWyXi0Lks7qGBeW/Z/agzD6ZBK+n4TItYPq8p8frTRpXuXDqbh0y5yl47aOrbCve7KWW+2eONgXXwJl7SCW8wIHNufe007Tka61bsiU9w4paLyc17cb9JXaMI+5ruEzLjkx7eJyW6+ScOWUruSndX/fqqqIf+6lFx0elF5qlZQboSt25bFbfjy1uaT5bI/TVti96AvU0XKYTrW/dYePNjEXM9xMyo0zH2d36mLuG/0mLPtrY0YVGqWQAXTHZIsC1pQ53VRKY63Lb5nISLndQsM5M171KSwOoqOzv5nST1sf8MdtuhscYv9m2Y6TlEoA2Mla5XXXng5K681UHGjaKxjiOa9wHrZZ9DJfp4ujTW4MIOT+YxbHWkBk3qFFW3If/MTG50lELb77CJQBtdJjqbLRDWQtfF+rVTYdLrZZ9DZfZ3WDjvkxgslykVjfY+gNmtGJOsrtlS95nxbPKxpImr9LkSq16W5XGHZvMB4AmzVfU2Wh/uGz9zKcldeXDusKtVssehstUmX7bk+MRfcePBMvGb1axbMlpvsUagE+yu+VLYvtj/HcsadLiVmWtltA8LTMMXVk95jTV3WjeuODfLzoUmi4K8sG4ht+t1bKP4bJHBzaC5dgbkFaGzXnaunBshEtwHULTz814Xn4q+HJMvHiue2yz8vI/yoonwZx36KMsCv59tO96u8agHobL9FaiD5P4CJZUZawIoBYqFVCu7OV/dFuca8FsVNlLMOFytXOnUA/DZdaPNS0FS+p6WADVcc+GEtHjJytuvVwGzMual41gvfqCl2cML1ymVsvnHS//a8GSCq+Jsi4uQH1GigC+mmTFk+Nl6Zn1c/78mtc0Ro7V4fK6Y/XSoiDsfBIuN9b1sZYxffGJYEkNDwqgvgpNMGMzZL+NvTzJVq8jHY0Fn1PI1JJZj1HBvy869jnUo1vmuy7udH7jmWT1TTO8LycGAiNcQmfdrHhOxWzTC8WEgPnlMrVKzrPVvWsiZD7Pvz9aO2NM20xdaW+KXoJF+X9RPGyrqy2Xk46X+5s0FgGqNFYEUJtVwXGkiOBbwMzuXoBebRB8XufbL3nQWeTbWRr6AQiX1erBWMuP+U3Wujjsw6EigNoqy6vCpYowPLhm8i2ui3cb/q/3g+ZNvs10nd25Lj2E+9PckRYu1zXtcHlHN49Tpx17eFCMlQLU7kK4hI1DZtTjvs+3j1v879Gt9mV2NwnQl3yL9TIn1szcWN/L61q4FC7XrUDHw7rLrZYm8GFfVGShfgvXJGwVMKMVc3IvZN5u+aNirfMP+fanFDS1aO7uXX5snnR8Gxl+Jlyu67TjF6tB6ezLWBFA7coqL7qpw5ohM9+iJe1VVr4u5jpB8+fUdTbGaI6UMAiXhdJN4mVHy/kqdQOBfdFKAvW7XPHc0ooC6wfNmBk2rpk/7hg0o+tsjNH8NY3PFDJBuHzUpMPlPHGqsS/pwWldPai/Mhzhsqw731gpwcbX1c2DoPljtn3X2ZcpZE6NywThsi8BTXdY9k2rJTTnvORrWi5h96B5fq/r7A/59j67m7BlE2/z7dJyJr9ZKAIGHS5T16IutszEzc+yI+zbWBFAY+YlX3umSx5UGjYv8+00JmzZImhGPTKWM5kox5VLKUG/w2XW3VbLqdlhqYE3sdCc8xVft/wU7D9ovsjWH6P5QcAsNVYE9Dpcpj7yxx0s24sYM+AUowbPFQE0VsG9WVGp1TUW9n8dztMYzVja5GLNgDn0F7O3zhwGGS6zDrdaOr3Yt/zhOFYK0Liy1stnrlOoLWTG0iZxvf24Rng6H/gkP0XzgegNhXDZQhcWb6UmHgLQjnBZVpHVNRbqDZlxTY7y7ark254N/NpcFPz7U2cQvQ2XaSKELi5EPXVqUZOxIoDGK7I3WXnr5bGJfaCR63K8ImCeDrj1clFS/1a3oJ/hMuvmWBWtltRJyyW0w3THrwP7C5hFM8o+zYY7LnqubsEQw+Wkg2Vq6RFqkVpCnikJaEUldpGVTyTyUuslNBYwy7q/DjVcLoRLBhUuO9ol9jr184c6jBUBtMp0xde9fOyPoq6WZu9uZ8CMutm1IPW7MlmUlIn6Bf0Llx09sadOKWrkzSK0q7I2z8pbL4+NZeoNa1h3z6zg34fcA2heVCaWaqGP4bJr3RRipkCtltRJJRXaZ9Xsk7OBL38ATblUBH+mrN46UTz0LVx2reJ8nvr1w96lyumhkoB2yZ8DUYH9WPIt0UoyVVKdd1Nyf9bi07FjNmDzkq+dKB56Ey5Tt6GurbNjLA11UnmB9orWy7J1L1/rHtt5Za1gI8VDF6RGkaKXYc/cp+hNuMy612p5nd5Wg2sEVNiiwjZZ8W3nZo/ttEXJ17z8o0vKusZOFQ/CZTO0WuIaAe4HzKiwfSr5lqcpYBp/2U2XHb0/Dzn4jgr+/dq9qrAMnuvmTV/CZdem8jaRD64R4KHJioprjJue9zlgxmeLrnV9+4wreis9b+Pnzfdpmv9xPODrsSgkLdyqShtJNKDQ7XDZwf7dV2mtIHCNAPcDSHSPXTUpxmFfK2+pxSOej5/jzx62gJQtO3PSsmMxyf94O/BLsuiYzN2tvi7TUjROPF6WmNyH7obLrIOzxDqNqJkuKtCdgBktXK9WfNvLvPJ22afWvRRmotK+nJwv/pz3LGCWPf9PW3Qsol71YcjXYTrvngmXhfepeBE2LQufuvDT5XDZtQePcEndxooAOlVxm+V/vFnxbb3pIpt/htMUZh7O+r4MmKMBhMvDNvQySaFKPaU47N/m1+dc8Xy9T0UPiquCL8e1O1NKCJf7Z5ZYhEtg3YrbxzUC5qKrXd/T+MoIMj+VfNvTrCe9L9KQmLKusdOGj8ck+33r8SCllxkvC77cVGBq6zVe1uJ+nJflrKXH+MCQIeGy8OTIirsttNHcKUTN18jR0CsK0OEwMlkjYMb1/TlNvtKle1NU7OJl66oJY16l2Sn7omy87PPUittUsHzYehxj6l7U+aIh327iXG64Rf58y+O36/VeVkds5QuWtM/vS77lZTq32nTviXvlIt03L3XfFS47cbEJl7TIWBFA5wPmqzW+9W2qKLX6mk8hIiroMWnPqpfDr1IX4T4dz7JlHMK0znGm6XjMssfHWJ7U2AV0nl40RLiNiYQaaZFPZXFY8OX3NUzIWHRuPG3rJDl5mcQLkauSb/nQhhbMuK7iHpnOr+VLlMNMN3DhsuMVZ+ES1wh1PEQnuvz0KpDMUsC8XfGtUVGKt/GzNo5TTC0YUTl/veJbv7aY9S1Y3jMp+VptExndaz1+WRDs5zWdF9NHAt2yRf6srpalFIBelpyT04briadVXYd76OkwzspfmrxMLdO1txLee6H1S8GLg8Z6DNDOcNm18ZYLpxDCJTUYpYpZnyZDETDvruerNb49Ksi/ppDZ6HMyVeyiMhvPv8cm7XkoPt+4z5OmpM/2aY2AOd7jMSlqPb7N6m8xLlvyJF5E7LVF/t7Y35dlLwTSDKlNhsudQlD6nPN0Hb5Nn7mqc3q5jFLZC7BomV7U1U02fd4I0Yus/IVW3HNmGcJl0qV+0ibyoe5KnfGWPE8h48y4kl6EkssUMN+v+b9EZfmX1F12Uuc5kLqgzVLF7kO23vwIH1OwHMLzMirY1ysC5ucqxx+uUdm+TeX/sKJ9veey+GFFKHmWfXtZNq74PJ2k8igb+/uuxnG/5yvK4qdtusemclukZ8JvYa/K8rx3f7pdcV5/SMfyZE/3nlF6ebLIft8FtihYjmt6cUBHwuVz4RIKWd+SpahILnT96UXAvEljnF5sUOk/TAHvT6lr2mnVLZqpQjdJraVRUfslhdt1XnBFZfTHGF86lEremi09WfZt/OF0214IUYlPQf9PJZXtqGQfFQT7RQ0vTY6y1a3yz1PIXKRzeLTDuXq6Zmv6x3z/pjWfF6smDfp53ZcOER5Ta+Xngs85a/BY/pyO5dmu96N7xzR+/6/pmbfq3vNRsGyHJ/lBaMeO3N1Ufu1Q2b2wNhI1XyOzrLybT18rbU8c+6+tE0VdzeKhf+p+1KtjfZpt30shlsaICtnNvT9XiYpgVGxHadvlRe/HdD7e1Fhm41TZbvxZnSrV8w2O31X6/kVW/NJ6eVzGax6baAmfFh2DFE6e11FWqcXp9Qb/yzrlsTxnl2VyuObPfldnsLxXBgfp86w6J+LFxHnaHh67cXp5seqzfkyThu3jM5xtWAe5Tcfyco170fIcP0rbsw1/z2QfrdEr7i2NnE/CZXUHsI3+6O0INV8jN9kAu8UKlyvD5dKnVKlfuFo6f7wPUsA87dA1/zEFmkUD5dWacLllwKzKdboHnK/Yv9rC5b3jc7ZBCKza3sJHy+q4ewmWDz5HBNxZi+5LpS9ShMtmtKlb7KhD5XYtWNJAZcV4S8rEGKNfW7CmHDtKXWWn6bn4Jtv/GLldKu1Rufs+dYFdOHq/dSWMY/epxl/7LrvrBrtOgFrUXB7zfItn2DozJFceuOJYNL22agrtr/Z4Hb7ad7BMn+M8ndvvGjiW9z/vx3TfOVUfFy77Ei49QKnbWBGwpmjhvGzbQtdsHTLP8i2ejz+mCtVtw7u1rNjFmMqDVLnzTHz82J2k43a952MRlexNWm8WDZXJ7F4w2fcLkwj2L9o07jd9/h8q/uzL8Dyr+dyeNhAyr1JAH3mZJVz2MVyazAfhkjaL8Sof9jEbI41VTM9TheogBZb32XrLmOzqOlXUowX1hxQoJ023BHXsuC1fDlTVknmVjse2lexVM5juPZikMnmVVdu6e53CToTtkzaOQ783Qc4uoew6+32PgZuGj+XynlT1y6/bdH68Sp81WuZnWirbr01jLuMm0JXZYt/E22SnDzVeH4Mcb5keYMZcrjfmskxj4+Go5fwYZ98mOFnO0rjJ8zQqccuXpvEsXk4GdKkiV/mxior48niN0zF7tiJILNLxiGMz7+MxSefwslwO1jh/l+fs4l65LDr4uaN1+yR97sMVnzU+53nbl/ZJw3ge3pPWWQ/3Jrs3mdNAljASLvd8Ml5mzQ323pSZYqn7Rv3LUD+/cFlJuFxWUM5MQAAA7Mt3LdqXQ4cDHjUeeLAaOwUqGTYQb47fprGYp7o1AgCV19ta1HL5pSuFpiWFmq+NCAHHSoKKXaSQqesRANCfcJnGIPxJuIRHr4/BjrekFrUveg8A9FNbZos96lCZXTltqDFYjgVL9uxlvi3yc+1UUQAAfQiXXeLtPnUaKwJqEC8wfsoD5sIYVwBAuAThEnYVSyJ8TutjjhQHACBc7peWS2qRxiI/VxI0IM67X2MJlHQeAgB0Jlx2acylmRWpy1gR0LBYW3ORli8BAOhEuPRmHIRL2inGY37IA+al8ZgAQBfCJfDnThQBLXKY3Y3HPDceEwAQLqEjUuX9mZKghY7z7dJ4TABAuIRu0GpJm0VX2bcpZE4UBwAgXEJ7jRUBHRCt6x/S0iXOWQAQLoEWOlYEdEgsXRLjMWe6ygKAcAm0RF451yWWrnqZ3S1dMlUUACBcAs0bKwI67Ot4zDxgLrwoAQDhEmiWCjl9EOMxf07jMUeKAwCES6BGliChh2I85q/5uX2kKABAuATqo9WSvrnIt++/fPlyqSgAoN++UwQgXMIeXOfbJA+Vc0UBAMPQlpbLLr3RHjlt2Ie0hMNzJUHH3ebbmzxUjgRLABAum3AjXIJWSzrvfdwj81B5pigAYHh0iwXhEnYV4ypPjasEAOESaIdjRUDHXKdQea4oAIC2hMsudYs1Jo7KWWyejolxlWd5qJwqCgCgVeEyulLllWtHgyETLumKj/k2ze/bC0UBANz3JK8gtGNHnjz50qFy+17FiorP/2i9f6okaLGLFCrnigIAeMwfWrQvtx0qt5FThwqD5YlgSYvFuMpXeagcC5YAQJk2TegTswx2ZTyjcEmVdImlrd5ld2MrbxQFVUtr+x4V1QmcdwDC5VAIlwiX9Nmn7G4W2IWiYI8iWH4u+NqLfJsrIoBuaVO32C6tj3bk1KEKT548mWS6xNIeV1Gpz0PliWAJAGyqTS2XXer+cuDUoSJaLWmDGPMeLZUzRbGbjk1Ot613lqEB4DFtarlcdKjcrHVJFZXQeElxrCRo2Pt8GwmWAIBw2Vww0DWWXWm1pEmxtEgsq3Rq4hQAoAptmy22S0Yd3Gfa5VQRrOWdIsjGWXU9JmJpkYllRQCA3obLeHP+5MmTLpVdtFyeO4XYRmr5PlQSa90bps6XJ9MKwmWMq5zm5XnmrAIAeh0uk4usO+MZx04fdjBRBNToY3Y3YY/ur816ocUYAOGyPl2q+JjUB+GStrtIoVIXfgBg7/7Qsv3pVAXIpD5sed5EsLS2JfsU4yp/zEPlWLAEAIYaLucdK7+xU4gtmMiHfYlxlbEGYSwtYkw4ADDocLkQLumzJ0+exDljIh/2IcZVHpkACQAQLrOvs0JGuLztUPkdO4XYkFZLqhbjKmOimEm6hwIACJdJ18ZdnjiNWPNcGWVeSFCdeBH3Ko2rnCsOAEC4/HNdqyQJl6xrqgioyLt8i3GVM0UBALTFdy3cp67NbDh2GrFKarV8qSTY0afsbmmRhaIAANpGt9jdPbMkCWuYKgJ2vC/GuMoTwRIAEC7XlCpO1x0rR5O0UCi9fNBqyS73xXPjKgEA4XI7XatEGXdJmTNFAACAcClcruOpWWN5TFrX8rmSAABAuBQu1zVxOvGImSIAAEC4bEhHx10epxlB4av8fIixuM+UBAAAwmWzzjtYnhOnFClYHmTtniH2ylECAGAo4XLewfI0ayxLs3x72vL9AwCA/ofLmHq/g+UZE/tMnFbDliZ3Om7xLkaX80tHCgCAQYTL5FMHy3TqtBp0sIzusDPnKAAAwmW7dLH18pnWy0GLYNnm7rDXX758mTlMAAAIl90wdWoNTwe6wzo3AQAYZrj88uXLTdbNrrFaL4cXLEdZ+7vDXmm1BABgkOEy0XpJ1pHz9GnL99FsxgAACJcdFK2XKvMDkB/ns/yPw5bv5sWXL1/mjhZAZff+gxgOkW/TfDvPt3m+fVljm6fvn6b//0Bprl3mj5XxTMmAcLm2DneNDVMPjd4/6Cb5H6+7cC46WgA73/NH8eI432I5pz/l28/59ja7G2//fM0f8zx9/9v0//8pfl76uaOaPsdZQfCN/ThqadmfFJTxyxbv87TkJYP6IcJlg7raevlUpb7XlYx4mJ11YFe1WgLsdr8fR2tj/tdf8+2nrPreKofp5/6aWjXHe/5Is5L9aGud66Tka+MWnjOj9ALhMZ9S4wkIl01Ik5DcdrSMX9fwkKD+h8ZB1o1xlmHiiAFsda8/iq6Y+V8/Z/XNBh6/53PqArqXFrm8XhUtr9cFX37W0pbAk44958r299zVhXDZvFmHy/nMqdY7Udl41oH9/JhXIhYOF8BGofIgjaf/JVu/u2vV4vf+krqw7qML5XlXwlrqElv2Mvewri7FG5gIlwzRdx0LaK87Ws5x05vmlfypU64XlY5Z1v4JfEK09ptUCmCze/xRqvxv8gLxIt+iNXCR/iwSPzuC4niD0Bp1n5j45yS1OFZlVlKvOmnZ8+Nkze85a8k5NCqpJ+gSi3DZBtH6kl+sF1lzbxB39TbGUVT8YKCZYPmyI7t75gEGsNE9fpICyjpDHj5GCM3vs5u0Qs0f/L6TFIpWPVci6EYr5quq1iuO+kj+864LQvTXrrEtqrOsEy4nWXt6iukSy2D9oWP7O+t4eZ+bHazTlY7TDgXLay3lABsHyw8rgmX0CHmXb3/M77GTDYPlYwEvwmn83j+mn7tqfokPaT8rq5esCGttOC6rusQutalrrHCJcNkF6W3ddYfLO94OGn/Z3UrHTx3aZd1hATYPlmViWbRozZtW3Sskfl56IXiUrV5+rcqAWVYnGXcgqO3yvfs6l6IRoaiX3Uc9ihAu26fr4exlagGjX5WONrnY9W06gHv870R31JN9T5AWPz9+T/y+rLwVs5KAmT7PVcGX29IS+Fhg/FjwvZOW7u+SZzPCZQvNsu4uS7L0k+VJBMs9mjhyAGvd449W3OOjvvFDVeMcNwh98fvGK+o7ZxUtGTLbMijVcXyKusSeF4TiNgTiojK79eIX4bKFUneCPnQtPW/pOlJ0O1i+s/QIwFr3+OV6xWXBctzUpDbp95YFzKdZNXM5tHncZVFQm5fs90nD59TxFuUMwmXDzrLut17GQ2Fmgp/WVjpOOxgsrzNjegHWNc3KlxsZNz1b6r2AWeRZ+hy7/I5F1t6usY8FxeVSHuctDMS6xCJcdnGne9R6GWsgzQXM1gXLWdatyXt+e6CaKABgrft8BLaytbPftGUZjrQfb0q+5XUFPaFmWwamfR6jsi6xy3K5blkg1iUW4bLD+96H1ksBs30Vjr/MurPcyH0xA93cEQRYy7TkazEpWqteYKf9+bSiTrSL87aFy5Lfe77Gfje1z7rEIlx2dcd71HopYLYjVB7k2//M//oXHdz9eMliBmKA9e7346x4qYi4n05auuunWfFL9ee7TBS4omvs84bqJ2VdYpdmBf/vpIHzSpdYyLrdcpll/Wm9FDCbrWj8o/yPv8q3v93Rj6A7LMD6pmX1irZOipb262zLz7WO2YZBb99B7emqkNayrrG6xELXw2XPWi8FzGaC5T/N//icb3+9ox/hk4cWwNr3/BibWNZq2fY6RdlL9ec7Bqo2dY092WAfzzq4zyBctjhgTrPH31p1OWBeWqaklkrGv83/+Nf59tc6+hHa3H0LoI3KhhDM2t4LJO3fbMvPt+pnL7LirrHHNb/4XqdL7KrwVtvzsaSlVbhEuOzhw6KLYmrx+Yr++2z/EBjl23/P//r/dvyj6A4L3fI5v/d86cg27+kxKHuudqUnVNl+7hqoZluWXR1B7XzDUFxn11hdYqFP4TJduBc9OzZxY/05vzFOnaaVP7T+U7793Y5/lPceWACVhJZw1daxlhuEqa91hx1fTLeha+w23UtnHdxnEC5bbtLTY/Q23iAbh7lzpSJmg/03Edjz7W90/ONEpWLqqAJUEgDKwklble3veE/Bddzgcfq0oqdOY11j0zAmXWKhb+Ey3RDf9fQ4xeQDC91kt77xxwPxv+Tbqx58nK/jLHWHBdjYeItw0lbn+wiXK4Lr033XQ0pal2dbhuI6usYWBVhdYhEuexAwp1nxG7euW3aTPdeKufZDKlor/2V2Nxvs3+rJx5qmqdcBWP95EAHjWcGXr7vSJfZBmCqazPBwx3pCk11jT3YIabMW7fOqcgThskMmPT9mx9ldK+ap07e0IhHnwf/It3/eo48V3YLOHF3orBf5NfykI9u4Z2VfNgP7vKOf6XLLz7tOcL2qO6ilQHyyQ0irvWts6hL7TLiEHofL1KrzrufHLVoxf8pvaovU5ZN7N/p8i3PgQ779Pz36aFeZZUcA9hEuu9obpGy/d60bzIrqH3vsGrvRLLEbhOJ9do0tei7rEotw2bOAOc362z32vnhb9jlN+DPokJmWF/nL/K+/ZHdrhfaJcZYAuxn3MFzOS762a5ja55jOsnC5a0ibbfCz97XPawdiEC67ZZIq5UPwfKghM42r/Ff5X/9zvv1FX89l4ywBdnLQw3C52Fe4rLtrbOoSe1xBSKuta6wusTCwcJkq40Mbl7gMmdFddtLniX9SqIyb9//Kt3+Wb3+9px/1na41ADs7LKkvdLJXyIpJiI4q+BWzgn9/loJVlSppAay5a+y44N91iUW47HHAjBvjxwEe13iTFmMOI2TO9vAQaDJU/uN8+//zv/4pu3vL+V2Pj+On1MUbgP3o+hCaoh5aTyv42WUBaVJDuNw2pM02DLDbmlQRiEG47J7TbBjjL4seLi/z7ZfUmnnWxaAZXX3Tvi/y//z3+fb3B1LhmWQA7PoMGZV8uetj2ffWpbeurrEVdold9f9NKj6nDoVLGGC4TN1d4oZyO/BjHa2Zr1PQvEktmpMaFhfeNkxO05qecfw+p31/NpBjFefq2AQ+AJUYDfFDV/QyeVZUp6jwZXWlk+LU1DW2aJ91iWXwvhvCh4zxl2ndw58d8q+WLZov0wMowsw8u3sDGtuijglk0uRD8cbyKG1x0z8c+LERLAGoQhXzLkRQ+qkkYFVRV3gsqF3vGNJmBfsdv6uK9aInVQZiEC67GTCjFexNyU1y6GHzOLvXLSUvq6839+xuNrqbBw+Qy6y8K9H4kQfc0b2/Hyry4rIzMyxAbdxvy+tOMaTmquC5HUFtusvP30OX2FWheLJruNQlFoTL+zfJ5ZjDlw79Wp5l37qiHiuOvXslWALUSi+R1WYFQe1rN9MVs9auclLyO/cRiqvY53HBv+sSC9kwJvR5eMOZ5H98cuhpYbCcKQaAWh0ogpXOtwiHu4TL64petJ7VuM+rygmEy56LgHnl8CNYAgzakSIot2LW2Mm2P3ePXWJX/Zx97LNwCUMOl2mylLGAiWAJACsVPad2mYF1L11iH9T1PtW0z7rEwpDDpYCJYAkwGIMcV5k/X+YV/rh9dI3dZ5fYVftd5T6vKh8QLgVMECwBevKsLwsrXR9zOaqpDBcldaXxpj+vhi6xq37epMJ9Fi5BuBQwESwB6PzSWM9q/F1Fz63jFLw2sdcusQ/qeFV1jdUlFoRLAZNWuRUsARpR+HzfIhi1wopwdLGHX1ll19g6usSu2u9N93m8RbmAcClgCpjsLViOBUuARpSNu+zqjLGjLT/vtvWkRUkdae2gVtK9dF/Px6q6xhpvCcLl1gHTOphU6SoFy0tFAdCIeQ/DZdl+7+t5UxQAN+kaW0uX2Ad1u526xubfF/v89JEv6RILwuXqm1C+xU3ko9KgAheCJUDjFsJlJaroGvvY912lltGs5v3eZZ9XlQcIl/wuZE7yP14pCXbwPj+PxumtKQDNmfcwXI63/Ly71I0iAH7aYn++aqBL7KoQONkxXJ65tEC43OQmGje7F9ndeDlY13LinlNFAdCK53mEouuCL28zc2ij0v4WzRR7veeXmru0AjbSArhL19iSLrHXeiWBcLnNDWme3b3VNNEP61iOr5wpCoBWmZd8bdyxzzLe8nPuM1w+TUGszOSx5+aeu8Su2u/xlmWtSywIl1sHzEW6uRiHSZmPmfGVAF0Mlycd+ywnW4SoqupERa2ApfuVWgifP/KlWU1ltm2La60TEIFwOZyAeZPGYf6Y6SbL78X58GOcH8ZXArRWWeg67krX2JJxi1+fRzXNXrpNUGt0UpySUFw4023+79Fz7bHux7rEgnBZ2c0pboJxs7lQGqQH1chU5ACtf35HuCjrgTTpyEc53TJA1xEuo2vseIPyratL7LaheNJwOYNwOZAH1CJmAc3/+ibTijlUMTFEtFaeaK0E6IxZWWjbYK3GJpWF4FpmL920a2xqFT7c8Hi0IVzqEgvCZa0hM27iWjGH530cd62VAJ17bs+z4lljY0bQVs/ynYe02L+iWWIvau6quUlQa8U6kZt0jdUlFoTLph5Uy1bMWBNTK2a/xUuE72OJEa2VAJ01Lflaa1sv036V7fus5l0qCobPUjC7b/LI932quUvspqF40oZADMLlcENm3NRHmRll++g/5NuLeInQ0IMQgGqf12Wtl7OW7vpZ9vh6i+Gi7iWwVnSNndwLxVE3OmxLSEvldLtGuBy3JMSDcDngB9ZyRtkfMl1l++Cv8u1Vfkz/YepKBUA/TEq+Fl0kJ23a2bR+5MuSb5k2tGvrtAK2okvsGr/7t66xJYFYl1gQLhsJmZepq2wsW3KtRDrnv2V3k/X8nbrfBANQy3N6nhW3uoWzR7p2NhUsYz/KnkUfG3wBWtY1dlQS5D81PLxkVShuYyAG4dLD68t5vsXN9ZWQ2QlX+fZP8mP290zWA9B7EXqK5kqI7qfzpgNm+v3zrLg7bNQtGpuEaEXX2HHbusTer59l5V1jzRILwmWrQ+ZMyGy1/xgPv/wYxQyw/05xAAzi2XxTEiIaD5hrBMuvIagFE8wVBcXY//GG/0/T+32c/nz+WJDXJRaEyzaHzCsl0qh4Y/kuu5v99R/k2/+nSAAG91yep2fyqoB5UnOwPFkjWL5qSdgpC5ePldunlsy4fl5Q9qctDsQgXFIYMuOm+yIrH/NB9a5TqBzlx2Bq9lcAz+Tsbv3isoD5cx46zve9TEn8/Pg98ftWBMv3bZkToKRrbLT+jdsa0kq6xhaFy5mrBYTLtj/Q5vkWb/W+T4HHOpn7E7P3xlveZai0TiUAy+fx6YqAGaLL5CIPf9OqQ2YKldP4+dm3rpllwfK0ZUV4XhLMWxkuS/bl2SP/pkssCJedeqgtUuCJh1XMMKs1sxrLVsrv0xqVM0UCQEnAfLXi2yIsvU0hc7Zrd9n4/+PnpFD5NitvrQyvWhgsNwmMn1r2cve84u+DwftOEbTu4RY3sGXXm5O0HSuZjQJllOHMW0YANnwGR2CMoBeB79mKkBnrTr7Mvz/+O3rHzPMtglPZs2eUtnH2+KQxRaJn00lb11yOwJiXw6c16iuzttW58v2+XSPUz1wdIFx2/QF3k25mswdBc7zGTXBortJDXaAEYNfn73KG2LMUINfxfMOwuImP+XbageEc5yvC5W1Ll/k6X3GcdYmFDegW25GgmSYBOkldZ2MioOjueTHQIrlOD9vovvR9WkLk1M0fgAqfu5P0vG3qWRu/90XsR0fmCTjf8ev2G3pAy2U3H3rz7K6l7qsnT56Ms7sWzeWaUn1r2YwH7GX6zJdmeK3ETTbclxMAmzxvx+k5G2Md6ximEvfmaVu7wJYF8hVdY2ct3e9VXWNnrgQQLoceNkfZtzEdETijtfN5Bz7KRfZtvEpsC62ReztnLrPixa0BeOQ5m56vMURlkm+HFf6KqxRizjv+ArWoa+yrloflcSr/h8dUl1jY0JP8olEKQznY30LncjtI4TNLf+6zxfMqBcfsXhC+XIZJS4MA0LFn6kH27SXuJi9yH75InXsGAsIlfX9ojnf8EQIjAAAIlwAAALA+s8UCAAAgXAIAACBcAgAAIFwCAACAcAkAAIBwCQAAgHAJAACAcAkAAADCJQAAAMIlAAAAwiUAAADCJQAAAAiXAAAACJcAAAAIlwAAAAiXAAAAIFwCAAAgXAIAACBcAgAAIFwCAACAcAkAAIBwCQAAgHAJAACAcAkAAADCJQAAAMIlAAAAwiUAAADCJQAAAAiXAAAACJcAAAAIlwAAAAiXAAAAIFwCAAAgXAIAACBcAgAAIFwCAACAcAkAAIBwCQAAgHAJAABAL/1fAQYAmOtbuN7Dc/UAAAAASUVORK5CYII=)