**SQL 简介**

SQL 是用于访问和处理数据库的标准的计算机语言。

**SQL 是什么？**

* SQL，指结构化查询语言，全称是 Structured Query Language。
* SQL 让您可以访问和处理数据库。
* SQL 是一种 ANSI（American National Standards Institute 美国国家标准化组织）标准的计算机语言。

**SQL 能做什么？**

* SQL 面向数据库执行查询
* SQL 可从数据库取回数据
* SQL 可在数据库中插入新的记录
* SQL 可更新数据库中的数据
* SQL 可从数据库删除记录
* SQL 可创建新数据库
* SQL 可在数据库中创建新表
* SQL 可在数据库中创建存储过程
* SQL 可在数据库中创建视图
* SQL 可以设置表、存储过程和视图的权限

**SQL 是一种标准 - 但是...**

虽然 SQL 是一门 ANSI（American National Standards Institute 美国国家标准化组织）标准的计算机语言，但是仍然存在着多种不同版本的 SQL 语言。

然而，为了与 ANSI 标准相兼容，它们必须以相似的方式共同地来支持一些主要的命令（比如 SELECT、UPDATE、DELETE、INSERT、WHERE 等等）。

|  |  |
| --- | --- |
| **lamp** | **注释：**除了 SQL 标准之外，大部分 SQL 数据库程序都拥有它们自己的专有扩展！ |

**在您的网站中使用 SQL**

要创建一个显示数据库中数据的网站，您需要：

* RDBMS 数据库程序（比如 MS Access、SQL Server、MySQL）
* 使用服务器端脚本语言，比如 PHP 或 ASP
* 使用 SQL 来获取您想要的数据
* 使用 HTML / CSS

**RDBMS**

RDBMS 指关系型数据库管理系统，全称 Relational Database Management System。

RDBMS 是 SQL 的基础，同样也是所有现代数据库系统的基础，比如 MS SQL Server、IBM DB2、Oracle、MySQL 以及 Microsoft Access。

RDBMS 中的数据存储在被称为表的数据库对象中。

表是相关的数据项的集合，它由列和行组成。

**SQL 语法**

**数据库表**

一个数据库通常包含一个或多个表。每个表由一个名字标识（例如 "Customers" 或者 "Orders"）。表包含带有数据的记录（行）。

在本教程中，我们将使用众所周知的 Northwind 样本数据库（包含在 MS Access 和 MS SQL Server）。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

上面的表包含五条记录（每一条对应一个客户）和七个列（CustomerID、CustomerName、ContactName、Address、City、PostalCode 和 Country）。

**SQL 语句**

您需要在数据库上执行的大部分工作都由 SQL 语句完成。

下面的 SQL 语句从 "Customers" 表中选取所有记录：

**实例**

SELECT \* FROM Customers;

在本教程中，我们将为您讲解各种不同的 SQL 语句。

**请记住...**

* SQL 对大小写不敏感：SELECT 与 select 是相同的。

**SQL 语句后面的分号？**

某些数据库系统要求在每条 SQL 语句的末端使用分号。

分号是在数据库系统中分隔每条 SQL 语句的标准方法，这样就可以在对服务器的相同请求中执行一条以上的 SQL 语句。

在本教程中，我们将在每条 SQL 语句的末端使用分号。

**一些最重要的 SQL 命令**

* **SELECT** - 从数据库中提取数据
* **UPDATE** - 更新数据库中的数据
* **DELETE** - 从数据库中删除数据
* **INSERT INTO** - 向数据库中插入新数据
* **CREATE DATABASE** - 创建新数据库
* **ALTER DATABASE** - 修改数据库
* **CREATE TABLE** - 创建新表
* **ALTER TABLE** - 变更（改变）数据库表
* **DROP TABLE** - 删除表
* **CREATE INDEX** - 创建索引（搜索键）
* **DROP INDEX** - 删除索引

# SQL SELECT 语句

SELECT 语句用于从数据库中选取数据。

## SQL SELECT 语句

SELECT 语句用于从数据库中选取数据。

结果被存储在一个结果表中，称为结果集。

### SQL SELECT 语法

SELECT column\_name,column\_name  
FROM table\_name;

与

SELECT \* FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SELECT Column 实例

下面的 SQL 语句从 "Customers" 表中选取 "CustomerName" 和 "City" 列：

## 实例

SELECT CustomerName,City FROM Customers;

## SELECT \* 实例

下面的 SQL 语句从 "Customers" 表中选取所有列：

## 实例

SELECT \* FROM Customers;

## 结果集中的导航

大多数数据库软件系统都允许使用编程函数在结果集中进行导航，比如：Move-To-First-Record、Get-Record-Content、Move-To-Next-Record 等等。

类似这些编程函数不在本教程讲解之列。如需学习通过函数调用访问数据的知识，请访问我们的 [ADO 教程](http://www.w3cschool.cc/ado/ado-tutorial.html) 或者 [PHP 教程](http://www.w3cschool.cc/php/php-tutorial.html)。

# SQL SELECT DISTINCT 语句

SELECT DISTINCT 语句用于返回唯一不同的值。

## SQL SELECT DISTINCT 语句

在表中，一个列可能会包含多个重复值，有时您也许希望仅仅列出不同（distinct）的值。

DISTINCT 关键词用于返回唯一不同的值。

### SQL SELECT DISTINCT 语法

SELECT DISTINCT column\_name,column\_name  
FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SELECT DISTINCT 实例

下面的 SQL 语句仅从 "Customers" 表的 "City" 列中选取唯一不同的值。从 Company" 列中仅选取唯一不同的值：

## 实例

SELECT DISTINCT City FROM Customers;

# SQL WHERE 子句

WHERE 子句用于过滤记录。

## SQL WHERE 子句

WHERE 子句用于提取那些满足指定标准的记录。

### SQL WHERE 语法

SELECT column\_name,column\_name  
FROM table\_name  
WHERE column\_name operator value;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## WHERE 子句实例

下面的 SQL 语句从 "Customers" 表中选取国家为 "Mexico" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE Country='Mexico';

## 文本字段 vs. 数值字段

SQL 使用单引号来环绕文本值（大部分数据库系统也接受双引号）。

如果是数值字段，请不要使用引号。

## 实例

SELECT \* FROM Customers  
WHERE CustomerID=1;

## WHERE 子句中的运算符

下面的运算符可以在 WHERE 子句中使用：

|  |  |
| --- | --- |
| **运算符** | **描述** |
| = | 等于 |
| <> | 不等于。**注释：**在 SQL 的一些版本中，该操作符可被写成 != |
| > | 大于 |
| < | 小于 |
| >= | 大于等于 |
| <= | 小于等于 |
| BETWEEN | 在某个范围内 |
| LIKE | 搜索某种模式 |
| IN | 指定针对某个列的多个可能值 |

# SQL AND & OR 运算符

AND & OR 运算符用于基于一个以上的条件对记录进行过滤。

## SQL AND & OR 运算符

如果第一个条件和第二个条件都成立，则 AND 运算符显示一条记录。

如果第一个条件和第二个条件中只要有一个成立，则 OR 运算符显示一条记录。

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## AND 运算符实例

下面的 SQL 语句从 "Customers" 表中选取国家为 "Germany" 且城市为 "Berlin" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE Country='Germany'  
AND City='Berlin';

## OR 运算符实例

下面的 SQL 语句从 "Customers" 表中选取城市为 "Berlin" 或者 "München" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City='Berlin'  
OR City='München';

## 结合 AND & OR

您也可以把 AND 和 OR 结合起来（使用圆括号来组成复杂的表达式）。

下面的 SQL 语句从 "Customers" 表中选取国家为 "Germany" 且城市为 "Berlin" 或者 "München" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE Country='Germany'  
AND (City='Berlin' OR City='München');

# SQL ORDER BY 关键字

ORDER BY 关键字用于对结果集进行排序。

## SQL ORDER BY 关键字

ORDER BY 关键字用于对结果集按照一个列或者多个列进行排序。

ORDER BY 关键字默认按照升序对记录进行排序。如果需要按照降序对记录进行排序，您可以使用 DESC 关键字。

### SQL ORDER BY 语法

SELECT column\_name,column\_name  
FROM table\_name  
ORDER BY column\_name,column\_name ASC|DESC;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## ORDER BY 实例

下面的 SQL 语句从 "Customers" 表中选取所有客户，并按照 "Country" 列排序：

## 实例

SELECT \* FROM Customers  
ORDER BY Country;

## ORDER BY DESC 实例

下面的 SQL 语句从 "Customers" 表中选取所有客户，并按照 "Country" 列降序排序：

## 实例

SELECT \* FROM Customers  
ORDER BY Country DESC;

## ORDER BY Several Columns 实例

下面的 SQL 语句从 "Customers" 表中选取所有客户，并按照 "Country" 和 "CustomerName" 列排序：

## 实例

SELECT \* FROM Customers  
ORDER BY Country,CustomerName;

# SQL INSERT INTO 语句

INSERT INTO 语句用于向表中插入新记录。

## SQL INSERT INTO 语句

INSERT INTO 语句用于向表中插入新记录。

### SQL INSERT INTO 语法

INSERT INTO 语句可以有两种编写形式。

第一种形式无需指定要插入数据的列名，只需提供被插入的值即可：

INSERT INTO table\_name  
VALUES (value1,value2,value3,...);

第二种形式需要指定列名及被插入的值：

INSERT INTO table\_name (column1,column2,column3,...)  
VALUES (value1,value2,value3,...);

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 87 | Wartian Herkku | Pirkko Koskitalo | Torikatu 38 | Oulu | 90110 | Finland |
| 88 | Wellington Importadora | Paula Parente | Rua do Mercado, 12 | Resende | 08737-363 | Brazil |
| 89 | White Clover Markets | Karl Jablonski | 305 - 14th Ave. S. Suite 3B | Seattle | 98128 | USA |
| 90 | Wilman Kala | Matti Karttunen | Keskuskatu 45 | Helsinki | 21240 | Finland |
| 91 | Wolski | Zbyszek | ul. Filtrowa 68 | Walla | 01-012 | Poland |

## INSERT INTO 实例

假设我们要向 "Customers" 表中插入一个新行。

我们可以使用下面的 SQL 语句：

## 实例

INSERT INTO Customers (CustomerName, ContactName, Address, City, PostalCode, Country)  
VALUES ('Cardinal','Tom B. Erichsen','Skagen 21','Stavanger','4006','Norway');

现在，选自 "Customers" 表的数据如下所示：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 87 | Wartian Herkku | Pirkko Koskitalo | Torikatu 38 | Oulu | 90110 | Finland |
| 88 | Wellington Importadora | Paula Parente | Rua do Mercado, 12 | Resende | 08737-363 | Brazil |
| 89 | White Clover Markets | Karl Jablonski | 305 - 14th Ave. S. Suite 3B | Seattle | 98128 | USA |
| 90 | Wilman Kala | Matti Karttunen | Keskuskatu 45 | Helsinki | 21240 | Finland |
| 91 | Wolski | Zbyszek | ul. Filtrowa 68 | Walla | 01-012 | Poland |
| 92 | Cardinal | Tom B. Erichsen | Skagen 21 | Stavanger | 4006 | Norway |

|  |  |
| --- | --- |
| **lamp** | **您是否注意到，我们没有向 CustomerID 字段插入任何数字？** CustomerID 列是自动更新的，表中的每条记录都有一个唯一的数字。 |

## 在指定的列插入数据

我们也可以在指定的列插入数据。

下面的 SQL 语句将插入一个新行，但是只在 "CustomerName"、"City" 和 "Country" 列插入数据（CustomerID 字段会自动更新）：

## 实例

INSERT INTO Customers (CustomerName, City, Country)  
VALUES ('Cardinal', 'Stavanger', 'Norway');

现在，选自 "Customers" 表的数据如下所示：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 87 | Wartian Herkku | Pirkko Koskitalo | Torikatu 38 | Oulu | 90110 | Finland |
| 88 | Wellington Importadora | Paula Parente | Rua do Mercado, 12 | Resende | 08737-363 | Brazil |
| 89 | White Clover Markets | Karl Jablonski | 305 - 14th Ave. S. Suite 3B | Seattle | 98128 | USA |
| 90 | Wilman Kala | Matti Karttunen | Keskuskatu 45 | Helsinki | 21240 | Finland |
| 91 | Wolski | Zbyszek | ul. Filtrowa 68 | Walla | 01-012 | Poland |
| 92 | Cardinal | null | null | Stavanger | null | Norway |

# SQL UPDATE 语句

UPDATE 语句用于更新表中的记录。

## SQL UPDATE 语句

UPDATE 语句用于更新表中已存在的记录。

### SQL UPDATE 语法

UPDATE table\_name  
SET column1=value1,column2=value2,...  
WHERE some\_column=some\_value;

|  |  |
| --- | --- |
| **lamp** | **请注意 SQL UPDATE 语句中的 WHERE 子句！** WHERE 子句规定哪条记录或者哪些记录需要更新。如果您省略了 WHERE 子句，所有的记录都将被更新！ |

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL UPDATE 实例

假设我们要把客户 "Alfreds Futterkiste" 更新为一个新的联系人和城市。

我们使用下面的 SQL 语句：

## 实例

UPDATE Customers  
SET ContactName='Alfred Schmidt', City='Hamburg'  
WHERE CustomerName='Alfreds Futterkiste';

现在，选自 "Customers" 表的数据如下所示：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Alfred Schmidt | Obere Str. 57 | Hamburg | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## Update 警告！

在更新记录时要格外小心！在上面的实例中，如果我们省略了 WHERE 子句，如下所示：

UPDATE Customers  
SET ContactName='Alfred Schmidt', City='Hamburg';

"Customers" 表将如下所示：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Alfred Schmidt | Obere Str. 57 | Hamburg | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Alfred Schmidt | Avda. de la Constitución 2222 | Hamburg | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Alfred Schmidt | Mataderos 2312 | Hamburg | 05023 | Mexico |
| 4 | Around the Horn | Alfred Schmidt | 120 Hanover Sq. | Hamburg | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Alfred Schmidt | Berguvsvägen 8 | Hamburg | S-958 22 | Sweden |

# SQL DELETE 语句

DELETE 语句用于删除表中的记录。

## SQL DELETE 语句

DELETE 语句用于删除表中的行。

### SQL DELETE 语法

DELETE FROM table\_name  
WHERE some\_column=some\_value;

|  |  |
| --- | --- |
| **lamp** | **请注意 SQL DELETE 语句中的 WHERE 子句！** WHERE 子句规定哪条记录或者哪些记录需要删除。如果您省略了 WHERE 子句，所有的记录都将被删除！ |

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL DELETE 实例

假设我们要从 "Customers" 表中删除客户 "Alfreds Futterkiste"。

我们使用下面的 SQL 语句：

## 实例

DELETE FROM Customers  
WHERE CustomerName='Alfreds Futterkiste' AND ContactName='Maria Anders';

现在，"Customers" 表如下所示：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## 删除所有数据

您可以在不删除表的情况下，删除表中所有的行。这意味着表结构、属性、索引将保持不变：

DELETE FROM table\_name;  
  
or  
  
DELETE \* FROM table\_name;

**注释：**在删除记录时要格外小心！因为您不能重来！

# SQL SELECT TOP 子句

## SQL SELECT TOP 子句

SELECT TOP 子句用于规定要返回的记录的数目。

SELECT TOP 子句对于拥有数千条记录的大型表来说，是非常有用的。

**注释：**并非所有的数据库系统都支持 SELECT TOP 子句。

### SQL Server / MS Access 语法

SELECT TOP number|percent column\_name(s)  
FROM table\_name;

## MySQL 和 Oracle 中的 SQL SELECT TOP 是等价的

### MySQL 语法

SELECT column\_name(s)  
FROM table\_name  
LIMIT number;

### 实例

SELECT \*  
FROM Persons  
LIMIT 5;

### Oracle 语法

SELECT column\_name(s)  
FROM table\_name  
WHERE ROWNUM <= number;

### 实例

SELECT \*  
FROM Persons  
WHERE ROWNUM <=5;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL SELECT TOP 实例

下面的 SQL 语句从 "Customers" 表中选取头两条记录：

## 实例

SELECT TOP 2 \* FROM Customers;

## SQL SELECT TOP PERCENT 实例

下面的 SQL 语句从 "Customers" 表中选取前面 50% 的记录：

## 实例

SELECT TOP 50 PERCENT \* FROM Customers;

# SQL LIKE 操作符

LIKE 操作符用于在 WHERE 子句中搜索列中的指定模式。

## SQL LIKE 操作符

LIKE 操作符用于在 WHERE 子句中搜索列中的指定模式。

### SQL LIKE 语法

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_name LIKE pattern;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL LIKE 操作符实例

下面的 SQL 语句选取 City 以字母 "s" 开始的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE 's%';

**提示：**"%" 符号用于在模式的前后定义通配符（缺省字母）。您将在下一章中学习更多有关通配符的知识。

下面的 SQL 语句选取 City 以字母 "s" 结尾的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE '%s';

下面的 SQL 语句选取 Country 包含模式 "land" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE Country LIKE '%land%';

通过使用 NOT 关键字，您可以选取不匹配模式的记录。

下面的 SQL 语句选取 Country 不包含模式 "land" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE Country NOT LIKE '%land%';

# SQL 通配符

通配符可用于替代字符串中的任何其他字符。

## SQL 通配符

在 SQL 中，通配符与 SQL LIKE 操作符一起使用。

SQL 通配符用于搜索表中的数据。

在 SQL 中，可使用一下通配符：

|  |  |
| --- | --- |
| **通配符** | **描述** |
| % | 替代 0 个或多个字符 |
| \_ | 替代一个字符 |
| [charlist] | 字符列中的任何单一字符 |
| [^charlist] or [!charlist] | 不在字符列中的任何单一字符 |

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## 使用 SQL % 通配符

下面的 SQL 语句选取 City 以字母 "ber" 开始的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE 'ber%';

下面的 SQL 语句选取 City 包含模式 "es" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE '%es%';

## 使用 SQL \_ 通配符

下面的 SQL 语句选取 City 以一个任意字符开始，然后是 "erlin" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE '\_erlin';

下面的 SQL 语句选取 City 以 "L" 开始，然后是一个任意字符，然后是 "n"，然后是一个任意字符，然后是 "on" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE 'L\_n\_on';

## 使用 SQL [charlist] 通配符

下面的 SQL 语句选取 City 以 "b"、"s" 或 "p" 开始的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE '[bsp]%';

下面的 SQL 语句选取 City 以 "a"、"b" 或 "c" 开始的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE '[a-c]%';

下面的 SQL 语句选取 City 不以 "b"、"s" 或 "p" 开始的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City LIKE '[!bsp]%';

# SQL IN 操作符

## IN 操作符

IN 操作符允许您在 WHERE 子句中规定多个值。

### SQL IN 语法

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_name IN (value1,value2,...);

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## IN 操作符实例

下面的 SQL 语句选取 City 为 "Paris" 或 "London" 的所有客户：

## 实例

SELECT \* FROM Customers  
WHERE City IN ('Paris','London');

# SQL BETWEEN 操作符

BETWEEN 操作符用于选取介于两个值之间的数据范围内的值。

## SQL BETWEEN 操作符

BETWEEN 操作符选取介于两个值之间的数据范围内的值。这些值可以是数值、文本或者日期。

### SQL BETWEEN 语法

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_nameBETWEEN value1 AND value2;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Products" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **ProductID** | **ProductName** | **SupplierID** | **CategoryID** | **Unit** | **Price** |
| 1 | Chais | 1 | 1 | 10 boxes x 20 bags | 18 |
| 2 | Chang | 1 | 1 | 24 - 12 oz bottles | 19 |
| 3 | Aniseed Syrup | 1 | 2 | 12 - 550 ml bottles | 10 |
| 4 | Chef Anton's Cajun Seasoning | 1 | 2 | 48 - 6 oz jars | 22 |
| 5 | Chef Anton's Gumbo Mix | 1 | 2 | 36 boxes | 21.35 |

## BETWEEN 操作符实例

下面的 SQL 语句选取价格介于 10 和 20 之间的所有产品：

## 实例

SELECT \* FROM Products  
WHERE Price BETWEEN 10 AND 20;

## NOT BETWEEN 操作符实例

如需显示不在上面实例范围内的产品，请使用 NOT BETWEEN：

## 实例

SELECT \* FROM Products  
WHERE Price NOT BETWEEN 10 AND 20;

## 带有 IN 的 BETWEEN 操作符实例

下面的 SQL 语句选取价格介于 10 和 20 之间但 CategoryID 不为 1、2 或 3 的所有产品：

## 实例

SELECT \* FROM Products  
WHERE (Price BETWEEN 10 AND 20)  
AND NOT CategoryID IN (1,2,3);

## 带有文本值的 BETWEEN 操作符实例

下面的 SQL 语句选取 ProductName 以介于 'C' 和 'M' 之间字母开始的所有产品：

## 实例

SELECT \* FROM Products  
WHERE ProductName BETWEEN 'C' AND 'M';

## 带有文本值的 NOT BETWEEN 操作符实例

下面的 SQL 语句选取 ProductName 不以介于 'C' 和 'M' 之间字母开始的所有产品：

## 实例

SELECT \* FROM Products  
WHERE ProductName NOT BETWEEN 'C' AND 'M';

## 示例表

下面是选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10248 | 90 | 5 | 7/4/1996 | 3 |
| 10249 | 81 | 6 | 7/5/1996 | 1 |
| 10250 | 34 | 4 | 7/8/1996 | 2 |
| 10251 | 84 | 3 | 7/9/1996 | 1 |
| 10252 | 76 | 4 | 7/10/1996 | 2 |

## 带有日期值的 BETWEEN 操作符实例

下面的 SQL 语句选取 OrderDate 介于 '04-July-1996' 和 '09-July-1996' 之间的所有订单：

## 实例

SELECT \* FROM Orders  
WHERE OrderDate BETWEEN #07/04/1996# AND #07/09/1996#;

|  |  |
| --- | --- |
| **lamp** | **请注意，在不同的数据库中，BETWEEN 操作符会产生不同的结果！** 在某些数据库中，BETWEEN 选取介于两个值之间但不包括两个测试值的字段。 在某些数据库中，BETWEEN 选取介于两个值之间且包括两个测试值的字段。 在某些数据库中，BETWEEN 选取介于两个值之间且包括第一个测试值但不包括最后一个测试值的字段。  **因此，请检查您的数据库是如何处理 BETWEEN 操作符！** |

# SQL 别名（Aliases）

通过使用 SQL，可以为表名称或列名称指定别名（Alias）。

## SQL 别名（Aliases）

通过使用 SQL，可以为表名称或列名称指定别名（Alias）。

基本上，创建别名是为了让列名称的可读性更强。

### 列的 SQL Alias 语法

SELECT column\_name AS alias\_name  
FROM table\_name;

### 表的 SQL Alias 语法

SELECT column\_name(s)  
FROM table\_nameAS alias\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

下面是选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10643 | 1 | 6 | 1997-08-25 | 1 |
| 10644 | 88 | 3 | 1997-08-25 | 2 |
| 10645 | 34 | 4 | 1997-08-26 | 1 |

## 列的 Alias 实例

下面的 SQL 语句指定了两个别名，一个是 CustomerName 列的别名，一个是 ContactName 列的别名。**提示：**如果列名称包含空格，要求使用双引号或方括号：

## 实例

SELECT CustomerName AS Customer, ContactName AS [Contact Person]  
FROM Customers;

在下面的 SQL 语句中，我们把四个列（Address、City、PostalCode 和 Country）结合在一起，并创建一个名为 "Address" 的别名：

## 实例

SELECT CustomerName, Address+', '+City+', '+PostalCode+', '+Country AS Address  
FROM Customers;

## 表的 Alias 实例

下面的 SQL 语句选取来自客户 "Alfreds Futterkiste" 的所有订单。我们使用 "Customers" 和 "Orders" 表，并分别为它们指定表别名 "c" 和 "o"（通过使用别名让 SQL 更简短）：

## 实例

SELECT o.OrderID, o.OrderDate, c.CustomerName  
FROM Customers AS c, Orders AS o  
WHERE c.CustomerName='Alfreds Futterkiste';

不带别名的相同的 SQL 语句：

## 实例

SELECT Orders.OrderID, Orders.OrderDate, Customers.CustomerName  
FROM Customers, Orders  
WHERE Customers.CustomerName='Alfreds Futterkiste';

在下面的情况下，使用别名很有用：

* 在查询中涉及超过一个表
* 在查询中使用了函数
* 列名称很长或者可读性差
* 需要把两个列或者多个列结合在一起

# SQL 连接（Joins）

SQL join 用于把来自两个或多个表的行结合起来。

## SQL JOIN

SQL JOIN 子句用于把来自两个或多个表的行结合起来，基于这些表之间的共同字段。

最常见的 JOIN 类型：**SQL INNER JOIN（简单的 JOIN）**。 SQL INNER JOIN 从多个表中返回满足 JOIN 条件的所有行。

让我们看看选自 "Orders" 表的数据：

|  |  |  |
| --- | --- | --- |
| **OrderID** | **CustomerID** | **OrderDate** |
| 10308 | 2 | 1996-09-18 |
| 10309 | 37 | 1996-09-19 |
| 10310 | 77 | 1996-09-20 |

然后，看看选自 "Customers" 表的数据：

|  |  |  |  |
| --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mexico |

请注意，"Orders" 表中的 "CustomerID" 列指向 "Customers" 表中的客户。上面这两个表是通过 "CustomerID" 列联系起来的。

然后，如果我们运行下面的 SQL 语句（包含 INNER JOIN）：

## 实例

SELECT Orders.OrderID, Customers.CustomerName, Orders.OrderDate  
FROM Orders  
INNER JOIN Customers  
ON Orders.CustomerID=Customers.CustomerID;

运行结果如下所示：

|  |  |  |
| --- | --- | --- |
| **OrderID** | **CustomerName** | **OrderDate** |
| 10308 | Ana Trujillo Emparedados y helados | 9/18/1996 |
| 10365 | Antonio Moreno Taquería | 11/27/1996 |
| 10383 | Around the Horn | 12/16/1996 |
| 10355 | Around the Horn | 11/15/1996 |
| 10278 | Berglunds snabbköp | 8/12/1996 |

## 不同的 SQL JOIN

在我们继续讲解实例之前，我们先列出您可以使用的不同的 SQL JOIN 类型：

* **INNER JOIN**：如果表中有至少一个匹配，则返回行
* **LEFT JOIN**：即使右表中没有匹配，也从左表返回所有的行
* **RIGHT JOIN**：即使左表中没有匹配，也从右表返回所有的行
* **FULL JOIN**：只要其中一个表中存在匹配，则返回行

# SQL INNER JOIN 关键字

## SQL INNER JOIN 关键字

INNER JOIN 关键字在表中存在至少一个匹配时返回行。

### SQL INNER JOIN 语法

SELECT column\_name(s)  
FROM table1  
INNER JOIN table2  
ON table1.column\_name=table2.column\_name;

或：

SELECT column\_name(s)  
FROM table1  
JOIN table2  
ON table1.column\_name=table2.column\_name;

**注释：**INNER JOIN 与 JOIN 是相同的。
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## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10308 | 2 | 7 | 1996-09-18 | 3 |
| 10309 | 37 | 3 | 1996-09-19 | 1 |
| 10310 | 77 | 8 | 1996-09-20 | 2 |

## SQL INNER JOIN 实例

下面的 SQL 语句将返回有下订单的所有客户：

## 实例

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
INNER JOIN Orders  
ON Customers.CustomerID=Orders.CustomerID  
ORDER BY Customers.CustomerName;

**注释：**INNER JOIN 关键字在表中存在至少一个匹配时返回行。如果 "Customers" 表中的行在 "Orders" 中没有匹配，则不会列出这些行。

# SQL LEFT JOIN 关键字

## SQL LEFT JOIN 关键字

LEFT JOIN 关键字从左表（table1）返回所有的行，即使右表（table2）中没有匹配。如果右表中没有匹配，则结果为 NULL。

### SQL LEFT JOIN 语法

SELECT column\_name(s)  
FROM table1  
LEFT JOIN table2  
ON table1.column\_name=table2.column\_name;

或：

SELECT column\_name(s)  
FROM table1  
LEFT OUTER JOIN table2  
ON table1.column\_name=table2.column\_name;

**注释：**在某些数据库中，LEFT JOIN 称为 LEFT OUTER JOIN。
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## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10308 | 2 | 7 | 1996-09-18 | 3 |
| 10309 | 37 | 3 | 1996-09-19 | 1 |
| 10310 | 77 | 8 | 1996-09-20 | 2 |

## SQL LEFT JOIN 实例

下面的 SQL 语句将返回所有客户及他们的订单（如果有的话）：

## 实例

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
LEFT JOIN Orders  
ON Customers.CustomerID=Orders.CustomerID  
ORDER BY Customers.CustomerName;

**注释：**LEFT JOIN 关键字从左表（Customers）返回所有的行，即使右表（Orders）中没有匹配。

# SQL RIGHT JOIN 关键字

## SQL RIGHT JOIN 关键字

RIGHT JOIN 关键字从右表（table2）返回所有的行，即使左表（table1）中没有匹配。如果左表中没有匹配，则结果为 NULL。

### SQL RIGHT JOIN 语法

SELECT column\_name(s)  
FROM table1  
RIGHT JOIN table2  
ON table1.column\_name=table2.column\_name;

或：

SELECT column\_name(s)  
FROM table1  
RIGHT OUTER JOIN table2  
ON table1.column\_name=table2.column\_name;

**注释：**在某些数据库中，RIGHT JOIN 称为 RIGHT OUTER JOIN。
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## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10308 | 2 | 7 | 1996-09-18 | 3 |
| 10309 | 37 | 3 | 1996-09-19 | 1 |
| 10310 | 77 | 8 | 1996-09-20 | 2 |

选自 "Employees" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **EmployeeID** | **LastName** | **FirstName** | **BirthDate** | **Photo** | **Notes** |
| 1 | Davolio | Nancy | 12/8/1968 | EmpID1.pic | Education includes a BA in psychology..... |
| 2 | Fuller | Andrew | 2/19/1952 | EmpID2.pic | Andrew received his BTS commercial and.... |
| 3 | Leverling | Janet | 8/30/1963 | EmpID3.pic | Janet has a BS degree in chemistry.... |

## SQL RIGHT JOIN 实例

下面的 SQL 语句将返回所有员工及他们处理的订单：

## 实例

SELECT Orders.OrderID, Employees.FirstName  
FROM Orders  
RIGHT JOIN Employees  
ON Orders.EmployeeID=Employees.EmployeeID  
ORDER BY Orders.OrderID;

**注释：**RIGHT JOIN 关键字从右表（Employees）返回所有的行，即使左表（Orders）中没有匹配。

# SQL FULL OUTER JOIN 关键字

## SQL FULL OUTER JOIN 关键字

FULL OUTER JOIN 关键字只要左表（table1）和右表（table2）其中一个表中存在匹配，则返回行.

FULL OUTER JOIN 关键字结合了 LEFT JOIN 和 RIGHT JOIN 的结果。

### SQL FULL OUTER JOIN 语法

SELECT column\_name(s)  
FROM table1  
FULL OUTER JOIN table2  
ON table1.column\_name=table2.column\_name;

![SQL FULL OUTER JOIN](data:image/gif;base64,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)

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10308 | 2 | 7 | 1996-09-18 | 3 |
| 10309 | 37 | 3 | 1996-09-19 | 1 |
| 10310 | 77 | 8 | 1996-09-20 | 2 |

## SQL FULL OUTER JOIN 实例

下面的 SQL 语句选取所有的客户及所有的订单：

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
FULL OUTER JOIN Orders  
ON Customers.CustomerID=Orders.CustomerID  
ORDER BY Customers.CustomerName;

选自结果集中的数据如下所示：

|  |  |
| --- | --- |
| **CustomerName** | **OrderID** |
| Alfreds Futterkiste |  |
| Ana Trujillo Emparedados y helados | 10308 |
| Antonio Moreno Taquería | 10365 |
|  | 10382 |
|  | 10351 |

**注释：**FULL OUTER JOIN 关键字返回左表（Customers）和右表（Orders）中所有的行。如果 "Customers" 表中的行在 "Orders" 中没有匹配或者 "Orders" 表中的行在 "Customers" 表中没有匹配，也会列出这些行。

# SQL UNION 操作符

SQL UNION 操作符合并两个或多个 SELECT 语句的结果。

## SQL UNION 操作符

UNION 操作符用于合并两个或多个 SELECT 语句的结果集。

请注意，UNION 内部的每个 SELECT 语句必须拥有相同数量的列。列也必须拥有相似的数据类型。同时，每个 SELECT 语句中的列的顺序必须相同。

### SQL UNION 语法

SELECT column\_name(s) FROM table1  
UNION  
SELECT column\_name(s) FROM table2;

**注释：**默认地，UNION 操作符选取不同的值。如果允许重复的值，请使用 UNION ALL。

### SQL UNION ALL 语法

SELECT column\_name(s) FROM table1  
UNION ALL  
SELECT column\_name(s) FROM table2;

**注释：**UNION 结果集中的列名总是等于 UNION 中第一个 SELECT 语句中的列名。

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

选自 "Suppliers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **SupplierID** | **SupplierName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Exotic Liquid | Charlotte Cooper | 49 Gilbert St. | Londona | EC1 4SD | UK |
| 2 | New Orleans Cajun Delights | Shelley Burke | P.O. Box 78934 | New Orleans | 70117 | USA |
| 3 | Grandma Kelly's Homestead | Regina Murphy | 707 Oxford Rd. | Ann Arbor | 48104 | USA |

## SQL UNION 实例

下面的 SQL 语句从 "Customers" 和 "Suppliers" 表中选取所有**不同的**城市（只有不同的值）：

## 实例

SELECT City FROM Customers  
UNION  
SELECT City FROM Suppliers  
ORDER BY City;

**注释：**UNION 不能用于列出两个表中所有的城市。如果一些客户和供应商来自同一个城市，每个城市只会列出一次。UNION 只会选取不同的值。请使用 UNION ALL 来选取重复的值！

## SQL UNION ALL 实例

下面的 SQL 语句使用 UNION ALL 从 "Customers" 和 "Suppliers" 表中选取**所有的**城市（也有重复的值）：

## 实例

SELECT City FROM Customers  
UNION ALL  
SELECT City FROM Suppliers  
ORDER BY City;

## 带有 WHERE 的 SQL UNION ALL

下面的 SQL 语句使用 UNION ALL 从 "Customers" 和 "Suppliers" 表中选取**所有的**德国城市（也有重复的值）：

## 实例

SELECT City, Country FROM Customers  
WHERE Country='Germany'  
UNION ALL  
SELECT City, Country FROM Suppliers  
WHERE Country='Germany'  
ORDER BY City;

# SQL SELECT INTO 语句

通过 SQL，您可以从一个表复制信息到另一个表。

SELECT INTO 语句从一个表复制数据，然后把数据插入到另一个新表中。

## SQL SELECT INTO 语句

SELECT INTO 语句从一个表复制数据，然后把数据插入到另一个新表中。

### SQL SELECT INTO 语法

我们可以复制所有的列插入到新表中：

SELECT \*  
INTO newtable [IN externaldb]  
FROM table1;

或者只复制希望的列插入到新表中：

SELECT column\_name(s)  
INTO newtable [IN externaldb]  
FROM table1;

|  |  |
| --- | --- |
| **lamp** | **提示：**新表将会使用 SELECT 语句中定义的列名称和类型进行创建。您可以使用 AS 子句来应用新名称。 |

## SQL SELECT INTO 实例

创建 Customers 的备份复件：

SELECT \*  
INTO CustomersBackup2013  
FROM Customers;

请使用 IN 子句来复制表到另一个数据库中：

SELECT \*  
INTO CustomersBackup2013 IN 'Backup.mdb'  
FROM Customers;

只复制一些列插入到新表中：

SELECT CustomerName, ContactName  
INTO CustomersBackup2013  
FROM Customers;

只复制德国的客户插入到新表中：

SELECT \*  
INTO CustomersBackup2013  
FROM Customers  
WHERE Country='Germany';

复制多个表中的数据插入到新表中：

SELECT Customers.CustomerName, Orders.OrderID  
INTO CustomersOrderBackup2013  
FROM Customers  
LEFT JOIN Orders  
ON Customers.CustomerID=Orders.CustomerID;

**提示：**SELECT INTO 语句可用于通过另一种模式创建一个新的空表。只需要添加促使查询没有数据返回的 WHERE 子句即可：

SELECT \*  
INTO newtable  
FROM table1  
WHERE 1=0;

# SQL INSERT INTO SELECT 语句

通过 SQL，您可以从一个表复制信息到另一个表。

INSERT INTO SELECT 语句从一个表复制数据，然后把数据插入到一个已存在的表中。

## SQL INSERT INTO SELECT 语句

INSERT INTO SELECT 语句从一个表复制数据，然后把数据插入到一个已存在的表中。目标表中任何已存在的行都不会受影响。

### SQL INSERT INTO SELECT 语法

我们可以从一个表中复制所有的列插入到另一个已存在的表中：

INSERT INTO table2  
SELECT \* FROM table1;

或者我们可以只复制希望的列插入到另一个已存在的表中：

INSERT INTO table2  
(column\_name(s))  
SELECT column\_name(s)  
FROM table1;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |

选自 "Suppliers" 表的数据：

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **SupplierID** | **SupplierName** | **ContactName** | **Address** | **City** | **Postal Code** | **Country** | **Phone** |
| 1 | Exotic Liquid | Charlotte Cooper | 49 Gilbert St. | Londona | EC1 4SD | UK | (171) 555-2222 |
| 2 | New Orleans Cajun Delights | Shelley Burke | P.O. Box 78934 | New Orleans | 70117 | USA | (100) 555-4822 |
| 3 | Grandma Kelly's Homestead | Regina Murphy | 707 Oxford Rd. | Ann Arbor | 48104 | USA | (313) 555-5735 |

## SQL INSERT INTO SELECT 实例

只复制 "Suppliers" 中的一些列插入到 "Customers" 中：

## 实例

INSERT INTO Customers (CustomerName, Country)  
SELECT SupplierName, Country FROM Suppliers;

只复制德国的供应商插入到 "Customers" 中：

## 实例

INSERT INTO Customers (CustomerName, Country)  
SELECT SupplierName, Country FROM Suppliers  
WHERE Country='Germany';

# SQL CREATE DATABASE 语句

## SQL CREATE DATABASE 语句

CREATE DATABASE 语句用于创建数据库。

### SQL CREATE DATABASE 语法

CREATE DATABASE dbname;

## SQL CREATE DATABASE 实例

下面的 SQL 语句创建一个名为 "my\_db" 的数据库：

CREATE DATABASE my\_db;

数据库表可以通过 CREATE TABLE 语句来添加。

# SQL CREATE TABLE 语句

## SQL CREATE TABLE 语句

CREATE TABLE 语句用于创建数据库中的表。

表由行和列组成，每个表都必须有个表名。

### SQL CREATE TABLE 语法

CREATE TABLE table\_name  
(  
column\_name1 data\_type(size),  
column\_name2 data\_type(size),  
column\_name3 data\_type(size),  
....  
);

column\_name 参数规定表中列的名称。

data\_type 参数规定列的数据类型（例如 varchar、integer、decimal、date 等等）。

size 参数规定表中列的最大长度。

**提示：**如需了解 MS Access、MySQL 和 SQL Server 中可用的数据类型，请访问我们完整的 [数据类型参考手册](http://www.w3cschool.cc/sql/sql-datatypes.html)。

## SQL CREATE TABLE 实例

现在我们想要创建一个名为 "Persons" 的表，包含五列：PersonID、LastName、FirstName、Address 和 City。

我们使用下面的 CREATE TABLE 语句：

## 实例

CREATE TABLE Persons  
(  
PersonID int,  
LastName varchar(255),  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255)  
);

PersonID 列的数据类型是 int，包含整数。

LastName、FirstName、Address 和 City 列的数据类型是 varchar，包含字符，且这些字段的最大长度为 255 个字符。

空的 "Persons" 表如下所示：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **PersonID** | **LastName** | **FirstName** | **Address** | **City** |
|  |  |  |  |  |

**提示：**可使用 INSERT INTO 语句向空表写入数据。

# SQL 约束（Constraints）

## SQL 约束（Constraints）

SQL 约束用于规定表中的数据规则。

如果存在违反约束的数据行为，行为会被约束终止。

约束可以在创建表时规定（通过 CREATE TABLE 语句），或者在表创建之后规定（通过 ALTER TABLE 语句）。

### SQL CREATE TABLE + CONSTRAINT 语法

CREATE TABLE table\_name  
(  
column\_name1 data\_type(size) constraint\_name,  
column\_name2 data\_type(size) constraint\_name,  
column\_name3 data\_type(size) constraint\_name,  
....  
);

在 SQL 中，我们有如下约束：

* **NOT NULL** - 指示某列不能存储 NULL 值。
* **UNIQUE** - 保证某列的每行必须有唯一的值。
* **PRIMARY KEY** - NOT NULL 和 UNIQUE 的结合。确保某列（或两个列多个列的结合）有唯一标识，有助于更容易更快速地找到表中的一个特定的记录。
* **FOREIGN KEY** - 保证一个表中的数据匹配另一个表中的值的参照完整性。
* **CHECK** - 保证列中的值符合指定的条件。
* **DEFAULT** - 规定没有给列赋值时的默认值。

在下面的章节，我们会详细讲解每一种约束。

**SQL NOT NULL 约束**

在默认的情况下，表的列接受 NULL 值。

**SQL NOT NULL 约束**

NOT NULL 约束强制列不接受 NULL 值。

NOT NULL 约束强制字段始终包含值。这意味着，如果不向字段添加值，就无法插入新记录或者更新记录。

下面的 SQL 强制 "P\_Id" 列和 "LastName" 列不接受 NULL 值：

CREATE TABLE Persons  
(  
P\_Id int NOT NULL,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255)  
)

**SQL UNIQUE 约束**

**SQL UNIQUE 约束**

UNIQUE 约束唯一标识数据库表中的每条记录。

UNIQUE 和 PRIMARY KEY 约束均为列或列集合提供了唯一性的保证。

PRIMARY KEY 约束拥有自动定义的 UNIQUE 约束。

请注意，每个表可以有多个 UNIQUE 约束，但是每个表只能有一个 PRIMARY KEY 约束。

**CREATE TABLE 时的 SQL UNIQUE 约束**

下面的 SQL 在 "Persons" 表创建时在 "P\_Id" 列上创建 UNIQUE 约束：

**MySQL：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255),  
UNIQUE (P\_Id)  
)

**SQL Server / Oracle / MS Access：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL UNIQUE,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255)  
)

如需命名 UNIQUE 约束，并定义多个列的 UNIQUE 约束，请使用下面的 SQL 语法：

**MySQL / SQL Server / Oracle / MS Access：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255),  
CONSTRAINT uc\_PersonID UNIQUE (P\_Id,LastName)  
)

**ALTER TABLE 时的 SQL UNIQUE 约束**

当表已被创建时，如需在 "P\_Id" 列创建 UNIQUE 约束，请使用下面的 SQL：

**MySQL / SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
ADD UNIQUE (P\_Id)

如需命名 UNIQUE 约束，并定义多个列的 UNIQUE 约束，请使用下面的 SQL 语法：

**MySQL / SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
ADD CONSTRAINT uc\_PersonID UNIQUE (P\_Id,LastName)

**撤销 UNIQUE 约束**

如需撤销 UNIQUE 约束，请使用下面的 SQL：

**MySQL：**

ALTER TABLE Persons  
DROP INDEX uc\_PersonID

**SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
DROP CONSTRAINT uc\_PersonID

**SQL PRIMARY KEY 约束**

**SQL PRIMARY KEY 约束**

PRIMARY KEY 约束唯一标识数据库表中的每条记录。

主键必须包含唯一的值。

主键列不能包含 NULL 值。

每个表都应该有一个主键，并且每个表只能有一个主键。

**CREATE TABLE 时的 SQL PRIMARY KEY 约束**

下面的 SQL 在 "Persons" 表创建时在 "P\_Id" 列上创建 PRIMARY KEY 约束：

**MySQL：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255),  
PRIMARY KEY (P\_Id)  
)

**SQL Server / Oracle / MS Access：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL PRIMARY KEY,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255)  
)

如需命名 PRIMARY KEY 约束，并定义多个列的 PRIMARY KEY 约束，请使用下面的 SQL 语法：

**MySQL / SQL Server / Oracle / MS Access：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255),  
CONSTRAINT pk\_PersonID PRIMARY KEY (P\_Id,LastName)  
)

**注释：**在上面的实例中，只有一个主键 PRIMARY KEY（pk\_PersonID）。然而，pk\_PersonID 的值是由两个列（P\_Id 和 LastName）组成的。

**ALTER TABLE 时的 SQL PRIMARY KEY 约束**

当表已被创建时，如需在 "P\_Id" 列创建 PRIMARY KEY 约束，请使用下面的 SQL：

**MySQL / SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
ADD PRIMARY KEY (P\_Id)

如需命名 PRIMARY KEY 约束，并定义多个列的 PRIMARY KEY 约束，请使用下面的 SQL 语法：

**MySQL / SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
ADD CONSTRAINT pk\_PersonID PRIMARY KEY (P\_Id,LastName)

**注释：**如果您使用 ALTER TABLE 语句添加主键，必须把主键列声明为不包含 NULL 值（在表首次创建时）。

**撤销 PRIMARY KEY 约束**

如需撤销 PRIMARY KEY 约束，请使用下面的 SQL：

**MySQL：**

ALTER TABLE Persons  
DROP PRIMARY KEY

**SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
DROP CONSTRAINT pk\_PersonID

**SQL FOREIGN KEY 约束**

**SQL FOREIGN KEY 约束**

一个表中的 FOREIGN KEY 指向另一个表中的 PRIMARY KEY。

让我们通过一个实例来解释外键。请看下面两个表：

"Persons" 表：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **P\_Id** | **LastName** | **FirstName** | **Address** | **City** |
| 1 | Hansen | Ola | Timoteivn 10 | Sandnes |
| 2 | Svendson | Tove | Borgvn 23 | Sandnes |
| 3 | Pettersen | Kari | Storgt 20 | Stavanger |

"Orders" 表：

|  |  |  |
| --- | --- | --- |
| **O\_Id** | **OrderNo** | **P\_Id** |
| 1 | 77895 | 3 |
| 2 | 44678 | 3 |
| 3 | 22456 | 2 |
| 4 | 24562 | 1 |

请注意，"Orders" 表中的 "P\_Id" 列指向 "Persons" 表中的 "P\_Id" 列。

"Persons" 表中的 "P\_Id" 列是 "Persons" 表中的 PRIMARY KEY。

"Orders" 表中的 "P\_Id" 列是 "Orders" 表中的 FOREIGN KEY。

FOREIGN KEY 约束用于预防破坏表之间连接的行为。

FOREIGN KEY 约束也能防止非法数据插入外键列，因为它必须是它指向的那个表中的值之一。

**CREATE TABLE 时的 SQL FOREIGN KEY 约束**

下面的 SQL 在 "Orders" 表创建时在 "P\_Id" 列上创建 FOREIGN KEY 约束：

**MySQL：**

CREATE TABLE Orders  
(  
O\_Id int NOT NULL,  
OrderNo int NOT NULL,  
P\_Id int,  
PRIMARY KEY (O\_Id),  
FOREIGN KEY (P\_Id) REFERENCES Persons(P\_Id)  
)

**SQL Server / Oracle / MS Access：**

CREATE TABLE Orders  
(  
O\_Id int NOT NULL PRIMARY KEY,  
OrderNo int NOT NULL,  
P\_Id int FOREIGN KEY REFERENCES Persons(P\_Id)  
)

如需命名 FOREIGN KEY 约束，并定义多个列的 FOREIGN KEY 约束，请使用下面的 SQL 语法：

**MySQL / SQL Server / Oracle / MS Access：**

CREATE TABLE Orders  
(  
O\_Id int NOT NULL,  
OrderNo int NOT NULL,  
P\_Id int,  
PRIMARY KEY (O\_Id),  
CONSTRAINT fk\_PerOrders FOREIGN KEY (P\_Id)  
REFERENCES Persons(P\_Id)  
)

**ALTER TABLE 时的 SQL FOREIGN KEY 约束**

当 "Orders" 表已被创建时，如需在 "P\_Id" 列创建 FOREIGN KEY 约束，请使用下面的 SQL：

**MySQL / SQL Server / Oracle / MS Access：**

ALTER TABLE Orders  
ADD FOREIGN KEY (P\_Id)  
REFERENCES Persons(P\_Id)

如需命名 FOREIGN KEY 约束，并定义多个列的 FOREIGN KEY 约束，请使用下面的 SQL 语法：

**MySQL / SQL Server / Oracle / MS Access：**

ALTER TABLE Orders  
ADD CONSTRAINT fk\_PerOrders  
FOREIGN KEY (P\_Id)  
REFERENCES Persons(P\_Id)

**撤销 FOREIGN KEY 约束**

如需撤销 FOREIGN KEY 约束，请使用下面的 SQL：

**MySQL：**

ALTER TABLE Orders  
DROP FOREIGN KEY fk\_PerOrders

**SQL Server / Oracle / MS Access：**

ALTER TABLE Orders  
DROP CONSTRAINT fk\_PerOrders

**SQL CHECK 约束**

**SQL CHECK 约束**

CHECK 约束用于限制列中的值的范围。

如果对单个列定义 CHECK 约束，那么该列只允许特定的值。

如果对一个表定义 CHECK 约束，那么此约束会基于行中其他列的值在特定的列中对值进行限制。

**CREATE TABLE 时的 SQL CHECK 约束**

下面的 SQL 在 "Persons" 表创建时在 "P\_Id" 列上创建 CHECK 约束。CHECK 约束规定 "P\_Id" 列必须只包含大于 0 的整数。

**MySQL：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255),  
CHECK (P\_Id>0)  
)

**SQL Server / Oracle / MS Access：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL CHECK (P\_Id>0),  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255)  
)

如需命名 CHECK 约束，并定义多个列的 CHECK 约束，请使用下面的 SQL 语法：

**MySQL / SQL Server / Oracle / MS Access：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255),  
CONSTRAINT chk\_Person CHECK (P\_Id>0 AND City='Sandnes')  
)

**ALTER TABLE 时的 SQL CHECK 约束**

当表已被创建时，如需在 "P\_Id" 列创建 CHECK 约束，请使用下面的 SQL：

**MySQL / SQL Server / Oracle / MS Access:**

ALTER TABLE Persons  
ADD CHECK (P\_Id>0)

如需命名 CHECK 约束，并定义多个列的 CHECK 约束，请使用下面的 SQL 语法：

**MySQL / SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
ADD CONSTRAINT chk\_Person CHECK (P\_Id>0 AND City='Sandnes')

**撤销 CHECK 约束**

如需撤销 CHECK 约束，请使用下面的 SQL：

**SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
DROP CONSTRAINT chk\_Person

**MySQL：**

ALTER TABLE Persons  
DROP CHECK chk\_Person

**SQL DEFAULT 约束**

**SQL DEFAULT 约束**

DEFAULT 约束用于向列中插入默认值。

如果没有规定其他的值，那么会将默认值添加到所有的新记录。

**CREATE TABLE 时的 SQL DEFAULT 约束**

下面的 SQL 在 "Persons" 表创建时在 "City" 列上创建 DEFAULT 约束：

**My SQL / SQL Server / Oracle / MS Access：**

CREATE TABLE Persons  
(  
P\_Id int NOT NULL,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255) DEFAULT 'Sandnes'  
)

通过使用类似 GETDATE() 这样的函数，DEFAULT 约束也可以用于插入系统值：

CREATE TABLE Orders  
(  
O\_Id int NOT NULL,  
OrderNo int NOT NULL,  
P\_Id int,  
OrderDate date DEFAULT GETDATE()  
)

**ALTER TABLE 时的 SQL DEFAULT 约束**

当表已被创建时，如需在 "City" 列创建 DEFAULT 约束，请使用下面的 SQL：

**MySQL：**

ALTER TABLE Persons  
ALTER City SET DEFAULT 'SANDNES'

**SQL Server / MS Access：**

ALTER TABLE Persons  
ALTER COLUMN City SET DEFAULT 'SANDNES'

**Oracle：**

ALTER TABLE Persons  
MODIFY City DEFAULT 'SANDNES'

**撤销 DEFAULT 约束**

如需撤销 DEFAULT 约束，请使用下面的 SQL：

**MySQL：**

ALTER TABLE Persons  
ALTER City DROP DEFAULT

**SQL Server / Oracle / MS Access：**

ALTER TABLE Persons  
ALTER COLUMN City DROP DEFAULT

# SQL CREATE INDEX 语句

CREATE INDEX 语句用于在表中创建索引。

在不读取整个表的情况下，索引使数据库应用程序可以更快地查找数据。

## 索引

您可以在表中创建索引，以便更加快速高效地查询数据。

用户无法看到索引，它们只能被用来加速搜索/查询。

**注释：**更新一个包含索引的表需要比更新一个没有索引的表花费更多的时间，这是由于索引本身也需要更新。因此，理想的做法是仅仅在常常被搜索的列（以及表）上面创建索引。

### SQL CREATE INDEX 语法

在表上创建一个简单的索引。允许使用重复的值：

CREATE INDEX index\_name  
ON table\_name (column\_name)

### SQL CREATE UNIQUE INDEX 语法

在表上创建一个唯一的索引。不允许使用重复的值：唯一的索引意味着两个行不能拥有相同的索引值。Creates a unique index on a table. Duplicate values are not allowed:

CREATE UNIQUE INDEX index\_name  
ON table\_name (column\_name)

**注释：**用于创建索引的语法在不同的数据库中不一样。因此，检查您的数据库中创建索引的语法。

## CREATE INDEX 实例

下面的 SQL 语句在 "Persons" 表的 "LastName" 列上创建一个名为 "PIndex" 的索引：

CREATE INDEX PIndex  
ON Persons (LastName)

如果您希望索引不止一个列，您可以在括号中列出这些列的名称，用逗号隔开：

CREATE INDEX PIndex  
ON Persons (LastName, FirstName)

# SQL 撤销索引、撤销表以及撤销数据库

通过使用 DROP 语句，可以轻松地删除索引、表和数据库。

## DROP INDEX 语句

DROP INDEX 语句用于删除表中的索引。

### 用于 MS Access 的 DROP INDEX 语法：

DROP INDEX index\_name ON table\_name

### 用于 MS SQL Server 的 DROP INDEX 语法：

DROP INDEX table\_name.index\_name

### 用于 DB2/Oracle 的 DROP INDEX 语法：

DROP INDEX index\_name

### 用于 MySQL 的 DROP INDEX 语法：

ALTER TABLE table\_name DROP INDEX index\_name

## DROP TABLE 语句

DROP TABLE 语句用于删除表。

DROP TABLE table\_name

## DROP DATABASE 语句

DROP DATABASE 语句用于删除数据库。

DROP DATABASE database\_name

## TRUNCATE TABLE 语句

如果我们仅仅需要删除表内的数据，但并不删除表本身，那么我们该如何做呢？

请使用 TRUNCATE TABLE 语句：

TRUNCATE TABLE table\_name

# SQL ALTER TABLE 语句

## ALTER TABLE 语句

ALTER TABLE 语句用于在已有的表中添加、删除或修改列。

### SQL ALTER TABLE 语法

如需在表中添加列，请使用下面的语法:

ALTER TABLE table\_name  
ADD column\_name datatype

如需删除表中的列，请使用下面的语法（请注意，某些数据库系统不允许这种在数据库表中删除列的方式）：

ALTER TABLE table\_name  
DROP COLUMN column\_name

要改变表中列的数据类型，请使用下面的语法：

**SQL Server / MS Access：**

ALTER TABLE table\_name  
ALTER COLUMN column\_name datatype

**My SQL / Oracle：**

ALTER TABLE table\_name  
MODIFY COLUMN column\_name datatype

## SQL ALTER TABLE 实例

请看 "Persons" 表：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **P\_Id** | **LastName** | **FirstName** | **Address** | **City** |
| 1 | Hansen | Ola | Timoteivn 10 | Sandnes |
| 2 | Svendson | Tove | Borgvn 23 | Sandnes |
| 3 | Pettersen | Kari | Storgt 20 | Stavanger |

现在，我们想在 "Persons" 表中添加一个名为 "DateOfBirth" 的列。

我们使用下面的 SQL 语句：

ALTER TABLE Persons  
ADD DateOfBirth date

请注意，新列 "DateOfBirth" 的类型是 date，可以存放日期。数据类型规定列中可以存放的数据的类型。如需了解 MS Access、MySQL 和 SQL Server 中可用的数据类型，请访问我们完整的 [数据类型参考手册](http://www.w3cschool.cc/sql/sql-datatypes.html)。

现在，"Persons" 表将如下所示：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **P\_Id** | **LastName** | **FirstName** | **Address** | **City** | **DateOfBirth** |
| 1 | Hansen | Ola | Timoteivn 10 | Sandnes |  |
| 2 | Svendson | Tove | Borgvn 23 | Sandnes |  |
| 3 | Pettersen | Kari | Storgt 20 | Stavanger |  |

## 改变数据类型实例

现在，我们想要改变 "Persons" 表中 "DateOfBirth" 列的数据类型。

我们使用下面的 SQL 语句：

ALTER TABLE Persons  
ALTER COLUMN DateOfBirth year

请注意，现在 "DateOfBirth" 列的类型是 year，可以存放 2 位或 4 位格式的年份。

## DROP COLUMN 实例

接下来，我们想要删除 "Person" 表中的 "DateOfBirth" 列。

我们使用下面的 SQL 语句：

ALTER TABLE Persons  
DROP COLUMN DateOfBirth

现在，"Persons" 表将如下所示：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **P\_Id** | **LastName** | **FirstName** | **Address** | **City** |
| 1 | Hansen | Ola | Timoteivn 10 | Sandnes |
| 2 | Svendson | Tove | Borgvn 23 | Sandnes |
| 3 | Pettersen | Kari | Storgt 20 | Stavanger |

**SQL AUTO INCREMENT 字段**

Auto-increment 会在新记录插入表中时生成一个唯一的数字。

**AUTO INCREMENT 字段**

我们通常希望在每次插入新记录时，自动地创建主键字段的值。

我们可以在表中创建一个 auto-increment 字段。

**用于 MySQL 的语法**

下面的 SQL 语句把 "Persons" 表中的 "ID" 列定义为 auto-increment 主键字段：

CREATE TABLE Persons  
(  
ID int NOT NULL AUTO\_INCREMENT,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255),  
PRIMARY KEY (ID)  
)

MySQL 使用 AUTO\_INCREMENT 关键字来执行 auto-increment 任务。

默认地，AUTO\_INCREMENT 的开始值是 1，每条新记录递增 1。

要让 AUTO\_INCREMENT 序列以其他的值起始，请使用下面的 SQL 语法：

ALTER TABLE Persons AUTO\_INCREMENT=100

要在 "Persons" 表中插入新记录，我们不必为 "ID" 列规定值（会自动添加一个唯一的值）：

INSERT INTO Persons (FirstName,LastName)  
VALUES ('Lars','Monsen')

上面的 SQL 语句会在 "Persons" 表中插入一条新记录。"ID" 列会被赋予一个唯一的值。"FirstName" 列会被设置为 "Lars"，"LastName" 列会被设置为 "Monsen"。

**用于 SQL Server 的语法**

下面的 SQL 语句把 "Persons" 表中的 "ID" 列定义为 auto-increment 主键字段：

CREATE TABLE Persons  
(  
ID int IDENTITY(1,1) PRIMARY KEY,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255)  
)

MS SQL Server 使用 IDENTITY 关键字来执行 auto-increment 任务。

在上面的实例中，IDENTITY 的开始值是 1，每条新记录递增 1。

**提示：**要规定 "ID" 列以 10 起始且递增 5，请把 identity 改为 IDENTITY(10,5)。

要在 "Persons" 表中插入新记录，我们不必为 "ID" 列规定值（会自动添加一个唯一的值）：

INSERT INTO Persons (FirstName,LastName)  
VALUES ('Lars','Monsen')

上面的 SQL 语句会在 "Persons" 表中插入一条新记录。"ID" 列会被赋予一个唯一的值。"FirstName" 列会被设置为 "Lars"，"LastName" 列会被设置为 "Monsen"。

**用于 Access 的语法**

下面的 SQL 语句把 "Persons" 表中的 "ID" 列定义为 auto-increment 主键字段：

CREATE TABLE Persons  
(  
ID Integer PRIMARY KEY AUTOINCREMENT,  
LastName varchar(255) NOT NULL,  
FirstName varchar(255),  
Address varchar(255),  
City varchar(255)  
)

MS Access 使用 AUTOINCREMENT 关键字来执行 auto-increment 任务。

默认地，AUTOINCREMENT 的开始值是 1，每条新记录递增 1。

**提示：**要规定 "ID" 列以 10 起始且递增 5，请把 autoincrement 改为 AUTOINCREMENT(10,5)。

要在 "Persons" 表中插入新记录，我们不必为 "ID" 列规定值（会自动添加一个唯一的值）：

INSERT INTO Persons (FirstName,LastName)  
VALUES ('Lars','Monsen')

上面的 SQL 语句会在 "Persons" 表中插入一条新记录。"ID" 列会被赋予一个唯一的值。"FirstName" 列会被设置为 "Lars"，"LastName" 列会被设置为 "Monsen"。

**语法 for Oracle**

在 Oracle 中，代码稍微复杂一点。

您必须通过 sequence 对象（该对象生成数字序列）创建 auto-increment 字段。

请使用下面的 CREATE SEQUENCE 语法：

CREATE SEQUENCE seq\_person  
MINVALUE 1  
START WITH 1  
INCREMENT BY 1  
CACHE 10

上面的代码创建一个名为 seq\_person 的 sequence 对象，它以 1 起始且以 1 递增。该对象缓存 10 个值以提高性能。cache 选项规定了为了提高访问速度要存储多少个序列值。

要在 "Persons" 表中插入新记录，我们必须使用 nextval 函数（该函数从 seq\_person 序列中取回下一个值）：

INSERT INTO Persons (ID,FirstName,LastName)  
VALUES (seq\_person.nextval,'Lars','Monsen')

上面的 SQL 语句会在 "Persons" 表中插入一条新记录。"ID" 列会被赋值为来自 seq\_person 序列的下一个数字。"FirstName"列 会被设置为 "Lars"，"LastName" 列会被设置为 "Monsen"。

# SQL 视图（Views）

视图是可视化的表。

本章讲解如何创建、更新和删除视图。

## SQL CREATE VIEW 语句

在 SQL 中，视图是基于 SQL 语句的结果集的可视化的表。

视图包含行和列，就像一个真实的表。视图中的字段就是来自一个或多个数据库中的真实的表中的字段。

您可以向视图添加 SQL 函数、WHERE 以及 JOIN 语句，也可以呈现数据，就像这些数据来自于某个单一的表一样。

### SQL CREATE VIEW 语法

CREATE VIEW view\_name AS  
SELECT column\_name(s)  
FROM table\_name  
WHERE condition

**注释：**视图总是显示最新的数据！每当用户查询视图时，数据库引擎通过使用视图的 SQL 语句重建数据。

## SQL CREATE VIEW 实例

样本数据库 Northwind 拥有一些被默认安装的视图。

视图 "Current Product List" 会从 "Products" 表列出所有正在使用的产品（未停产的产品）。这个视图使用下面的 SQL 创建：

CREATE VIEW [Current Product List] AS  
SELECT ProductID,ProductName  
FROM Products  
WHERE Discontinued=No

我们可以像这样查询上面这个视图：

SELECT \* FROM [Current Product List]

Northwind 样本数据库的另一个视图会选取 "Products" 表中所有单位价格高于平均单位价格的产品：

CREATE VIEW [Products Above Average Price] AS  
SELECT ProductName,UnitPrice  
FROM Products  
WHERE UnitPrice>(SELECT AVG(UnitPrice) FROM Products)

我们可以像这样查询上面这个视图：

SELECT \* FROM [Products Above Average Price]

Northwind 样本数据库的另一个视图会计算在 1997 年每个种类的销售总数。请注意，这个视图会从另一个名为 "Product Sales for 1997" 的视图那里选取数据：

CREATE VIEW [Category Sales For 1997] AS  
SELECT DISTINCT CategoryName,Sum(ProductSales) AS CategorySales  
FROM [Product Sales for 1997]  
GROUP BY CategoryName

我们可以像这样查询上面这个视图：

SELECT \* FROM [Category Sales For 1997]

我们也可以向查询添加条件。现在，我们仅仅需要查看 "Beverages" 类的销售总数：

SELECT \* FROM [Category Sales For 1997]  
WHERE CategoryName='Beverages'

## SQL 更新视图

您可以使用下面的语法来更新视图：

### SQL CREATE OR REPLACE VIEW 语法

CREATE OR REPLACE VIEW view\_name AS  
SELECT column\_name(s)  
FROM table\_name  
WHERE condition

现在，我们希望向 "Current Product List" 视图添加 "Category" 列。我们将通过下列 SQL 更新视图：

CREATE VIEW [Current Product List] AS  
SELECT ProductID,ProductName,Category  
FROM Products  
WHERE Discontinued=No

## SQL 撤销视图

您可以通过 DROP VIEW 命令来删除视图。

### SQL DROP VIEW 语法

DROP VIEW view\_name

# SQL Date 函数

## SQL 日期（Dates）
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只要您的数据包含的只是日期部分，运行查询就不会出问题。但是，如果涉及时间部分，情况就有点复杂了。

在讨论日期查询的复杂性之前，我们先来看看最重要的内建日期处理函数。

## MySQL Date 函数

下面的表格列出了 MySQL 中最重要的内建日期函数：

|  |  |
| --- | --- |
| **函数** | **描述** |
| [NOW()](http://www.w3cschool.cc/sql/func-now.html) | 返回当前的日期和时间 |
| [CURDATE()](http://www.w3cschool.cc/sql/func-curdate.html) | 返回当前的日期 |
| [CURTIME()](http://www.w3cschool.cc/sql/func-curtime.html) | 返回当前的时间 |
| [DATE()](http://www.w3cschool.cc/sql/func-date.html) | 提取日期或日期/时间表达式的日期部分 |
| [EXTRACT()](http://www.w3cschool.cc/sql/func-extract.html) | 返回日期/时间的单独部分 |
| [DATE\_ADD()](http://www.w3cschool.cc/sql/func-date-add.html) | 向日期添加指定的时间间隔 |
| [DATE\_SUB()](http://www.w3cschool.cc/sql/func-date-sub.html) | 从日期减去指定的时间间隔 |
| [DATEDIFF()](http://www.w3cschool.cc/sql/func-datediff-mysql.html) | 返回两个日期之间的天数 |
| [DATE\_FORMAT()](http://www.w3cschool.cc/sql/func-date-format.html) | 用不同的格式显示日期/时间 |

## SQL Server Date 函数

下面的表格列出了 SQL Server 中最重要的内建日期函数：

|  |  |
| --- | --- |
| **函数** | **描述** |
| [GETDATE()](http://www.w3cschool.cc/sql/func-getdate.html) | 返回当前的日期和时间 |
| [DATEPART()](http://www.w3cschool.cc/sql/func-datepart.html) | 返回日期/时间的单独部分 |
| [DATEADD()](http://www.w3cschool.cc/sql/func-dateadd.html) | 在日期中添加或减去指定的时间间隔 |
| [DATEDIFF()](http://www.w3cschool.cc/sql/func-datediff.html) | 返回两个日期之间的时间 |
| [CONVERT()](http://www.w3cschool.cc/sql/func-convert.html) | 用不同的格式显示日期/时间 |

## SQL Date 数据类型

**MySQL** 使用下列数据类型在数据库中存储日期或日期/时间值：

* DATE - 格式：YYYY-MM-DD
* DATETIME - 格式：YYYY-MM-DD HH:MM:SS
* TIMESTAMP - 格式：YYYY-MM-DD HH:MM:SS
* YEAR - 格式：YYYY 或 YY

**SQL Server** 使用下列数据类型在数据库中存储日期或日期/时间值：

* DATE - 格式：YYYY-MM-DD
* DATETIME - 格式：YYYY-MM-DD HH:MM:SS
* SMALLDATETIME - 格式：YYYY-MM-DD HH:MM:SS
* TIMESTAMP - 格式：唯一的数字

**注释：**当您在数据库中创建一个新表时，需要为列选择数据类型！

如需了解所有可用的数据类型，请访问我们完整的 [数据类型参考手册](http://www.w3cschool.cc/sql/sql-datatypes.html)。

## SQL 日期处理
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假设我们有如下的 "Orders" 表：

|  |  |  |
| --- | --- | --- |
| **OrderId** | **ProductName** | **OrderDate** |
| 1 | Geitost | 2008-11-11 |
| 2 | Camembert Pierrot | 2008-11-09 |
| 3 | Mozzarella di Giovanni | 2008-11-11 |
| 4 | Mascarpone Fabioli | 2008-10-29 |

现在，我们希望从上表中选取 OrderDate 为 "2008-11-11" 的记录。

我们使用下面的 SELECT 语句：

SELECT \* FROM Orders WHERE OrderDate='2008-11-11'

结果集如下所示：

|  |  |  |
| --- | --- | --- |
| **OrderId** | **ProductName** | **OrderDate** |
| 1 | Geitost | 2008-11-11 |
| 3 | Mozzarella di Giovanni | 2008-11-11 |

现在，假设 "Orders" 表如下所示（请注意 "OrderDate" 列中的时间部分）：

|  |  |  |
| --- | --- | --- |
| **OrderId** | **ProductName** | **OrderDate** |
| 1 | Geitost | 2008-11-11 13:23:44 |
| 2 | Camembert Pierrot | 2008-11-09 15:45:21 |
| 3 | Mozzarella di Giovanni | 2008-11-11 11:12:01 |
| 4 | Mascarpone Fabioli | 2008-10-29 14:56:59 |

如果我们使用和上面一样的 SELECT 语句：

SELECT \* FROM Orders WHERE OrderDate='2008-11-11'

那么我们将得不到结果！这是由于该查询的日期不含有时间部分。

**提示：**如果您希望使查询简单且更易维护，那么请不要在日期中使用时间部分！

**SQL NULL 值**

NULL 值代表遗漏的未知数据。

默认地，表的列可以存放 NULL 值。

本章讲解 IS NULL 和 IS NOT NULL 操作符。

**SQL NULL 值**

如果表中的某个列是可选的，那么我们可以在不向该列添加值的情况下插入新记录或更新已有的记录。这意味着该字段将以 NULL 值保存。

NULL 值的处理方式与其他值不同。

NULL 用作未知的或不适用的值的占位符。
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**SQL 的 NULL 值处理**

请看下面的 "Persons" 表：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **P\_Id** | **LastName** | **FirstName** | **Address** | **City** |
| 1 | Hansen | Ola |  | Sandnes |
| 2 | Svendson | Tove | Borgvn 23 | Sandnes |
| 3 | Pettersen | Kari |  | Stavanger |

假如 "Persons" 表中的 "Address" 列是可选的。这意味着如果在 "Address" 列插入一条不带值的记录，"Address" 列会使用 NULL 值保存。

那么我们如何测试 NULL 值呢？

无法使用比较运算符来测试 NULL 值，比如 =、< 或 <>。

我们必须使用 IS NULL 和 IS NOT NULL 操作符。

**SQL IS NULL**

我们如何仅仅选取在 "Address" 列中带有 NULL 值的记录呢？

我们必须使用 IS NULL 操作符：

SELECT LastName,FirstName,Address FROM Persons  
WHERE Address IS NULL

结果集如下所示：

|  |  |  |
| --- | --- | --- |
| **LastName** | **FirstName** | **Address** |
| Hansen | Ola |  |
| Pettersen | Kari |  |
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**SQL IS NOT NULL**

我们如何仅仅选取在 "Address" 列中不带有 NULL 值的记录呢？

我们必须使用 IS NOT NULL 操作符：

SELECT LastName,FirstName,Address FROM Persons  
WHERE Address IS NOT NULL

结果集如下所示：

|  |  |  |
| --- | --- | --- |
| **LastName** | **FirstName** | **Address** |
| Svendson | Tove | Borgvn 23 |

在下一节中，我们了解 ISNULL()、NVL()、IFNULL() 和 COALESCE() 函数。

**SQL NULL 函数**

**SQL ISNULL()、NVL()、IFNULL() 和 COALESCE() 函数**

请看下面的 "Products" 表：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **P\_Id** | **ProductName** | **UnitPrice** | **UnitsInStock** | **UnitsOnOrder** |
| 1 | Jarlsberg | 10.45 | 16 | 15 |
| 2 | Mascarpone | 32.56 | 23 |  |
| 3 | Gorgonzola | 15.67 | 9 | 20 |

假如 "UnitsOnOrder" 是可选的，而且可以包含 NULL 值。

我们使用下面的 SELECT 语句：

SELECT ProductName,UnitPrice\*(UnitsInStock+UnitsOnOrder)  
FROM Products

在上面的实例中，如果有 "UnitsOnOrder" 值是 NULL，那么结果是 NULL。

微软的 ISNULL() 函数用于规定如何处理 NULL 值。

NVL()、IFNULL() 和 COALESCE() 函数也可以达到相同的结果。

在这里，我们希望 NULL 值为 0。

下面，如果 "UnitsOnOrder" 是 NULL，则不会影响计算，因为如果值是 NULL 则 ISNULL() 返回 0：

**SQL Server / MS Access**

SELECT ProductName,UnitPrice\*(UnitsInStock+ISNULL(UnitsOnOrder,0))  
FROM Products

**Oracle**

Oracle 没有 ISNULL() 函数。不过，我们可以使用 NVL() 函数达到相同的结果：

SELECT ProductName,UnitPrice\*(UnitsInStock+NVL(UnitsOnOrder,0))  
FROM Products

**MySQL**

MySQL 也拥有类似 ISNULL() 的函数。不过它的工作方式与微软的 ISNULL() 函数有点不同。

在 MySQL 中，我们可以使用 IFNULL() 函数，如下所示：

SELECT ProductName,UnitPrice\*(UnitsInStock+IFNULL(UnitsOnOrder,0))  
FROM Products

或者我们可以使用 COALESCE() 函数，如下所示：

SELECT ProductName,UnitPrice\*(UnitsInStock+COALESCE(UnitsOnOrder,0))  
FROM Products

**SQL 通用数据类型**

数据类型定义列中存放的值的种类。

**SQL 通用数据类型**

数据库表中的每个列都要求有名称和数据类型。Each column in a database table is required to have a name and a data type.

SQL 开发人员必须在创建 SQL 表时决定表中的每个列将要存储的数据的类型。数据类型是一个标签，是便于 SQL 了解每个列期望存储什么类型的数据的指南，它也标识了 SQL 如何与存储的数据进行交互。

下面的表格列出了 SQL 中通用的数据类型：

|  |  |
| --- | --- |
| **数据类型** | **描述** |
| CHARACTER(n) | 字符/字符串。固定长度 n。 |
| VARCHAR(n) 或 CHARACTER VARYING(n) | 字符/字符串。可变长度。最大长度 n。 |
| BINARY(n) | 二进制串。固定长度 n。 |
| BOOLEAN | 存储 TRUE 或 FALSE 值 |
| VARBINARY(n) 或 BINARY VARYING(n) | 二进制串。可变长度。最大长度 n。 |
| INTEGER(p) | 整数值（没有小数点）。精度 p。 |
| SMALLINT | 整数值（没有小数点）。精度 5。 |
| INTEGER | 整数值（没有小数点）。精度 10。 |
| BIGINT | 整数值（没有小数点）。精度 19。 |
| DECIMAL(p,s) | 精确数值，精度 p，小数点后位数 s。例如：decimal(5,2) 是一个小数点前有 3 位数小数点后有 2 位数的数字。 |
| NUMERIC(p,s) | 精确数值，精度 p，小数点后位数 s。（与 DECIMAL 相同） |
| FLOAT(p) | 近似数值，尾数精度 p。一个采用以 10 为基数的指数计数法的浮点数。该类型的 size 参数由一个指定最小精度的单一数字组成。 |
| REAL | 近似数值，尾数精度 7。 |
| FLOAT | 近似数值，尾数精度 16。 |
| DOUBLE PRECISION | 近似数值，尾数精度 16。 |
| DATE | 存储年、月、日的值。 |
| TIME | 存储小时、分、秒的值。 |
| TIMESTAMP | 存储年、月、日、小时、分、秒的值。 |
| INTERVAL | 由一些整数字段组成，代表一段时间，取决于区间的类型。 |
| ARRAY | 元素的固定长度的有序集合 |
| MULTISET | 元素的可变长度的无序集合 |
| XML | 存储 XML 数据 |

**SQL 数据类型快速参考手册**

然而，不同的数据库对数据类型定义提供不同的选择。

下面的表格显示了各种不同的数据库平台上一些数据类型的通用名称：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **数据类型** | **Access** | **SQLServer** | **Oracle** | **MySQL** | **PostgreSQL** |
| *boolean* | Yes/No | Bit | Byte | N/A | Boolean |
| *integer* | Number (integer) | Int | Number | Int Integer | Int Integer |
| *float* | Number (single) | Float Real | Number | Float | Numeric |
| *currency* | Currency | Money | N/A | N/A | Money |
| *string (fixed)* | N/A | Char | Char | Char | Char |
| *string (variable)* | Text (<256) Memo (65k+) | Varchar | Varchar Varchar2 | Varchar | Varchar |
| *binary object* | OLE Object Memo | Binary (fixed up to 8K) Varbinary (<8K) Image (<2GB) | Long Raw | Blob Text | Binary Varbinary |

|  |  |
| --- | --- |
| **lamp** | **注释：**在不同的数据库中，同一种数据类型可能有不同的名称。即使名称相同，尺寸和其他细节也可能不同！ **请总是检查文档！** |

**SQL 用于各种数据库的数据类型**

Microsoft Access、MySQL 和 SQL Server 所使用的数据类型和范围。

**Microsoft Access 数据类型**

|  |  |  |
| --- | --- | --- |
| **数据类型** | **描述** | **存储** |
| Text | 用于文本或文本与数字的组合。最多 255 个字符。 |  |
| Memo | Memo 用于更大数量的文本。最多存储 65,536 个字符。**注释：**无法对 memo 字段进行排序。不过它们是可搜索的。 |  |
| Byte | 允许 0 到 255 的数字。 | 1 字节 |
| Integer | 允许介于 -32,768 与 32,767 之间的全部数字。 | 2 字节 |
| Long | 允许介于 -2,147,483,648 与 2,147,483,647 之间的全部数字。 | 4 字节 |
| Single | 单精度浮点。处理大多数小数。 | 4 字节 |
| Double | 双精度浮点。处理大多数小数。 | 8 字节 |
| Currency | 用于货币。支持 15 位的元，外加 4 位小数。**提示：**您可以选择使用哪个国家的货币。 | 8 字节 |
| AutoNumber | AutoNumber 字段自动为每条记录分配数字，通常从 1 开始。 | 4 字节 |
| Date/Time | 用于日期和时间 | 8 字节 |
| Yes/No | 逻辑字段，可以显示为 Yes/No、True/False 或 On/Off。在代码中，使用常量 True 和 False （等价于 1 和 0）。**注释：**Yes/No 字段中不允许 Null 值 | 1 比特 |
| Ole Object | 可以存储图片、音频、视频或其他 BLOBs（Binary Large OBjects）。 | 最多 1GB |
| Hyperlink | 包含指向其他文件的链接，包括网页。 |  |
| Lookup Wizard | 允许您创建一个可从下拉列表中进行选择的选项列表。 | 4 字节 |

**MySQL 数据类型**

在 MySQL 中，有三种主要的类型：Text（文本）、Number（数字）和 Date/Time（日期/时间）类型。

**Text 类型：**

|  |  |
| --- | --- |
| **数据类型** | **描述** |
| CHAR(size) | 保存固定长度的字符串（可包含字母、数字以及特殊字符）。在括号中指定字符串的长度。最多 255 个字符。 |
| VARCHAR(size) | 保存可变长度的字符串（可包含字母、数字以及特殊字符）。在括号中指定字符串的最大长度。最多 255 个字符。**注释：**如果值的长度大于 255，则被转换为 TEXT 类型。 |
| TINYTEXT | 存放最大长度为 255 个字符的字符串。 |
| TEXT | 存放最大长度为 65,535 个字符的字符串。 |
| BLOB | 用于 BLOBs（Binary Large OBjects）。存放最多 65,535 字节的数据。 |
| MEDIUMTEXT | 存放最大长度为 16,777,215 个字符的字符串。 |
| MEDIUMBLOB | 用于 BLOBs（Binary Large OBjects）。存放最多 16,777,215 字节的数据。 |
| LONGTEXT | 存放最大长度为 4,294,967,295 个字符的字符串。 |
| LONGBLOB | 用于 BLOBs (Binary Large OBjects)。存放最多 4,294,967,295 字节的数据。 |
| ENUM(x,y,z,etc.) | 允许您输入可能值的列表。可以在 ENUM 列表中列出最大 65535 个值。如果列表中不存在插入的值，则插入空值。  **注释：**这些值是按照您输入的顺序排序的。  可以按照此格式输入可能的值： ENUM('X','Y','Z') |
| SET | 与 ENUM 类似，不同的是，SET 最多只能包含 64 个列表项且 SET 可存储一个以上的选择。 |

**Number 类型：**

|  |  |
| --- | --- |
| **数据类型** | **描述** |
| TINYINT(size) | -128 到 127 常规。0 到 255 无符号\*。在括号中规定最大位数。 |
| SMALLINT(size) | -32768 到 32767 常规。0 到 65535 无符号\*。在括号中规定最大位数。 |
| MEDIUMINT(size) | -8388608 到 8388607 普通。0 to 16777215 无符号\*。在括号中规定最大位数。 |
| INT(size) | -2147483648 到 2147483647 常规。0 到 4294967295 无符号\*。在括号中规定最大位数。 |
| BIGINT(size) | -9223372036854775808 到 9223372036854775807 常规。0 到 18446744073709551615 无符号\*。在括号中规定最大位数。 |
| FLOAT(size,d) | 带有浮动小数点的小数字。在 size 参数中规定最大位数。在 d 参数中规定小数点右侧的最大位数。 |
| DOUBLE(size,d) | 带有浮动小数点的大数字。在 size 参数中规定最大位数。在 d 参数中规定小数点右侧的最大位数。 |
| DECIMAL(size,d) | 作为字符串存储的 DOUBLE 类型，允许固定的小数点。在 size 参数中规定最大位数。在 d 参数中规定小数点右侧的最大位数。 |

\*这些整数类型拥有额外的选项 UNSIGNED。通常，整数可以是负数或正数。如果添加 UNSIGNED 属性，那么范围将从 0 开始，而不是某个负数。

**Date 类型：**

|  |  |
| --- | --- |
| **数据类型** | **描述** |
| DATE() | 日期。格式：YYYY-MM-DD  **注释：**支持的范围是从 '1000-01-01' 到 '9999-12-31' |
| DATETIME() | \*日期和时间的组合。格式：YYYY-MM-DD HH:MM:SS  **注释：**支持的范围是从 '1000-01-01 00:00:00' 到 '9999-12-31 23:59:59' |
| TIMESTAMP() | \*时间戳。TIMESTAMP 值使用 Unix 纪元('1970-01-01 00:00:00' UTC) 至今的秒数来存储。格式：YYYY-MM-DD HH:MM:SS  **注释：**支持的范围是从 '1970-01-01 00:00:01' UTC 到 '2038-01-09 03:14:07' UTC |
| TIME() | 时间。格式：HH:MM:SS  **注释：**支持的范围是从 '-838:59:59' 到 '838:59:59' |
| YEAR() | 2 位或 4 位格式的年。  **注释：**4 位格式所允许的值：1901 到 2155。2 位格式所允许的值：70 到 69，表示从 1970 到 2069。 |

\*即便 DATETIME 和 TIMESTAMP 返回相同的格式，它们的工作方式很不同。在 INSERT 或 UPDATE 查询中，TIMESTAMP 自动把自身设置为当前的日期和时间。TIMESTAMP 也接受不同的格式，比如 YYYYMMDDHHMMSS、YYMMDDHHMMSS、YYYYMMDD 或 YYMMDD。

**SQL Server 数据类型**

**String 类型：**

|  |  |  |
| --- | --- | --- |
| **数据类型** | **描述** | **存储** |
| char(n) | 固定长度的字符串。最多 8,000 个字符。 | Defined width |
| varchar(n) | 可变长度的字符串。最多 8,000 个字符。 | 2 bytes + number of chars |
| varchar(max) | 可变长度的字符串。最多 1,073,741,824 个字符。 | 2 bytes + number of chars |
| text | 可变长度的字符串。最多 2GB 文本数据。 | 4 bytes + number of chars |
| nchar | 固定长度的 Unicode 字符串。最多 4,000 个字符。 | Defined width x 2 |
| nvarchar | 可变长度的 Unicode 字符串。最多 4,000 个字符。 |  |
| nvarchar(max) | 可变长度的 Unicode 字符串。最多 536,870,912 个字符。 |  |
| ntext | 可变长度的 Unicode 字符串。最多 2GB 文本数据。 |  |
| bit | 允许 0、1 或 NULL |  |
| binary(n) | 固定长度的二进制字符串。最多 8,000 字节。 |  |
| varbinary | 可变长度的二进制字符串。最多 8,000 字节。 |  |
| varbinary(max) | 可变长度的二进制字符串。最多 2GB。 |  |
| image | 可变长度的二进制字符串。最多 2GB。 |  |

**Number 类型：**

|  |  |  |
| --- | --- | --- |
| **数据类型** | **描述** | **存储** |
| tinyint | 允许从 0 到 255 的所有数字。 | 1 字节 |
| smallint | 允许介于 -32,768 与 32,767 的所有数字。 | 2 字节 |
| int | 允许介于 -2,147,483,648 与 2,147,483,647 的所有数字。 | 4 字节 |
| bigint | 允许介于 -9,223,372,036,854,775,808 与 9,223,372,036,854,775,807 之间的所有数字。 | 8 字节 |
| decimal(p,s) | 固定精度和比例的数字。  允许从 -10^38 +1 到 10^38 -1 之间的数字。  p 参数指示可以存储的最大位数（小数点左侧和右侧）。p 必须是 1 到 38 之间的值。默认是 18。  s 参数指示小数点右侧存储的最大位数。s 必须是 0 到 p 之间的值。默认是 0。 | 5-17 字节 |
| numeric(p,s) | 固定精度和比例的数字。  允许从 -10^38 +1 到 10^38 -1 之间的数字。  p 参数指示可以存储的最大位数（小数点左侧和右侧）。p 必须是 1 到 38 之间的值。默认是 18。  s 参数指示小数点右侧存储的最大位数。s 必须是 0 到 p 之间的值。默认是 0。 | 5-17 字节 |
| smallmoney | 介于 -214,748.3648 与 214,748.3647 之间的货币数据。 | 4 字节 |
| money | 介于 -922,337,203,685,477.5808 与 922,337,203,685,477.5807 之间的货币数据。 | 8 字节 |
| float(n) | 从 -1.79E + 308 到 1.79E + 308 的浮动精度数字数据。  n 参数指示该字段保存 4 字节还是 8 字节。float(24) 保存 4 字节，而 float(53) 保存 8 字节。n 的默认值是 53。 | 4 或 8 字节 |
| real | 从 -3.40E + 38 到 3.40E + 38 的浮动精度数字数据。 | 4 字节 |

**Date 类型：**

|  |  |  |
| --- | --- | --- |
| **数据类型** | **描述** | **存储** |
| datetime | 从 1753 年 1 月 1 日 到 9999 年 12 月 31 日，精度为 3.33 毫秒。 | 8 字节 |
| datetime2 | 从 1753 年 1 月 1 日 到 9999 年 12 月 31 日，精度为 100 纳秒。 | 6-8 字节 |
| smalldatetime | 从 1900 年 1 月 1 日 到 2079 年 6 月 6 日，精度为 1 分钟。 | 4 字节 |
| date | 仅存储日期。从 0001 年 1 月 1 日 到 9999 年 12 月 31 日。 | 3 bytes |
| time | 仅存储时间。精度为 100 纳秒。 | 3-5 字节 |
| datetimeoffset | 与 datetime2 相同，外加时区偏移。 | 8-10 字节 |
| timestamp | 存储唯一的数字，每当创建或修改某行时，该数字会更新。timestamp 值基于内部时钟，不对应真实时间。每个表只能有一个 timestamp 变量。 |  |

**其他数据类型：**

|  |  |
| --- | --- |
| **数据类型** | **描述** |
| sql\_variant | 存储最多 8,000 字节不同数据类型的数据，除了 text、ntext 以及 timestamp。 |
| uniqueidentifier | 存储全局唯一标识符 (GUID)。 |
| xml | 存储 XML 格式化数据。最多 2GB。 |
| cursor | 存储对用于数据库操作的指针的引用。 |
| table | 存储结果集，供稍后处理。 |

# SQL 函数

SQL 拥有很多可用于计数和计算的内建函数。

## SQL Aggregate 函数

SQL Aggregate 函数计算从列中取得的值，返回一个单一的值。

有用的 Aggregate 函数：

* AVG() - 返回平均值
* COUNT() - 返回行数
* FIRST() - 返回第一个记录的值
* LAST() - 返回最后一个记录的值
* MAX() - 返回最大值
* MIN() - 返回最小值
* SUM() - 返回总和

## SQL Scalar 函数

SQL Scalar 函数基于输入值，返回一个单一的值。

有用的 Scalar 函数：

* UCASE() - 将某个字段转换为大写
* LCASE() - 将某个字段转换为小写
* MID() - 从某个文本字段提取字符
* LEN() - 返回某个文本字段的长度
* ROUND() - 对某个数值字段进行指定小数位数的四舍五入
* NOW() - 返回当前的系统日期和时间
* FORMAT() - 格式化某个字段的显示方式

**提示：**在下面的章节，我们会详细讲解 Aggregate 函数和 Scalar 函数。

# SQL AVG() 函数

## AVG() 函数

AVG() 函数返回数值列的平均值。

### SQL AVG() 语法

SELECT AVG(column\_name) FROM table\_name

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Products" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **ProductID** | **ProductName** | **SupplierID** | **CategoryID** | **Unit** | **Price** |
| 1 | Chais | 1 | 1 | 10 boxes x 20 bags | 18 |
| 2 | Chang | 1 | 1 | 24 - 12 oz bottles | 19 |
| 3 | Aniseed Syrup | 1 | 2 | 12 - 550 ml bottles | 10 |
| 4 | Chef Anton's Cajun Seasoning | 2 | 2 | 48 - 6 oz jars | 21.35 |
| 5 | Chef Anton's Gumbo Mix | 2 | 2 | 36 boxes | 25 |

## SQL AVG() 实例

下面的 SQL 语句从 "Products" 表的 "Price" 列获取平均值：

## 实例

SELECT AVG(Price) AS PriceAverage FROM Products;

下面的 SQL 语句选择价格高于平均价格的 "ProductName" 和 "Price" 记录：

## 实例

SELECT ProductName, Price FROM Products  
WHERE Price>(SELECT AVG(Price) FROM Products);

# SQL COUNT() 函数

COUNT() 函数返回匹配指定条件的行数。

### SQL COUNT(column\_name) 语法

COUNT(column\_name) 函数返回指定列的值的数目（NULL 不计入）：

SELECT COUNT(column\_name) FROM table\_name;

### SQL COUNT(\*) 语法

COUNT(\*) 函数返回表中的记录数：

SELECT COUNT(\*) FROM table\_name;

### SQL COUNT(DISTINCT column\_name) 语法

COUNT(DISTINCT column\_name) 函数返回指定列的不同值的数目：

SELECT COUNT(DISTINCT column\_name) FROM table\_name;

**注释：**COUNT(DISTINCT) 适用于 ORACLE 和 Microsoft SQL Server，但是无法用于 Microsoft Access。

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10265 | 7 | 2 | 1996-07-25 | 1 |
| 10266 | 87 | 3 | 1996-07-26 | 3 |
| 10267 | 25 | 4 | 1996-07-29 | 1 |

## SQL COUNT(column\_name) 实例

下面的 SQL 语句计算 "Orders" 表中 "CustomerID"=7 的订单数：

## 实例

SELECT COUNT(CustomerID) AS OrdersFromCustomerID7 FROM Orders  
WHERE CustomerID=7;

## SQL COUNT(\*) 实例

下面的 SQL 语句计算 "Orders" 表中的订单总数：

## 实例

SELECT COUNT(\*) AS NumberOfOrders FROM Orders;

## SQL COUNT(DISTINCT column\_name) 实例

下面的 SQL 语句计算 "Orders" 表中不同客户的数目：

## 实例

SELECT COUNT(DISTINCT CustomerID) AS NumberOfCustomers FROM Orders;

# SQL FIRST() 函数

## FIRST() 函数

FIRST() 函数返回指定的列中第一个记录的值。

### SQL FIRST() 语法

SELECT FIRST(column\_name) FROM table\_name;

**注释：**只有 MS Access 支持 FIRST() 函数。

## SQL Server、MySQL 和 Oracle 中的 SQL FIRST() 工作区

### SQL Server 语法

SELECT TOP 1 column\_name FROM table\_nameORDER BYcolumn\_nameASC;

### 实例

SELECT TOP 1 CustomerName FROM Customers  
ORDER BY CustomerID ASC;

### MySQL 语法

SELECT column\_name FROM table\_name  
ORDER BY column\_name ASC  
LIMIT 1;

### 实例

SELECT CustomerName FROM Customers  
ORDER BY CustomerID ASC  
LIMIT 1;

### Oracle 语法

SELECT column\_nameFROM table\_name  
ORDER BY column\_nameASC  
WHERE ROWNUM <=1;

### 实例

SELECT CustomerName FROM Customers  
ORDER BY CustomerID ASC  
WHERE ROWNUM <=1;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL FIRST() 实例

下面的 SQL 语句选取 "Customers" 表的 "CustomerName" 列中第一个记录的值：

## 实例

SELECT FIRST(CustomerName) AS FirstCustomer FROM Customers;

# SQL LAST() 函数

## LAST() 函数

LAST() 函数返回指定的列中最后一个记录的值。

### SQL LAST() 语法

SELECT LAST(column\_name) FROM table\_name;

**注释：**只有 MS Access 支持 LAST() 函数。

## SQL Server、MySQL 和 Oracle 中的 SQL LAST() 工作区

### SQL Server 语法

SELECT TOP 1 column\_name FROM table\_nameORDER BYcolumn\_nameDESC;

### 实例

SELECT TOP 1 CustomerName FROM Customers  
ORDER BY CustomerID DESC;

### MySQL 语法

SELECT column\_name FROM table\_name  
ORDER BY column\_name DESC  
LIMIT 1;

### 实例

SELECT CustomerName FROM Customers  
ORDER BY CustomerID DESC  
LIMIT 1;

### Oracle 语法

SELECT column\_nameFROM table\_name  
ORDER BY column\_nameDESC  
WHERE ROWNUM <=1;

### 实例

SELECT CustomerName FROM Customers  
ORDER BY CustomerID DESC  
WHERE ROWNUM <=1;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL LAST() Example

下面的 SQL 语句选取 "Customers" 表的 "CustomerName" 列中最后一个记录的值：

## 实例

SELECT LAST(CustomerName) AS LastCustomer FROM Customers;

# SQL MAX() 函数

## MAX() 函数

MAX() 函数返回指定列的最大值。

### SQL MAX() 语法

SELECT MAX(column\_name) FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Products" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **ProductID** | **ProductName** | **SupplierID** | **CategoryID** | **Unit** | **Price** |
| 1 | Chais | 1 | 1 | 10 boxes x 20 bags | 18 |
| 2 | Chang | 1 | 1 | 24 - 12 oz bottles | 19 |
| 3 | Aniseed Syrup | 1 | 2 | 12 - 550 ml bottles | 10 |
| 4 | Chef Anton's Cajun Seasoning | 2 | 2 | 48 - 6 oz jars | 21.35 |
| 5 | Chef Anton's Gumbo Mix | 2 | 2 | 36 boxes | 25 |

## SQL MAX() 实例

下面的 SQL 语句从 "Products" 表的 "Price" 列获取最大值：

## 实例

SELECT MAX(Price) AS HighestPrice FROM Products;

# SQL MIN() Function

## MIN() 函数

MIN() 函数返回指定列的最小值。

### SQL MIN() 语法

SELECT MIN(column\_name) FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Products" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **ProductID** | **ProductName** | **SupplierID** | **CategoryID** | **Unit** | **Price** |
| 1 | Chais | 1 | 1 | 10 boxes x 20 bags | 18 |
| 2 | Chang | 1 | 1 | 24 - 12 oz bottles | 19 |
| 3 | Aniseed Syrup | 1 | 2 | 12 - 550 ml bottles | 10 |
| 4 | Chef Anton's Cajun Seasoning | 2 | 2 | 48 - 6 oz jars | 21.35 |
| 5 | Chef Anton's Gumbo Mix | 2 | 2 | 36 boxes | 25 |

## SQL MIN() 实例

下面的 SQL 语句从 "Products" 表的 "Price" 列获取最小值：

## 实例

SELECT MIN(Price) AS SmallestOrderPrice FROM Products;

# SQL SUM() Function

## SUM() 函数

SUM() 函数返回数值列的总数。

### SQL SUM() 语法

SELECT SUM(column\_name) FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "OrderDetails" 表的数据：

|  |  |  |  |
| --- | --- | --- | --- |
| **OrderDetailID** | **OrderID** | **ProductID** | **Quantity** |
| 1 | 10248 | 11 | 12 |
| 2 | 10248 | 42 | 10 |
| 3 | 10248 | 72 | 5 |
| 4 | 10249 | 14 | 9 |
| 5 | 10249 | 51 | 40 |

## SQL SUM() 实例

下面的 SQL 语句查找 "OrderDetails" 表的 "Quantity" 字段的总数：

## 实例

SELECT SUM(Quantity) AS TotalItemsOrdered FROM OrderDetails;

# SQL GROUP BY 语句

Aggregate 函数常常需要添加 GROUP BY 语句。

## GROUP BY 语句

GROUP BY 语句用于结合 Aggregate 函数，根据一个或多个列对结果集进行分组。

### SQL GROUP BY 语法

SELECT column\_name, aggregate\_function(column\_name)  
FROM table\_name  
WHERE column\_name operator value  
GROUP BY column\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10248 | 90 | 5 | 1996-07-04 | 3 |
| 10249 | 81 | 6 | 1996-07-05 | 1 |
| 10250 | 34 | 4 | 1996-07-08 | 2 |

选自 "Shippers" 表的数据：

|  |  |  |
| --- | --- | --- |
| **ShipperID** | **ShipperName** | **Phone** |
| 1 | Speedy Express | (503) 555-9831 |
| 2 | United Package | (503) 555-3199 |
| 3 | Federal Shipping | (503) 555-9931 |

选自 "Employees" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **EmployeeID** | **LastName** | **FirstName** | **BirthDate** | **Photo** | **Notes** |
| 1 | Davolio | Nancy | 1968-12-08 | EmpID1.pic | Education includes a BA.... |
| 2 | Fuller | Andrew | 1952-02-19 | EmpID2.pic | Andrew received his BTS.... |
| 3 | Leverling | Janet | 1963-08-30 | EmpID3.pic | Janet has a BS degree.... |

## SQL GROUP BY 实例

现在我们想要查找每个送货员配送的订单数目。

下面的 SQL 语句按送货员进行订单分类统计：

## 实例

SELECT Shippers.ShipperName,COUNT(Orders.OrderID) AS NumberOfOrders FROM Orders  
LEFT JOIN Shippers  
ON Orders.ShipperID=Shippers.ShipperID  
GROUP BY ShipperName;

## GROUP BY 一个以上的列

我们也可以对一个以上的列应用 GROUP BY 语句，如下所示：

## 实例

SELECT Shippers.ShipperName, Employees.LastName,  
COUNT(Orders.OrderID) AS NumberOfOrders  
FROM ((Orders  
INNER JOIN Shippers  
ON Orders.ShipperID=Shippers.ShipperID)  
INNER JOIN Employees  
ON Orders.EmployeeID=Employees.EmployeeID)  
GROUP BY ShipperName,LastName;

# SQL HAVING 子句

## HAVING 子句

在 SQL 中增加 HAVING 子句原因是，WHERE 关键字无法与 Aggregate 函数一起使用。

### SQL HAVING 语法

SELECT column\_name, aggregate\_function(column\_name)  
FROM table\_name  
WHERE column\_name operator value  
GROUP BY column\_name  
HAVING aggregate\_function(column\_name) operator value;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Orders" 表的数据：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **OrderID** | **CustomerID** | **EmployeeID** | **OrderDate** | **ShipperID** |
| 10248 | 90 | 5 | 1996-07-04 | 3 |
| 10249 | 81 | 6 | 1996-07-05 | 1 |
| 10250 | 34 | 4 | 1996-07-08 | 2 |

选自 "Employees" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **EmployeeID** | **LastName** | **FirstName** | **BirthDate** | **Photo** | **Notes** |
| 1 | Davolio | Nancy | 1968-12-08 | EmpID1.pic | Education includes a BA.... |
| 2 | Fuller | Andrew | 1952-02-19 | EmpID2.pic | Andrew received his BTS.... |
| 3 | Leverling | Janet | 1963-08-30 | EmpID3.pic | Janet has a BS degree.... |

## SQL HAVING 实例

现在我们想要查找订单总数少于 2000 的客户。

我们使用下面的 SQL 语句：

下面的 SQL 语句查找注册超过 10 个订单的员工：

## 实例

SELECT Employees.LastName, COUNT(Orders.OrderID) AS NumberOfOrders FROM (Orders  
INNER JOIN Employees  
ON Orders.EmployeeID=Employees.EmployeeID)  
GROUP BY LastName  
HAVING COUNT(Orders.OrderID) > 10;

现在我们想哟啊查找员工 "Davolio" 或 "Fuller" 是否拥有超过 25 个订单。

我们在 SQL 语句中增加一个普通的 WHERE 子句：

## 实例

SELECT Employees.LastName, COUNT(Orders.OrderID) AS NumberOfOrders FROM Orders  
INNER JOIN Employees  
ON Orders.EmployeeID=Employees.EmployeeID  
WHERE LastName='Davolio' OR LastName='Fuller'  
GROUP BY LastName  
HAVING COUNT(Orders.OrderID) > 25;

# SQL UCASE() 函数

## UCASE() 函数

UCASE() 函数把字段的值转换为大写。

### SQL UCASE() 语法

SELECT UCASE(column\_name) FROM table\_name;

### 用于 SQL Server 的语法

SELECT UPPER(column\_name) FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL UCASE() 实例

下面的 SQL 语句从 "Customers" 表中选取 "CustomerName" 和 "City" 列，并把 "CustomerName" 列的值转换为大写：

## 实例

SELECT UCASE(CustomerName) AS Customer, City  
FROM Customers;

# SQL LCASE() 函数

## LCASE() 函数

LCASE() 函数把字段的值转换为小写。

### SQL LCASE() 语法

SELECT LCASE(column\_name) FROM table\_name;

### 用于 SQL Server 的语法

SELECT LOWER(column\_name) FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL LCASE() 实例

下面的 SQL 语句从 "Customers" 表中选取 "CustomerName" 和 "City" 列，并把 "CustomerName" 列的值转换为小写：

## 实例

SELECT LCASE(CustomerName) AS Customer, City  
FROM Customers;

# SQL MID() 函数

## MID() 函数

MID() 函数用于从文本字段中提取字符。

### SQL MID() 语法

SELECT MID(column\_name,start[,length]) FROM table\_name;

|  |  |
| --- | --- |
| **参数** | **描述** |
| column\_name | 必需。要提取字符的字段。 |
| start | 必需。规定开始位置（起始值是 1）。 |
| length | 可选。要返回的字符数。如果省略，则 MID() 函数返回剩余文本。 |

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL MID() 实例

下面的 SQL 语句从 "Customers" 表的 "City" 列中提取前 4 个字符：

## 实例

SELECT MID(City,1,4) AS ShortCity  
FROM Customers;

# SQL LEN() 函数

## LEN() 函数

LEN() 函数返回文本字段中值的长度。

### SQL LEN() 语法

SELECT LEN(column\_name) FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Customers" 表的数据：

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** | **CustomerName** | **ContactName** | **Address** | **City** | **PostalCode** | **Country** |
| 1 | Alfreds Futterkiste | Maria Anders | Obere Str. 57 | Berlin | 12209 | Germany |
| 2 | Ana Trujillo Emparedados y helados | Ana Trujillo | Avda. de la Constitución 2222 | México D.F. | 05021 | Mexico |
| 3 | Antonio Moreno Taquería | Antonio Moreno | Mataderos 2312 | México D.F. | 05023 | Mexico |
| 4 | Around the Horn | Thomas Hardy | 120 Hanover Sq. | London | WA1 1DP | UK |
| 5 | Berglunds snabbköp | Christina Berglund | Berguvsvägen 8 | Luleå | S-958 22 | Sweden |

## SQL LEN() 实例

下面的 SQL 语句从 "Customers" 表中选取 "CustomerName" 和 "Address" 列中值的长度：

## 实例

SELECT CustomerName,LEN(Address) as LengthOfAddress  
FROM Customers;

# SQL ROUND() 函数

## ROUND() 函数

ROUND() 函数用于把数值字段舍入为指定的小数位数。

### SQL ROUND() 语法

SELECT ROUND(column\_name,decimals) FROM table\_name;

|  |  |
| --- | --- |
| **参数** | **描述** |
| column\_name | 必需。要舍入的字段。 |
| decimals | 必需。规定要返回的小数位数。 |

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Products" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **ProductID** | **ProductName** | **SupplierID** | **CategoryID** | **Unit** | **Price** |
| 1 | Chais | 1 | 1 | 10 boxes x 20 bags | 18 |
| 2 | Chang | 1 | 1 | 24 - 12 oz bottles | 19 |
| 3 | Aniseed Syrup | 1 | 2 | 12 - 550 ml bottles | 10 |
| 4 | Chef Anton's Cajun Seasoning | 2 | 2 | 48 - 6 oz jars | 21.35 |
| 5 | Chef Anton's Gumbo Mix | 2 | 2 | 36 boxes | 25 |

## SQL ROUND() 实例

下面的 SQL 语句从 "Products" 表中选取产品名称和价格舍入为最接近的整数：。提取前 4 个字符：

## 实例

SELECT ProductName, ROUND(Price,0) AS RoundedPrice  
FROM Products;

# SQL NOW() 函数

## NOW() 函数

NOW() 函数返回当前系统的日期和时间。

### SQL NOW() 语法

SELECT NOW() FROM table\_name;

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Products" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **ProductID** | **ProductName** | **SupplierID** | **CategoryID** | **Unit** | **Price** |
| 1 | Chais | 1 | 1 | 10 boxes x 20 bags | 18 |
| 2 | Chang | 1 | 1 | 24 - 12 oz bottles | 19 |
| 3 | Aniseed Syrup | 1 | 2 | 12 - 550 ml bottles | 10 |
| 4 | Chef Anton's Cajun Seasoning | 2 | 2 | 48 - 6 oz jars | 21.35 |
| 5 | Chef Anton's Gumbo Mix | 2 | 2 | 36 boxes | 25 |

## SQL NOW() 实例

下面的 SQL 语句从 "Products" 表中选取产品名称以及当天的价格：

## 实例

SELECT ProductName, Price, Now() AS PerDate  
FROM Products;

# SQL FORMAT() 函数

## FORMAT() 函数

FORMAT() 函数用于对字段的显示进行格式化。

### SQL FORMAT() 语法

SELECT FORMAT(column\_name,format) FROM table\_name;

|  |  |
| --- | --- |
| **参数** | **描述** |
| column\_name | 必需。要格式化的字段。 |
| format | 必需。规定格式。 |

## 演示数据库

在本教程中，我们将使用众所周知的 Northwind 样本数据库。

下面是选自 "Products" 表的数据：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **ProductID** | **ProductName** | **SupplierID** | **CategoryID** | **Unit** | **Price** |
| 1 | Chais | 1 | 1 | 10 boxes x 20 bags | 18 |
| 2 | Chang | 1 | 1 | 24 - 12 oz bottles | 19 |
| 3 | Aniseed Syrup | 1 | 2 | 12 - 550 ml bottles | 10 |
| 4 | Chef Anton's Cajun Seasoning | 2 | 2 | 48 - 6 oz jars | 21.35 |
| 5 | Chef Anton's Gumbo Mix | 2 | 2 | 36 boxes | 25 |

## SQL FORMAT() 实例

下面的 SQL 语句从 "Products" 表中选取产品名称以及当天（格式化为 YYYY-MM-DD）的价格：

## 实例

SELECT ProductName, Price, FORMAT(Now(),'YYYY-MM-DD') AS PerDate  
FROM Products;

**来自 W3CSchool 的 SQL 快速参考**

|  |  |
| --- | --- |
| **SQL 语句** | **语法** |
| AND / OR | SELECT column\_name(s) FROM table\_name WHERE condition AND|OR condition |
| ALTER TABLE | ALTER TABLE table\_name  ADD column\_name datatype  or  ALTER TABLE table\_name  DROP COLUMN column\_name |
| AS (alias) | SELECT column\_name AS column\_alias FROM table\_name  or  SELECT column\_name FROM table\_name AS table\_alias |
| BETWEEN | SELECT column\_name(s) FROM table\_name WHERE column\_name BETWEEN value1 AND value2 |
| CREATE DATABASE | CREATE DATABASE database\_name |
| CREATE TABLE | CREATE TABLE table\_name ( column\_name1 data\_type, column\_name2 data\_type, column\_name2 data\_type, ... ) |
| CREATE INDEX | CREATE INDEX index\_name ON table\_name (column\_name)  or  CREATE UNIQUE INDEX index\_name ON table\_name (column\_name) |
| CREATE VIEW | CREATE VIEW view\_name AS SELECT column\_name(s) FROM table\_name WHERE condition |
| DELETE | DELETE FROM table\_name WHERE some\_column=some\_value  or  DELETE FROM table\_name  (**Note:**Deletes the entire table!!)  DELETE \* FROM table\_name  (**Note:**Deletes the entire table!!) |
| DROP DATABASE | DROP DATABASE database\_name |
| DROP INDEX | DROP INDEX table\_name.index\_name (SQL Server) DROP INDEX index\_name ON table\_name (MS Access) DROP INDEX index\_name (DB2/Oracle) ALTER TABLE table\_name DROP INDEX index\_name (MySQL) |
| DROP TABLE | DROP TABLE table\_name |
| GROUP BY | SELECT column\_name, aggregate\_function(column\_name) FROM table\_name WHERE column\_name operator value GROUP BY column\_name |
| HAVING | SELECT column\_name, aggregate\_function(column\_name) FROM table\_name WHERE column\_name operator value GROUP BY column\_name HAVING aggregate\_function(column\_name) operator value |
| IN | SELECT column\_name(s) FROM table\_name WHERE column\_name IN (value1,value2,..) |
| INSERT INTO | INSERT INTO table\_name VALUES (value1, value2, value3,....)  *or*  INSERT INTO table\_name (column1, column2, column3,...) VALUES (value1, value2, value3,....) |
| INNER JOIN | SELECT column\_name(s) FROM table\_name1 INNER JOIN table\_name2  ON table\_name1.column\_name=table\_name2.column\_name |
| LEFT JOIN | SELECT column\_name(s) FROM table\_name1 LEFT JOIN table\_name2  ON table\_name1.column\_name=table\_name2.column\_name |
| RIGHT JOIN | SELECT column\_name(s) FROM table\_name1 RIGHT JOIN table\_name2  ON table\_name1.column\_name=table\_name2.column\_name |
| FULL JOIN | SELECT column\_name(s) FROM table\_name1 FULL JOIN table\_name2  ON table\_name1.column\_name=table\_name2.column\_name |
| LIKE | SELECT column\_name(s) FROM table\_name WHERE column\_name LIKE pattern |
| ORDER BY | SELECT column\_name(s) FROM table\_name ORDER BY column\_name [ASC|DESC] |
| SELECT | SELECT column\_name(s) FROM table\_name |
| SELECT \* | SELECT \* FROM table\_name |
| SELECT DISTINCT | SELECT DISTINCT column\_name(s) FROM table\_name |
| SELECT INTO | SELECT \* INTO new\_table\_name [IN externaldatabase] FROM old\_table\_name  *or*  SELECT column\_name(s) INTO new\_table\_name [IN externaldatabase] FROM old\_table\_name |
| SELECT TOP | SELECT TOP number|percent column\_name(s) FROM table\_name |
| TRUNCATE TABLE | TRUNCATE TABLE table\_name |
| UNION | SELECT column\_name(s) FROM table\_name1 UNION SELECT column\_name(s) FROM table\_name2 |
| UNION ALL | SELECT column\_name(s) FROM table\_name1 UNION ALL SELECT column\_name(s) FROM table\_name2 |
| UPDATE | UPDATE table\_name SET column1=value, column2=value,... WHERE some\_column=some\_value |
| WHERE | SELECT column\_name(s) FROM table\_name WHERE column\_name operator value |

**SQL 主机**

**SQL 主机**

如果您想要您的网站存储数据在数据库并从数据库显示数据，您的 Web 服务器必须能使用 SQL 语言访问数据库系统。

如果您的 Web 服务器托管在互联网服务提供商（ISP，全称 Internet Service Provider），您必须寻找 SQL 主机计划。

最常见的 SQL 主机数据库是 MySQL、MS SQL Server 和 MS Access。

您可以在 Windows 和 Linux/UNIX 操作系统上运行 SQL 主机数据库。

下面是操作系统上对应运行的数据库系统的概览。

**MS SQL Server**

只在 Windows OS 上运行。

**MySQL**

在 Windows, Mac OS X 和 Linux/UNIX 操作系统上运行。

**MS Access**（只建议用于小型网站）

只在 Windows OS 上运行。

如需学习有关 Web 主机的知识，请访问我们的 [主机教程](http://www.w3cschool.cc/sql/sql-hosting.html)。