# Spring Tutorial - Spring

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/index.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0035__Spring_3_JavaConfig.htm)

## Maven + Spring hello world

In command prompt, issue following Maven command :

mvn archetype:generate -DgroupId=com.java2s.common -DartifactId=Java2sExamples -DarchetypeArtifactId=maven-archetype-quickstart -DinteractiveMode=false

Maven will generate all the Java's standard folders structure.

To convert the newly generated Maven style project to Eclipse's style project.

mvn eclipse:eclipse

Then we can import the converted project into Eclipse IDE.

## Spring dependency

Add Spring dependency in Maven's pom.xml file.

<!-- Spring framework -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring</artifactId>

<version>2.5.6</version>

</dependency>

Full pom.xml

<project xmlns=**"http://maven.apache.org/POM/4.0.0"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation=**"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd"**>

<modelVersion>4.0.0</modelVersion>

<groupId>com.java2s.common</groupId>

<artifactId>Java2sExamples</artifactId>

<packaging>jar</packaging>

<version>1.0-SNAPSHOT</version>

<name>Java2sExamples</name>

<url>http://maven.apache.org</url>

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>3.8.1</version>

<scope>test</scope>

</dependency>

<!-- Spring framework -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring</artifactId>

<version>2.5.6</version>

</dependency>

</dependencies>

</project>

Issue "mvn eclipse:eclipse" again to download the Spring dependency libraries automatically and put it into your Maven's local repository.

Maven will add the downloaded libraries into Eclipse ".classpath" for dependency purpose.

 

## Spring bean

Spring's bean is just a normal Java class. It has fields with getter and setter.

Later we will declare in Spring bean configuration file.

Add the following code to "src/main/java/com/java2s/common/HelloWorld.java".

package com.java2s.common;

**public** **class** HelloWorld {

**private** String name;

**public** void setName(String name) {

this.name = name;

}

**public** void printHello() {

System.out.println(**"Spring 3 : Hello ! "** + name);

}

}

 

## Spring bean configuration file

Next we will create Spring configuration file. In the Spring's bean configuration file, we declare all the available Spring beans.

Create an xml file with name as Spring-Module.xml at "src/main/resources/Spring-Module.xml".

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"helloBean"** **class**=**"com.java2s.common.HelloWorld"**>

<property name=**"name"** value=**"java2s"** />

</bean>

</beans>

The previous file shows a typical Spring ApplicationContext configuration. First, Spring's namespaces are declared, and the default namespace is beans.

The beans namespace is used to declare the beans that need to be managed by Spring, and its dependency requirements for Spring to resolve and inject those dependencies.

Afterward, we declare the bean with the ID provider and the corresponding implementation class.

When Spring sees this bean definition during ApplicationContext initialization, it will instantiate the class and store it with the specified ID.

Change the App.java as follows. In the App.java, it loads the Spring bean configuration file (Spring-Module.xml) and retrieve the Spring bean via getBean() method.

It casts the results from the getBean method then call its printHello() method.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext(

**"SpringBeans.xml"**);

HelloWorld obj = (HelloWorld) context.getBean(**"helloBean"**);

obj.printHello();

}

}

Compile the source code

mvn compile

Run the code above with the following command.

mvn exec:java -Dexec.mainClass=**"com.java2s.common.App"**

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/S/SPRING_BEAN_CONFIGURATION_FILE__8C530F027E5BC8FC3DC6.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAABkklEQVR42u3cW46CQBBAUfa/21kBk2jiRz/KagW7Ied8GYND6xhvCtBtB4DFbF4CAMQJAMQJAHECAHECQJwAQJwAECcAECcAECcAxAkAxAkAcQIAcQJAnABAnAAQp5N38FDfPm8vANw8Tluld2f88OL24e05O3viB7Dc5NT8aE5+Xh8yOc1qQ7FyfQIQp8lxKvYoTgDitMTkJE4Ad4hTffgrjlPycNnoOaf6RFFwT2+Dt2twOgpgfpyais3iINUJybcns7yhvWcWHKyh+UQAWGty6nUrH6r4qr/8CpN7yY93wdjkDQRwgTgdko0v49SbqII4BQ/pbeyYHoA4jcWp+HJV8/7eXwiO/ukTwCXjVM8lh8RpaIUfXIKROTEWj1DeSfD09+B1YJU47dVpp6EgffkDEKNxGnp473nlBzsQpynLePF/uVucRn++KLg+O7P9IXHa3/3AUny2Kdbc3tsIFgykPt1/crrA0xAJoDO66ZM4iRMwuUzxLOUlEqefNkmZgCBOuys1xOn3cVImINMtcbqQf+I3Zq90PiGSAAAAAElFTkSuQmCC)   
  
[Download Java2s\_Spring\_XML.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_XML.zip)

 

## Setup Eclipse

The following screenshots show how to setup eclipse ide to work with Spring.

Import the pom.xml to Eclipse
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Choose existing maven project.
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Select project
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Finish
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## Spring 3 hello world

Use below Maven command to create a standard Java project structure.

mvn archetype:generate -DgroupId=com.java2s.common -DartifactId=Java2sExamples -DarchetypeArtifactId=maven-archetype-quickstart -DinteractiveMode=false

Use the following command to convert Maven style project to Eclipse's style project, and import the project into Eclipse IDE.

mvn eclipse:eclipse

## Spring 3.0 dependency

Locate the pom.xml and add the Spring 3.0 dependencies listed below.

The Spring dependencies are available for download via Maven central repository.

<project xmlns=**"http://maven.apache.org/POM/4.0.0"** xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation=**"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd"**>

<modelVersion>4.0.0</modelVersion>

<groupId>com.java2s.common</groupId>

<artifactId>Java2sExamples</artifactId>

<packaging>jar</packaging>

<version>1.0-SNAPSHOT</version>

<name>Java2sExamples</name>

<url>http://maven.apache.org</url>

<properties>

<spring.version>3.0.5.RELEASE</spring.version>

</properties>

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>3.8.1</version>

<scope>test</scope>

</dependency>

<!-- Spring 3 dependencies -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>${spring.version}</version>

</dependency>

</dependencies>

</project>

## Spring bean for Spring 3

The following code contains a simple Spring bean.

package com.java2s.common;

**public** **class** HelloWorld {

**private** String name;

**public** void setName(String name) {

this.name = name;

}

**public** void printHello() {

System.out.println(**"Spring 3 : Hello ! "** + name);

}

}

##### Spring bean configuration file

The following xml file is for SpringBeans.xml. It is a Spring configuration file, and declares all the available Spring beans.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"helloBean"** **class**=**"com.java2s.common.HelloWorld"**>

<property name=**"name"** value=**"java2s"** />

</bean>

</beans>

Modify the App.java as follows and run code.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext(

**"SpringBeans.xml"**);

HelloWorld obj = (HelloWorld) context.getBean(**"helloBean"**);

obj.printHello();

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/S/SPRING_BEAN_FOR_SPRING_3__F11BFCAA7C99053DEB86.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADZUlEQVR42u2c607rMBAG8/5PC7wASCCkKrE3314cu8mMzo9DSx17Aztde8v2DQAAsBgbIQAAAOQEAACAnAAAADkBAAAgJwAAQE4AAADICQAAkBMAAAByAgAAQE4AAICcAAAAkBMAACAnAAAA5AQAAMgJAOBCPj6//v4RCuQEAICcCuaMWd9STtsvtwrfy4rGre5+cQO4k5yOZkJR18lp++fv/4sk2e2F5MtfV3d8UIlJchpT5JQMIAAYZsJPw+V0TX2QLFlqlSkOWBKZWSGtCiAAZjJ0RZRGyemYthaRU1V+f6acCgMI8GQ5KRUVgXqQnArz+2MrJ+QEMMhMRl0FxXLqZS7j0GX3VC+VN8d3bTQlz2x0ORlr7FlcWYV3/seDIuOR3jcob0HY7gNATuvKychTvVYC46nml0aWd3UlZOTUpFkvKtPufX9vAvqbA/HqyoSNOTQXAgBeeyGnsXIyFBWoJFwv1CuPodt6PW/porLtqM9Qj6F4U07vFFyZxY4HFWIPmNgzNn00V0D0cLlCqkyspOnOfm0vpPmfn8DPm+t21N7rAjmdvpGfJafv8WdORsFxsZz0PUbd4sbgKGqWomK/87UZZNxosSA0070uANGC3kvEFKtcN3YJMSDegBvvSGqN7pCTnbhHyGm3JRUWzF3l1DzD2z3eG0Fvb8FPq20Enf7CG9pYcLRYBWDbMSan5CXCt9JbL3qjIS7NmO3xdhhW04X39nKq7Ymo2tY7ujMvJ9cMAy0YysGYcq9hETl58+yaowWC4H1cfDZ/iXzZFJCT971CuMRMPjVWTrFDpsy2XjhfB9TlOoYRz5xcK3LNX9e/+PLeuvTCDlYongKpefpo0+VUdQmvZkpiFS6DqsKeLKbLKielYU9vd9Z7+ez9tGSvtvfPF+krMuqYpJxO4yOuVJw5ZkJO7y4n+4Vz5RTO3bH5nB4Keq02WU7j9tNOhyVFsreGnHaZVM+z649WknmVRJ+cmNclev9bstUCOV2dN5V2MuQET/OTIQAx6Sw4Wj6Tuiqn3aG9Pg1vl7bXeYXdFpnvR04+OT02L+f/DDzcRk52Z7NXJ+uMFsiksSZs18TCfd5hx8SKM+R0kj0H+YkNPSKAnJqfzfR+bHPl0VyZNHMgJE4sf4nk7a7daWx+OOld5PQDRHTUkIko67sAAAAASUVORK5CYII=)

# Spring Tutorial - Spring JavaConfig

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0030__Spring_HelloWorld.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0040__Spring_Loosely_Coupled.htm)

The following sections show how to use the annotation to mark dependencies for Spring

## Spring JavaConfig Dependency

To use JavaConfig (@Configuration), you need to include CGLIB library.

<project xmlns=**"http://maven.apache.org/POM/4.0.0"** xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation=**"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd"**>

<modelVersion>4.0.0</modelVersion>

<groupId>com.java2s.common</groupId>

<artifactId>Java2sExamples</artifactId>

<packaging>jar</packaging>

<version>1.0-SNAPSHOT</version>

<name>Java2sExamples</name>

<url>http://maven.apache.org</url>

<properties>

<spring.version>3.0.5.RELEASE</spring.version>

</properties>

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>3.8.1</version>

<scope>test</scope>

</dependency>

<!-- Spring 3 dependencies -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>${spring.version}</version>

</dependency>

<!-- JavaConfig need this library -->

<dependency>

<groupId>cglib</groupId>

<artifactId>cglib</artifactId>

<version>2.2.2</version>

</dependency>

</dependencies>

</project>

 

## Java Bean

Create a a simple bean as follows.

package com.java2s.common;

**public** **interface** HelloWorld {

void printHelloWorld(String msg);

}

Provide implementation for the interface.

package com.java2s.common;

**public** **class** HelloWorldImpl **implements** HelloWorld {

**public** void printHelloWorld(String msg) {

System.out.println(**"Hello : "** + msg);

}

}

The following code shows how to use use @Configuration to tell Spring that this is the core Spring configuration file, and define bean via @Bean.

package com.java2s.common;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

@Configuration

**public** **class** AppConfig {

@Bean(name=**"helloBean"**)

**public** HelloWorld helloWorld() {

return **new** HelloWorldImpl();

}

}

 

## Main method

In order to load the our JavaConfig class use AnnotationConfigApplicationContext.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.annotation.AnnotationConfigApplicationContext;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext context = **new** AnnotationConfigApplicationContext(AppConfig.class);

HelloWorld obj = (HelloWorld) context.getBean(**"helloBean"**);

obj.printHelloWorld(**"Spring3 Java Config"**);

}

}

Run the code above with the following command.

mvn exec:java -Dexec.mainClass=**"com.java2s.common.App"**

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/M/MAIN_METHOD__E56C9AADC85F0D4592BE.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAACo0lEQVR42u3c3Y7bIBBA4bz/21bae7dqb7oGhgEH/2y+o73IOsYextEcg5FfGwAAN+MlBQAAcgIAgJwAAOQEAAA5AQDICQAAcgIAkBMAAOQEAAA5AQDICQAAcgIAkBMAAOQEACAnAADICQBATotP8Jfy8+0ScePY7v4b+o6EAFgup1dBa2PcfPd5UXH89/kqOSULdD57qxXyllPv7jzICcB5I6dq0UlWotUjpzuMzMoYumGcHGp5urcEwEYAyClbcy+R02hmzh8zdcMmJwDk9KPkNJGZ08p6cCJyAvApciontWI55R/SBF/F38ZRlR/ihvmTTmh1d+RgS2uHI/4IOhvksHysOHRxAeConKpU78RbQiqLV6aAJtdcxLW+taCj+2+3O3PlOKnwiSRPyzLoYHAFY3GyFICLR04tb+VFdaR4VRU1MYY7aI5tdkFE/uzJ7gwldi6Yg4kCgPPkFLddJ6fuzftpctqOPXPqzotmmpATAHK6Uk5xVCvktH2fAXuXD7bG06/d9tZBbiinTKLwdH59ff35kwc8QE5lPfqRcjpzsLL1lipssw/tJhI18a9hEzktOi81klN2td7QM6fMhFW38k4/ZDoyrZcfHQZ7Dpmmm/+JFY9xAEdsZLSEc7TETx8tp9HXFwVrnTP7T8hpyy3Yi+/ogzgzfc+/jijYJ7kSMt8k3jkT29Cyxul3XAFDcqq6SmY+dOT01L4tfpWfsitRuNBM//tJcsjp0+VUnV7zM5KodxXf3WxVdf6qOrW1tEkccLcXrY2tswQ7d2MouzaU9rlvW8M4AztyukxOCq5ELVJUd8v5TbolOy7NrUpd7jNU3HfNR8UQxB8fcFTzftjkVJlTesqRXQI8RU6BS4Z2yOihK6cg4HzbarRzl2a0C6jyG8j9zAY2ybPqAAAAAElFTkSuQmCC)   
  
[Download Java2s\_Spring\_JavaConfig.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_JavaConfig.zip)

 

## Spring 3 JavaConfig @Import example

Two simple Spring beans.

File : Customer.java

package com.java2s.common;

**public** **class** Customer {

**public** void printMsg(String msg) {

System.out.println(**"Customer : "** + msg);

}

}

File : Employee.java

package com.java2s.common;

**public** **class** Employee {

**public** void printMsg(String msg) {

System.out.println(**"Employee : "** + msg);

}

}

Now, use JavaConfig @Configuration to declare above beans.

File : CustomerConfig.java

package com.java2s.common;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

@Configuration

**public** **class** CustomerConfig {

@Bean(name=**"customer"**)

**public** Customer customer(){

return **new** Customer();

}

}

File : EmployeeConfig.java

package com.java2s.common;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

@Configuration

**public** **class** EmployeeConfig {

@Bean(name=**"employee"**)

**public** Employee employee(){

return **new** Employee();

}

}

Use @Import to load multiple configuration files.

File : AppConfig.java

package com.java2s.common;

org.springframework.context.annotation.Configuration;

import org.springframework.context.annotation.Import;

@Configuration

@Import({ CustomerConfig.class, EmployeeConfig.class })

**public** **class** AppConfig {

}

Load the main configuration file , and test it.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.annotation.AnnotationConfigApplicationContext;

import com.java2s.config.AppConfig;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext context = **new** AnnotationConfigApplicationContext(

AppConfig.class);

Customer customer = (Customer) context.getBean(**"customer"**);

customer.printMsg(**"Hello 1"**);

Employee employee = (Employee) context.getBean(**"employee"**);

employee.printMsg(**"Hello 2"**);

}

}

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/S/SPRING_3_JAVACONFIG_IMPORT_EXAMPLE__14FB3AA95C01F2A90E6C.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAEkElEQVR42u3d627cIBBA4X3/t237ALRqpShdm2HA+LrfUX4kTjDgSnM6ZhZeBQCAi/HyCAAA5AQAADkBAMgJAAByAgCQEwAA5AQAICcAAMgJAAByAgCQEwAA5AQAICcAAMgJAEBOAACQEwCAnLDbw/3L8nsAwDQ5vf7n35XHq2U55eXFuPnb9xslBwDkFMXHjRHzLtF2dZrJuW/PnDIWBIAPlVMtOJLT3nKSOQEgp+7I+AnRlpwA4GZy+v4Hb1H4e5N42aZ2n7fem73Evcf5X3PpKH9xtetSfy/aKzkAIKdsZIyD8jLTWo3UtYAeOGnZb01pQQVHsq4hLoUIxp8cKjkBwKFyamYe+ebNv6z5bPwBpccfd52fFDnhefz88evPl+eAy8kp75iNcpoe2Qfk2hweOYGczhrD15d/lE+XU6m/nSMncgJOMRNFPUFOJVFKnom2x8hpudZ15Gu9oGtyAq6Tt5HTQ+RUwhKGEr7HaxYsrN6hKydbTdHycppSrde15hTMl5yA6WaKcymP6N5yKvUS8GX20FxzKrnS6qAGvYSrWc3ek3lh1/ZFQdf50vnMGABsl1NRpvEYOQHAw7xFTuQEYDB6vr2Aqq3q19b8j2k4oIGgNqH2q+bFLtnE/cZZV34uXX/WfLyfU81BTsA9/JQP92c1bIbjt+vxNINhdN0nHlvzVgOSyzyopmJr/zMYmCY5AdjRT8mL5zacGL4zPY75sjbyMTllSgEzedLAkycnAJdLnsbSkb0b3l1OvbNLWidfMUhO5ATcOHn6WhFpRsDjG3YF8dh8Az3m18CG2/YaIrMKRU7kBJDTheT0Vn0wLKfmfZL5UG9tBTk9X04P/hDPxF1owU9v4XX14ukNMwF64I1WMt1pyiA52u3iIacd5fQKmRu+rxm1ez+KG0xtyzR9Dher9c2ZoufjG04MwXGPvVF7YMyZt5FxX+S0Y+ZU2xLiczKnc8/DbR6xCHIip8x9moPsFUB+qSzpS3Iip9vIqbntEz7NTwMVz8c3nCin0lOKXTpL3pcfHpr1iMbGT06b5LRHcCSnZzwoHJM8jQXQAxrmS6uDK71JVfM+wRYYzVF1DSNYrJpeNU5ObTnV1lSCMwabxw+WxD6w8d+sTmFg+9deOcVTy0yTnPB4OZW1urjkpj6xGJb3ic20qqKuPTKWvTRzrMxmTskdIh6sqA45xVtrB+cqxXuKx/7LOCzTqhnZk3UNcSnEwElOvcphJjxGq8BBmVPzx+SvejOP2KBTigy7jhxMnurUe+SgtAnkBHK6qJxK+ljCuQH9Coe1S5tATiCnjvhOTsfIiZlwazl5CDhOTstzbw+QU6kUESxfpsXXd5JTbQAb5RSstAGXTZUG9pIAtsppLNHZmB4Fcir1g+Qza05TqvW61pya06zd1soTbiQnL/Swi5ya2xcN/xiX/JVWjXXsmIml5L3bFzXLMbqmyUwAyGn/zuYFVgEaAMjpWnJiJgAgpwvJyXstACCn+WbaqBZmAgByAgCAnAAAICcAADkBAEBOAAByAgCAnAAA5AQAADkBAMgJAIDz+Q07LjC0zjwcogAAAABJRU5ErkJggg==)

# Spring Tutorial - Spring Loosely Coupled

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0035__Spring_3_JavaConfig.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0050__Spring_Setter_Injection.htm)

In the following we will see how Spring would help us to achieve loosely coupled code.

## Project Code

We would create a project which has several classes. Th project would output data in different format. We can choose to output the data in CSV format or JSON format.

First we will create a Java interface for print.

package com.java2s.output;

**public** **interface** Printer

{

**public** void print();

}

After that we would create CSV printer which will output data in CSV format. The CSV printer implements the Printer interface.

package com.java2s.output.impl;

import com.java2s.output.Printer;

**public** **class** CSVPrinter **implements** Printer

{

**public** void print(){

System.out.println(**"Csv Output Printer"**);

}

}

Then it is time to create JSON printer which will output message in JSON format. The JSON printer also implements the Printer interface.

package com.java2s.output.impl;

import com.java2s.output.Printer;

**public** **class** JSONPrinter **implements** Printer

{

**public** void print(){

System.out.println(**"Json Output Printer"**);

}

}

 

## Couple Code

We have several ways to use the CSVPrinter or JSONPrinter. First we can call it directly.

package com.java2s.common;

import com.java2s.output.Printer;

import com.java2s.output.impl.CSVPrinter;

**public** **class** App

{

**public** **static** void main( String[] args )

{

Printer output = **new** CSVPrinter();

output.print();

}

}

It is easy to create CSVPrinter in this way. But we will have to change the source code if we want to switch to JSONPrinter we will have to change the source code and recompile.

For the code above it is easy to change since it has two lines of code. Suppose we have thousands of thousands of code and the CSVPrinter had been declared hundreds of time.

 

## Spring Way

By using Spring Dependency Injection (DI) we can declare Java Beans in the Spring configuration xml file. Then wire the Java Beans in the xml file. In this way Spring can make our printer loosely coupled to the different Printer implementations.

We change the Helper class to accept the Printer.

package com.java2s.output;

import com.java2s.output.Printer;

**public** **class** OutputHelper

{

Printer outputGenerator;

**public** void print(){

outputGenerator.print();

}

**public** void setOutputGenerator(Printer outputGenerator){

this.outputGenerator = outputGenerator;

}

}

Then we have to create a Spring bean configuration file and declare all your Java object dependencies here.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"OutputHelper"** **class**=**"com.java2s.output.OutputHelper"**>

<property name=**"outputGenerator"** ref=**"csvPrinter"** />

</bean>

<bean id=**"csvPrinter"** **class**=**"com.java2s.output.impl.CSVPrinter"** />

<bean id=**"jsonPrinter"** **class**=**"com.java2s.output.impl.JSONPrinter"** />

</beans>

Call it via Spring

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.java2s.output.OutputHelper;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"Spring-Common.xml"**});

OutputHelper output = (OutputHelper)context.getBean(**"OutputHelper"**);

output.print();

}

}

To switch Printer, we just need to change the Spring XML file for a different Printer. When Printer changed, we need to modify the Spring XML file only.

# Spring Tutorial - Spring Setter Injection

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0040__Spring_Loosely_Coupled.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0060__Spring_Constructor_Injection.htm)

Spring Setter injection is the most popular and simple dependency injection method, it will injects the dependency via a setter method.

In Setter Dependency Injection , the IoC container injects a Java Bean's dependencies via JavaBean-style setter methods.

A Java Bean's setters expose the dependencies the IoC container can manage.

In practice, Setter Injection is the most widely used injection mechanism, and it is one of the simplest IoC mechanisms to implement.

## Example

Suppose we have the following interface and Java beans defined.

package com.java2s.common;

**public** **interface** Printer

{

**public** void print();

}

After that we would create CSV printer which will output data in CSV format. The CSV printer implements the Printer interface.

package com.java2s.common;

**public** **class** CSVPrinter **implements** Printer

{

**public** void print(){

System.out.println(**"Csv Output Printer"**);

}

}

Then it is time to create JSON printer which will output message in JSON format. The JSON printer also implements the Printer interface.

package com.java2s.common;

**public** **class** JSONPrinter **implements** Printer

{

**public** void print(){

System.out.println(**"Json Output Printer"**);

}

}

By using Spring Dependency Injection (DI) we can declare Java Beans in the Spring configuration xml file. Then wire the Java Beans in the xml file. In this way Spring can make our printer loosely coupled to the different Printer implementations.

We change the Helper class to accept the Printer.

package com.java2s.common;

**public** **class** OutputHelper

{

Printer outputGenerator;

**public** void print(){

outputGenerator.print();

}

**public** void setOutputGenerator(Printer outputGenerator){

this.outputGenerator = outputGenerator;

}

}

 

## XML Configuration

Then we have to create a Spring bean configuration file and declare all your Java object dependencies here.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"outputHelper"** **class**=**"com.java2s.common.OutputHelper"**>

<property name=**"outputGenerator"** ref=**"csvPrinter"** />

</bean>

<bean id=**"csvPrinter"** **class**=**"com.java2s.common.CSVPrinter"** />

<bean id=**"jsonPrinter"** **class**=**"com.java2s.common.JSONPrinter"** />

</beans>

The following two bean tags declared two Java Beans in Spring configuration xml file.

After the declaration we can use the id value to reference the Java Beans.

<bean id=**"csvPrinter"** **class**=**"com.java2s.common.CSVPrinter"** />

<bean id=**"jsonPrinter"** **class**=**"com.java2s.common.JSONPrinter"** />

The following xml bean tag declared the OutputHelper and inject the dependency via setter injection by using property tag.

<bean id=**"outputHelper"** **class**=**"com.java2s.common.OutputHelper"**>

<property name=**"outputGenerator"** ref=**"csvPrinter"** />

</bean>

In the code above we just injected a 'com.java2s.common.CSVPrinter' bean into 'OutputHelper' object via a setter method setOutputGenerator.

 

## Load configuration and Run

The following code shows how to use load the configuration and run it.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext(

**"SpringBeans.xml"**);

OutputHelper output = (OutputHelper)context.getBean(**"outputHelper"**);

output.print();

}

}

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/L/LOAD_CONFIGURATION_AND_RUN__E30DD0CD237BF74B6108.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAC4ElEQVR42u3c23IqIRBAUf//b5Mf8JzKQ8pyoLtB5qJZu/JglIGGib3lEm93AAAuxs0QAADICQAAcgIAkBMAAOQEACAnAADICQBATgAAkBMAAOQEACAnAADICQBATgAAkBMAgJwAACAnAAA5rajlh9GXlpTHHncNAK4up1vIY4Fz5dQMbI9sHvf3RM007w45AfhYOfXS2e/j09PcNoDlIW37PirdJTHsF+HewQPA35JTr/WFITWbGOr18XJaeF/ICcDl5FTUwFn5K15RPKCJSitLxietZCc5Wf1Dne+vr/8/xgGXk9N2t6P5az3dj5aPI9/G+TT5G1Vvr+O9th6fia9KKxmVU6/1Ykd696U3FN5a5HRW6wRJTvdeqgoyXTytGS1fTIXFpciJJpq9jl+Kj5MUK6l7veLmnqrTgQoq9NbCWVriJ3IaSItDIpku/0rYQSVr5TRdsiin3gSrOK8qvhT7DDheTk1XGRlympk0FNN9vXwla3+8nOqvLgl+6EYAB5jp0U8Gh5xmPnfX16aW7zltV6Xmkj45kRPICZ8gp6F0P512e5OhXoKeWxhcopw3ldN2xklOO6Xdp02U5rZKc8dl10vigNNe1J9PC89F0lNaEPlEgeboNYPB+ct6gTnmygeZN308lFLTCUR6AOG39SEr9Co5Xk7xET5y2ltR6TPHX5Km6TQd9xL0UCXF6VRQZ1pDMcjA/bHy/ZHPyynYbA+OfqWnwuLFt6HvCkrPArz+v7rpee6mS2Lr9CZkaSXFu9MbgaHblM44r/mtTuR0pJwCkYy2koohTegTna247Smquds0Ggk54cBBl8QxtbgXfE4/5ZKd5PR6Qi+aY2JJMA5glZtBTuSE95s8Pa4RBXn2mEsqab2yiBdPSiqVVNTyyn5VpQA5kRM5gZzeRk7bfZcJOaWVpG6rH6kgJ3L6u2biJ8zJabuyFOfivS9Js3aarysNFSu5l3fFJuZe5HQw/wD6c4JgIXzC1QAAAABJRU5ErkJggg==)   
  
[Download Java2s\_Spring\_Setter\_Injection.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Setter_Injection.zip)

# Spring Tutorial - Spring Constructor Injection

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0050__Spring_Setter_Injection.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0070__Spring_Ref_Bean.htm)

We can inject dependency via a constructor.

Constructor Dependency Injection occurs when a Java Beans's dependencies are provided to it in its constructor(s).

The Java Bean declares a constructor or a set of constructors, taking its dependencies from parameters, and the IoC container passes the dependencies to the Java Bean when instantiation occurs.

## Example

Suppose we have the following interface and Java beans defined.

package com.java2s.common;

**public** **interface** Printer

{

**public** void print();

}

After that we would create CSV printer which will output data in CSV format. The CSV printer implements the Printer interface.

package com.java2s.common;

**public** **class** CSVPrinter **implements** Printer

{

**public** void print(){

System.out.println(**"Csv Output Printer"**);

}

}

Then it is time to create JSON printer which will output message in JSON format. The JSON printer also implements the Printer interface.

package com.java2s.common;

**public** **class** JSONPrinter **implements** Printer

{

**public** void print(){

System.out.println(**"Json Output Printer"**);

}

}

A helper class with a constructor.

package com.java2s.common;

**public** **class** OutputHelper

{

Printer outputGenerator;

**public** OutputHelper(){

}

**public** OutputHelper(Printer p){

this.outputGenerator = p;

}

**public** void print(){

outputGenerator.print();

}

}

The following Spring bean configuration file declares the beans and set the dependency via constructor injection by using constructor-arg tag.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"outputHelper"** **class**=**"com.java2s.common.OutputHelper"**>

<constructor-arg>

<bean **class**=**"com.java2s.common.CSVPrinter"** />

</constructor-arg>

</bean>

<bean id=**"csvPrinter"** **class**=**"com.java2s.common.CSVPrinter"** />

<bean id=**"jsonPrinter"** **class**=**"com.java2s.common.JSONPrinter"** />

</beans>

 

## Load configuration and Run

The following code shows how to load the Spring configuration file and run the application.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext(

**"SpringBeans.xml"**);

OutputHelper output = (OutputHelper)context.getBean(**"outputHelper"**);

output.print();

}

}

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/L/LOAD_CONFIGURATION_AND_RUN__E4B7C0AF6FDAE52F42ED.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAC80lEQVR42u3cUW7jMAwA0dz/tsUeIAtsgUUaxxJJ0a2dvkE/itglZaXgmLKS2x0AgJNxMwUAAHICAICcAADkBAAAOQEAyAkAAHICAJATAADkBAAAOQEAyAkAAHICAJATAADkBAAgJwAAyAkA9vj48/H5YyrICdXJ/Yd5AMjpceT82iyn21c+Xzmimj+mOJVmtpATQE4FLfFTm5y2dba98j4FzMZvGcw4yOIIjx48gGuZiZ9W5bRXhRtL6ssUqer//XJq9BM5Ab+qz+OnBjkN6m9j3zBIEcnSIolpkIPkZPUPeGM5BTsqc9Upp+1pj4+jnh7MDJ7TROQ0iPbyYdj0r6ZBsnLayx68kJdrhi9XEckMuFDbFOmryOkoOT3V0EEpX+mcBo989sr9ngwi8afjjCQdq3o6UYOA/neB67ZNWz+ZrqPkNG2JBkF65VQ+MyinvQYr2FcFD419BuCduityOlZO0+r8HnKKH20ZfOqNwFuWrZeLP8F9X/GtYmcI2LJcVr6K8TmFLC1y2qao5cqONnuB23PKc9sppz0/BZehyImcEK9Nhcq+54xzBlyfjUjpj9THcWFt6X5S2WuJsnHG9xlBfa7ftTRvJd8r0LWFwRblXFRO246TnPipfOt9uYC1e/+gS+LibMlSk1P29VT8lODHh7Zvyrh/imty6UO4099TJXXaQEw3IPzPnrLCXpDvl9N4Cx85kVOhmVhxyQ8GLMxG9vXg0ZYsLW1TQU6RVbXskLIBC/1uTk734Wbr8Sbs1Adpp6H2dlRH9menggwGNoi5N4b45r29/umE3+qE8zdP5aL84wHJad3l2QuPPwDrneRVOV0IRRzkRE6LXV3qNr8gp5oGCqugWTkFV1bJiZyAeQ1NVdhLBKzV3NSC0tQ36+9OzUz3ju+PqA2JnMgJ6Kk1g9IfLDSnDbheQ8tLVfHN08Es2eD35d3qR8jpXloPJKcvZuIn/AY5vdy8u+KSUwVsqXRZmdWuNCunWtN8hGxOK6e/vFVyc2a2XO4AAAAASUVORK5CYII=)   
  
[Download Java2s\_Spring\_Constructor\_Injection.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Constructor_Injection.zip)

 

## Constructor injection type ambiguities

The following Employee class has two constructor methods. Both of them accept 3 arguments with different data type.

package com.java2s.common;

**public** **class** Employee

{

**private** String name;

**private** String address;

**private** int age;

**public** Employee(String name, String address, int age) {

this.name = name;

this.address = address;

this.age = age;

}

**public** Employee(String name, int age, String address) {

this.name = name;

this.age = age;

this.address = address;

}

**public** String toString(){

return **" name : "** +name + **" address : "** + address + **" age : "** + age;

}

}

The first one has the following parameters

**public** Employee(String name, String address, int age)

The second one is defined as follows.

**public** Employee(String name, int age, String address)

The age and address switched position.

When creating the Employee object in the Spring configuration xml file we useconstructor-arg tag to provide values for the parameter in the constructor.

In the following Spring bean configuration file, we passed in 'java2s' for name, '1000' for address and '28' for age.

<myPreCode>

<beans ...

<bean id=**"myEmployee"** **class**=**"com.java2s.common.Employee"**>

<constructor-arg>

<value>java2s</value>

</constructor-arg>

<constructor-arg>

<value>1000</value>

</constructor-arg>

<constructor-arg>

<value>28</value>

</constructor-arg>

</bean>

</beans>

Here is the code to run the configuration we set above.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"Spring-Employee.xml"**});

Employee cust = (Employee)context.getBean(**"myEmployee"**);

System.out.println(cust);

}

}

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/C/CONSTRUCTOR_INJECTION_TYPE_AMBIGUITIES__2D54E3886936DC0D1D33.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADcElEQVR42u2c227cMAwF9///NkXflaJFgWAtHR1Ssqy1Z5CH7sW2RG84IaXuqwAAAGzGixAAAAByAgAAQE4AAICcAAAAkBMAACAnAAAA5AQAAMgJAAAAOQEAACAnAABATgAAAMgJAACQEwAAAHICAADkBAAAgJwAAAA5ff4c/nK/wX/0vAAAkNNZSfz1g1PPH3rpwiBXh3R2lM7WfzT+O08WADk9IDT/s88CP21eOYlQHB/upiXtmGqccy8BAHJal47XFGc7y0mEQuTu/Ssn4dTcS/D16/efH+IAyOn6BPeQyul+chL1X+4luFxO/66OIB8kp7c+RjUZtX5p317qLlrk3FC9evW6rZF0V03MibfmJZKj2ThqvT96U8Zd6OduPyAjCzzmRZHT7aX49kNYbi6nVloX/zZNcOyN5PJmdHj6uk4LyOztOEnN9PpbSH+etnqt6hxDA9Yfiag//FtzvJvj9SVyeoKcqq4iMk+pnKIpxj/D4HavxDBCf/vnmle5UfkDa4XOnML0FllIEiFRDW5IQU6PMhNyQk5u+TLYCBrPmF05dSuAwc3TfnAScjJbZ7N2e+vgjAdk+mcDOT1QToWtGcip9BZILpGTXp4RstHdv4SfosGZIqfz/DReU4pbk1bdzeR0XDhpraZUF1oWHNUdvJiRnql4f3QxSY+kpTR9O8z7JUYyZWrIaXVbT5tgSgOtyO0DraFGs/P6tl5obCO90+PDhDLFTPVej7ltvbLxVnKRWEXRsPIoP4l3HzoD0CcxY9idta7JnJgI64i/D2hFbiqnclhaCOWXnJxCh7fWdczSyqntnH0l3cWeUzdE6FCY+VrEudsAnL4houz9n3BbdUYoOZ56lDNs58wJfTpJvOsz5wyOe9I3znwSORUnO5TeLu1q/uqeoZy5ldxs0708oi2y7hnM9Od8ddB4T89ZxPJ3rvsBMU+e+Gx0t1Rs+/VFyGlETjmfReUhmnjp2hQ5xSqnD5gD69K3uIObf0ffSqp5sJscVx7l53TdxKtmc6d/6JdNZdKSlfkG5ISckNN9zNR95uF+8oWx8ig/Zb9tuEhUJN2TmIebikJOyGmOk8hld5ITd7MljNaTVx3lpOxEpnbeYIpBKwo5IafTe0HcxXvUvtzNVqGgn7zqqERedkqrqPCcsqmlqEQJiJyW8Q04uciAeTCA7gAAAABJRU5ErkJggg==)

From the result string we can see that the second constructor is called rather than the first constructor.

Spring converts the argument '1000' to int, and then calls take the second constructor, even we passed in the value as a String type.

If Spring cannot find the proper constructor to use, it will prompt following error message

constructor arguments specified but no matching constructor

found in bean **'myEmployee'** (hint: specify index **and**/**or**

type arguments **for** simple parameters to avoid type ambiguities)

In order to match the parameter type in the constructor, we can specify the data type for constructor, via type attribute in the constructor-arg tag.

<beans ...

<bean id=**"myEmployee"** **class**=**"com.java2s.common.Employee"**>

<constructor-arg type=**"java.lang.String"**>

<value>java2s</value>

</constructor-arg>

<constructor-arg type=**"java.lang.String"**>

<value>1000</value>

</constructor-arg>

<constructor-arg type=**"int"**>

<value>28</value>

</constructor-arg>

</bean>

</beans>

Run it again.

![http://www.java2s.com/Tutorials/JavaImage/myResult/C/CONSTRUCTOR_INJECTION_TYPE_AMBIGUITIES__38374C8CDEB77026778C.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADTklEQVR42u2ca27jMAwGc//TbrEH8BZdIChii/xIPSzJM+iPbRzbejiciGL3dQAAAEzGiyEAAADkBAAAgJwAAAA5AQAAICcAAEBOAAAAyAkAAJATAAAAcgIAAEBOAACAnAAAAJATAAAgJwAAAOQEAADICQAAADkBAAByWr8PP+zX+KX7BQCAnHoF8dcvul4/dGhaj0Y7MmEf3Xnv/UgAwD5y6hehBsTQJVZOdkR+v35+Q+7QtPN+/pWPCQByuidCjVmcTS4nuz1GvM4dmnPeDb8CAHKaKy4jJ2NtkTs07bwjpxxff/98/zAO0F5OH+mXy89nKdZ8HHLz+Dk3XN798r6llrgbCWLHS/0yYrqY7yq9PzopNS68S06lltfsZole0bsAM8vpfxveP0zKDnIqhXXj36IJzomUXNyMNs++r5K5ElNSSiwWvf4xpL8ve3mvyz6GGjyPnPTJtYclLaeo9mBOO55/GJl9Vk7RYKFfobICKtGM0NfhXD4n1yq9YaWhE7uwSlov+rw1eaLc/uKndddtyOkRclKWLwNyI2KqsCQn90txZYTSBychJzEJ1jtYd03rVS6Ra/prvIKfljCTvZZiiHaWk71Bcouc7O0ZQzZ29i/hp+jgNJFTPz/du+d0mAnh5s5otYCGCeV0UKZBWk9P69kmaJJAO8zygVJTowFrfFov1Lbmcjo6l5K742NXiKSfqPOvyGnvdB8gJyvE5Lavo3IKnV7a1xGXVsraTqkrcfc/7iqIODr/Ea4xO24CsLLExt3P62qmy9370q5+ac9/zIkJDRi1CaVD7osh2dj3tVddel9Cb3OH92nVHLFqPbtK+/Ij7V7h6FlKLqbpXhrRFJl7BTFqK/+bTn1OLxSv3WZUHnLv7s5yrrP2vB9jCyJKkch9cfyJbjg2sm1GFLbTdDWVDsqlEpJTBspVbOmbQaKbm6+cFugD2ZVnrvrbFeatlX0SA/fgExuGb+WOOV+WWp6Tk1IKqKyTEiOPnJATzDvp7ivbyElZIojv6Xfi6nKK9k60jl4xiJz2kZNRfQdPk9PGz8BlsFMi4PgTQ0HcNl/ijvoeWPrcqCGUXSjktK2cMNOT/fSEZ2BXOX1UH6Tl5F5HXA9FayuQU2/+Aa9rzkGZCfciAAAAAElFTkSuQmCC)

# Spring Tutorial - Spring Ref Bean

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0060__Spring_Constructor_Injection.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0080__Spring_Bean_Properties.htm)

In a big project we may have several Spring configuration files. One Java bean is defined in one Spring xml configuration file can be referenced in another configuration file viaref tag.

The ref tag has the following syntax.

<ref bean=**"someBean"**/>

In the following Spring-Output.xml file we created two Java Beans and gave them id.

<beans ...

<bean id=**"CSVPrinter"** **class**=**"com.java2s.output.impl.CSVPrinter"** />

<bean id=**"JSONPrinter"** **class**=**"com.java2s.output.impl.JSONPrinter"** />

</beans>

In the following Spring-Common.xml file we defined a com.java2s.output.PrinterHelper Java Bean and gave it id as PrinterHelper. In order to inject the CSVPrinter defined in the Spring-Output.xml file we have to use ref tag to include it.

<beans ...

<bean id=**"PrinterHelper"** **class**=**"com.java2s.output.PrinterHelper"**>

<property name=**"outputGenerator"** >

<ref bean=**"CSVPrinter"**/>

</property>

</bean>

</beans>

 

## Reference Local Bean

To reference bean we defined in the same xml file we can use ref tag with localattribute.

It has the following format.

<ref local=**"someBean"**/>

In the following xml code, the bean "PrinterHelper" declared in 'Spring-Common.xml' can access "CSVPrinter" or "JSONPrinter" which are defined in the same file with ref local.

<beans ...

<bean id=**"PrinterHelper"** **class**=**"com.java2s.output.PrinterHelper"**>

<property name=**"outputGenerator"** >

<ref local=**"CSVPrinter"**/>

</property>

</bean>

<bean id=**"CSVPrinter"** **class**=**"com.java2s.output.impl.CSVPrinter"** />

<bean id=**"JSONPrinter"** **class**=**"com.java2s.output.impl.JSONPrinter"** />

</beans>

By using ref local we increase the readability of the xml configuration file.

# Spring Tutorial - Spring Bean Properties

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0070__Spring_Ref_Bean.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0090__Spring_Multiple_Configuration_File.htm)

We can fill data to a Java Bean defined in the Spring configuration xml in several ways.

The following sections show to inject value to the name and type properties defined in the MyClass.

**package** com.java2s.common

**public** **class** MyClass {

**private** String name;

**private** String type;

**public** String getName() {

**return** name;/\* w ww . j av a 2 s . co m\*/

}

**public** **void** setName(String name) {

this.name = name;

}

**public** String getType() {

**return** type;

}

**public** **void** setType(String type) {

this.type = type;

}

}

 

## property tag and value tag

The following code shows how to inject value within a 'value' tag and enclosed with 'property' tag.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"myClass"** **class**=**"com.java2s.common.MyClass"**>

<property name=**"name"**>

<value>java2s</value>

</property>

<property name=**"type"**>

<value>txt</value>

</property>

</bean>

</beans>

After loading the myClass from Spring configuration xml file the name and type properties are set to java2s and txt respectively.

 

## Shortcut property tag

We can use shortcut property tag to fill value to Java bean properties in the following way.

The property tag can have a value attribute. We put our value there.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"MyClass"** **class**=**"com.java2s.common.MyClass"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"type"** value=**"txt"** />

</bean>

</beans>

 

## "p" schema

We can even fill the properties when declaring the Java Bean in the bean tag.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:p=**"http://www.springframework.org/schema/p"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"MyClass"** **class**=**"com.java2s.common.MyClass"**

p:name=**"java2s"** p:type=**"txt"** />

</beans>

In order to use the p schema we have to declare thexmlns:p="http://www.springframework.org/schema/p in the Spring XML bean configuration file.

# Spring Tutorial - Spring Multiple Configuration File

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0080__Spring_Bean_Properties.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0100__Spring_Inner_Bean_Inject.htm)

In a large project, we may have more than one Spring's bean configuration files. Put every single bean definition in a single file is hard to maintain. And they may be stored in different folder structures.

For example, we may have a Spring-Common.xml in common folder, a Spring-Connection.xml in connection folder, and a Spring-ModuleA.xml in ModuleA folder.

## Load one by one

One way to load the configuration files is to load them one by one.

For example, we put all above three xml files in classpath

project-classpath/Spring-Common.xml

project-classpath/Spring-Connection.xml

project-classpath/Spring-ModuleA.xml

Then we can use the following code to load multiple Spring bean configuration files.

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"Spring-Common.xml"**,

**"Spring-Connection.xml"**,**"Spring-ModuleA.xml"**});

The code above pass in all file names one by one to theClassPathXmlApplicationContext. The problem is that we have to change the code if we need to add new file name.

 

## import xml file

Spring allows us to organize all Spring bean configuration files into a single XML file.

In order to host all configuration file we created a new Spring-All-Module.xml file, and import the other Spring bean files.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<import resource=**"common/Spring-Common.xml"**/>

<import resource=**"connection/Spring-Connection.xml"**/>

<import resource=**"moduleA/Spring-ModuleA.xml"**/>

</beans>

Put this file under project classpath.

project-classpath/Spring-All-Module.xml

We can load a single xml file like this :

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**"Spring-All-Module.xml"**);

# Spring Tutorial - Spring Inner Bean Inject

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0090__Spring_Multiple_Configuration_File.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0110__Spring_Bean_Scope.htm)

The following sections show how to use Spring inner bean.

## Inner Java Beans

In the following we have the Customer bean. In the customer object we have a custom object Person.

package com.java2s.common;

**public** **class** Customer

{

**private** Person person;

**public** Customer() {

}

**public** Customer(Person person) {

this.person = person;

}

**public** void setPerson(Person person) {

this.person = person;

}

@Override

**public** String toString() {

return **"Customer [person="** + person + **"]"**;

}

}

Here is the definition for Person class.

package com.java2s.common;

**public** **class** Person

{

**private** String name;

**private** String address;

**private** int age;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** String getAddress() {

return address;

}

**public** void setAddress(String address) {

this.address = address;

}

**public** int getAge() {

return age;

}

**public** void setAge(int age) {

this.age = age;

}

@Override

**public** String toString() {

return **"Person [address="** + address + **",age="** + age + **", name="** + name + **"]"**;

}

}

 

## Reference Inner Java Beans

One way to inject Person Java bean to Customer bean is to use ref attribute as follows.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"person"** ref=**"PersonBean"** />

</bean>

<bean id=**"PersonBean"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address1"** />

<property name=**"age"** value=**"28"** />

</bean>

</beans>

[Download Java2s\_Spring\_Ref\_Attr.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Ref_Attr.zip)

The Person bean is defined in the same level with Customer bean and we use ref attribute to reference the Person bean.

If the Person bean is only used in Customer bean we can nest the definition of Person bean inside the Customer bean.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"person"**>

<bean **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address1"** />

<property name=**"age"** value=**"28"** />

</bean>

</property>

</bean>

</beans>

[Download Java\_Spring\_Nest\_Bean.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java_Spring_Nest_Bean.zip)

The following xml code shows how to use inner bean for constructor injection.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<constructor-arg>

<bean **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address1"** />

<property name=**"age"** value=**"28"** />

</bean>

</constructor-arg>

</bean>

</beans>

[Download Java2s\_Spring\_Inner\_Bean\_Constructor.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Inner_Bean_Constructor.zip)

The following code shows how to run the configuration above.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"SpringBeans.xml"**});

Customer cust = (Customer)context.getBean(**"CustomerBean"**);

System.out.println(cust);

}

}

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/R/REFERENCE_INNER_JAVA_BEANS__C50F5C0E60C0ECB48917.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAEWklEQVR42u2d0a7jKgxF+/9/O3c+IHOlSlUVsNk20BCyluZhTk7SGGO8wVCd1wEAALAYL1wAAACIEwAAAOIEAACIEwAAAOIEAACIEwAAAOIEAACIEwAAAOIEAACAOAEAAOIEAACAOAEAAOIEAACAOAEAAOIEAACAOAEAAOL0eBd8gTdWc7LzyC267O72w9QYuHYMLp76Xrm2vRuzx9C6dY54GezhZKc5t5hPrGD/yl5yInanKeO8ViS8VN58e3Ea3qR13LHBADg1YcEWpU1i5bRrSaCcvzvxzPIr5MAHiZMz+0Oc1mzCao1CnK6yf9mVtGXkjbLnmg58kDj5o2uDAYM4IU6I0zpeQpym9vJTxKm6qLQW6d87VdWCQ3VxWj7lr2SdEoFf/VdeGn2LVVfJtdTZW1IC7pc2i1HU3HJQese/32+LHqWO29e0vzP1hMLAzwPKnqhT1sttqET9ls4wieGpBFL05ILY2MeJUzO2ypVW1UFWXDb7zPkQ5QSHmKSib7GK5qGW5uZNint/bLM/JMR8Yf3K6mXL7Gq7ovWAu9jfeULS/79j6n9//v7/L1ekOlIHRqyAfFviTAV6Moxule7b5qBTqnx6PDxanEITJXHY+7kylOWbvZV7S+cMMSFOzdnuhTbr4pR7XU+r52XwFeyfKk5K+OUyTO7Tvu//CNK3OL31cmyGmRQq6XTaMxKfKE56BHSGTros2VlkiNYQErPvUFlP8cA8mxNbL5OSu1iw8istovYvZf+Q1JOe9Ucd6KwDcjJQrpbeVz4XR2WY9PD0B1ro6we5gjniJNV/thSnaMP7V0794jTPZn1jZnZyT+R3cYdjTft79pz8utYo/RuYPb+XR5bDrRLf2N0vJZ8410NbmIldw03ESSl0KknqN+Lk1+sHlvX0tywiTtfafGFZT0+CR/bU08r2DyzrNXUxtGln7ZRMEqfm/lN67I8KlaN17OhofQMsFw97fglXqeM1jxLo9dbQEm2UODU3A0T/hCrLY8VpBZs7D0QoBzqaJRenjbMPRFxof0KDnWQaCjCxZqgs1nNFgrHilGtmQpxCj+tBsq04NTvGGmnR1aV4ulefxCVOOTdDUHmL6CulpaERHto/+JnNYr1erGOcftVjdrqmN8n+z9bIaYOkvOJfrJp3WlKUrytv8I/XO66untarGlw1pnrdslwMSH9/6PTSZqhU/VZyOpfh98v75tMHWu5qht/+e07bw5f+LnEyOOnMyezOxeiD5WGB5oPKZMhK2eWPZRa2zLAsd56yfNs0Se8jsWtKiS0dVe1HpXM3TnfkC8QJcVpUn8SLuQdP3aE8+DkIp5RAQ+lbb+NJmUKikvOe0juW8JTBrzdZvIg4IU6AOF28eMotR6oXv0tJ+oMncfI7dJI4lZZ3ipPvT3HeUG1vdd/dlzHECXE6rErFwZ93+omTIVE4si7+8kG9H5uZVKwlimqh3JZ+NqoQ1S9Udcp2vzjd7u85/QOMdKntxAcfdgAAAABJRU5ErkJggg==)

# Spring Tutorial - Spring Bean Scope

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0100__Spring_Inner_Bean_Inject.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0120__Spring_List_Properties.htm)

When defining Java bean in Spring xml configuration or using the Spring annotation we can mark a Java bean as singleton or prototype.

If a Java bean is marked as singleton, each time we call to get the bean we get the same instance.

If a Java bean is marked as prototype, each time we will get a new instance.

## Java Bean

The following code defines a Java bean with a String type property.

package com.java2s.common;

**public** **class** MyService

{

String message;

**public** String getMessage() {

return message;

}

**public** void setMessage(String message) {

this.message = message;

}

}

 

## Singleton

If no bean scope is specified in bean configuration file, default to singleton.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"customerService"**

**class**=**"com.java2s.common.MyService"** />

</beans>

Here is the code to run the xml configuration defined above.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"SpringBeans.xml"**});

MyService customerA = (MyService)context.getBean(**"customerService"**);

customerA.setMessage(**"Message by customerA"**);

System.out.println(**"Message : "** + customerA.getMessage());

//retrieve it again

MyService custB = (MyService)context.getBean(**"customerService"**);

System.out.println(**"Message : "** + custB.getMessage());

}

}

Output

Message : Message by customerA

Message : Message by customerA

The code above get MyService twice from the ApplicationContext. And it sets a String value for the message after the first call.

From the output we can see that both getMessage() call return the same message, which means the ApplicationContext uses one copy of the MyService.

If a bean is a singleton scope in Spring IoC container, getBean() will always return the same instance.

[Download Java2s\_Spring\_Singleton\_Scope.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Singleton_Scope.zip)

 

## Prototype

To get a new 'customerService' bean instance every time we call getBean(), use prototype scope.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"customerService"** **class**=**"com.java2s.common.MyService"**

scope=**"prototype"**/>

</beans>

Run it again

![http://www.java2s.com/Tutorials/JavaImage/myResult/P/PROTOTYPE__C6AB86DFF5EA68B163E6.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAF4ElEQVR42u3d3XLbNhBAYb//6yb3zEw747QWuVgsQAqkvjO5qEUZP1S9hwtAwNcGAMBifLkFAAByAgCAnAAA5AQAADkBAMgJAAByAgCQEwAA5AQAADkBAMgJAAByAgCQEwAA5AQAICcAAMgJAEBOeNDH+Q/uA4CHy+nrP4y8Z/2A/oA+3vpTuODmuAnA0zKnIOo9JiA+o4+rtXORxtA2QE7kRE7kBOAqOe0GvqPXbyqnB/RxqXYu0pgn/V+KXX79/v3vP7eCnNp/9rvPqrszN/kXB/Ob5tUn9fHHO1/ryk+zZX58reLr/2RuWqaWuPbgE+Qnclq//Sw7R07B3/zupaPfbf5W8N+v5QQBqCCnm/YxCPS7XTi6G0Hbkh1P3rSMCINCXr1ITuR0XzPxU7ecjuJR8AQdB8fMi11BfGRq4Rl9jP2RlFOmPc3C4/fnS07ehyDXXHPMEwjMxE8nyil4qM8MbTWfoDOB6Ww5LdjHrijfO/6ZdMYFcupt8/izC3BNwsdPRTlt4XB/ftApOR8TD+nMfSJ+Rh/fJadgdO6NckpmscC75JRJp8hpcuAOgmB5mKsZ+pth9/F9bEo0kz0k57q6+jh9WC9uGznhpmZ69RM5ZQP37o/BirW5iwWa8XRwQcST+phfYZisKxjHay5YiHtaGA/MLPcodx94r5w26+O7ti86elxNrhiuLacOVif35gTJaYlb93FL7LSUDM3NBjTnnJKpW3AH8nlk85Wk3YF17EVOt2ruB0xun91HcfnWoWp3wCe53CteG7Zggb33p+sG5u9z3JFaRVPktFvReI3JZvf2NF798frmO8WpzKTCA8x0ah+Z6TGKKgeXo1C7ZoHj8TReFDdS5mBFI3LqCvQFtWc+o+TnfmTQ5hPAjeX01LTppD4azvqE0Z5C3F+/wCnJUFdLRuQ0a4CucJcmVpSRTeZXdj+jWKvfV288rPfU6HNSH5npo+QUvOF2BY7ck8FLU3pdHqXs1e2WGN4cb3btySOfUv8NWf7agTvKqZaadD0jL1Lg9XIa6fVEOU1MqgpF1UYpe/Ot4Co5Ac9MnvJha/0C3yinZOpwvZym2H1uSkdOADlVJvMHR2PeWOBgxCwkoHGcnVtRrzBmbSFRa1jt68PkdCnT9/cDBsPE95Ryb1Rdv8ApQfbHxPt5cuqqqJDKTFmwfoacttJ4YEVOmcn5z/xiY3A4BbCgnJIPvMsWOOWJvjZC9WP5Wa9dzpDTFEXdW06vgTh/SeYEnC2no7jZG1XXL7AcNGuzIIVGjlRUMNO4n8iJnIArkqcg9PeORK1ZYCFoDq5T2P3q6MQ2DJrpSFFny6mQNJ8op63zCHNyAq6UU/KLjbcucG7KUpjen746cYqZeuVRkM2j5NTc6rTw4mAOl9nMO3Ne+HkHHgLloByH5t5otWyBF8sp2cjxTTF6h+OmJEP5JYu9fbluKXnzTLyjTXemHydRO9cnvpQ5G6KZLZETlpVTbZxnzQLfKKeRb+wO7umQXzkyfaSudwe/98hp6znCPHPizjZwKN/R+Qg1SdTOwSMnLCKnwfh7owJnBcTa9tuFN2S27ekd7jvpAxr/uvFW3WDwUjllEpSttQw9mdCMi4Gc8IDkaUroX7DA8aGk4PE/syKjtui8WVHzwJGydGsfQabqrbQn7BVy2tJHmAcOyM85xWOJmRrJCZ8gp9rVuxQ4K3GJT20YaUChoryZeqU7KNeuvTNep6PK+Vlx49eCnIJzx8tDeVv6XFRywkf5qXz1FgWOyCmOjF0jeyNDZBPNFOdeI/nuGYcNNvsVXO2W0+6P8QHku4aLX2wuqQhyst4FEb0GCs4pFyiB1cY2cVM6ti86mm3KZDNbdcn47i5BvavMY38EtbyWHDSGnwBywkVyWq65ZACAnMhpNTM1XwHwmXJyH8hpFTkxEwByIqdV/GRAD/hwD806awPkBAAz5ZTZKRzkBABv8BMtkRMAAOQEACAnAADICQAAcgIAkBMAAOQEACAnAABO4w8cA4ugeNXvmAAAAABJRU5ErkJggg==)

From the output we can see that the second call to thecontext.getBean("customerService"); we got a new instance of MyService.

[Download Java2s\_Spring\_Prototype\_Scope.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Prototype_Scope.zip)

## Bean scopes annotation

The following code shows how to use the annotation to mark the bean scope.

package com.java2s.common;

import org.springframework.context.annotation.Scope;

import org.springframework.stereotype.Service;

@Service

@Scope(**"prototype"**)

**public** **class** MyService {

String message;

**public** String getMessage() {

return message;

}

**public** void setMessage(String message) {

this.message = message;

}

}

The following code shows how to enable auto component scanning.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:context=**"http://www.springframework.org/schema/context"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:component-scan base-package=**"com.java2s.common"** />

</beans>

Here is the new App.java class to run the configuration above. The customerService is changed to myService. Spring automatically creates a bean name from the class name by lower case the first letter.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"SpringBeans.xml"**});

MyService customerA = (MyService)context.getBean(**"myService"**);

customerA.setMessage(**"Message by customerA"**);

System.out.println(**"Message : "** + customerA.getMessage());

//retrieve it again

MyService custB = (MyService)context.getBean(**"myService"**);

System.out.println(**"Message : "** + custB.getMessage());

}

}

Run it again

![http://www.java2s.com/Tutorials/JavaImage/myResult/B/BEAN_SCOPES_ANNOTATION__C6AB86DFF5EA68B163E6.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAE7UlEQVR42u3dW5KbMBBAUe9/t6lZAEklVZPEQKslBBbi3JqPGBv08ExfWlLQawEAYDBeugAAQE4AAJATAICcAAAgJwAAOQEAQE4AAHICAICcAAAgJwAAOQEAQE4AAHICAICcAADkBAAAOQEAyAkTfZ2/0Q8AJpfT6x+OfGb8gD5BG2/9LVzQOToBmC1zCqLeNAFxjjaOVs9BKkPbADmREzmRE4Cr5LQZ+PaO31ROE7RxqHoOUpmZfksBcjoauDfvVTdnbvIHD+Y3xXdnauPbJ9dl5afZMi/XRbz+J9NpmVLi0oNvkJ+Ap8gp+JvffGvv3OJZwb/X1wkCUIOcbtrGINBvNmGvN4K6JRue7LSMCIOLrL1ITsCD5LQXj4I76Dg4Zg5WBfEjUwtztDH2R1JOmfoULx5/Pn/lZD8EueZow4wAPimn4KY+M7RVvIPOBKaz5TRgG6uifO34Z9IZF8ipts7H710ADC2nJRzuzw86Jedj4iGdvnfEc7TxU3IKRuc+KKdkFgvgQXIKgmDzMFcx9BfD7vRtLEo0kz0k57qq2th9WC+uGzkBj5PT5stgxVrfxQLFeHpwQcRMbcyvMEyWFYzjFRcsxC1tGA/MLPdobj568fXj69ePfkB/OcUhOBjN77WcOlidXJsTJKclbt3GJfGkpWRoLlagOOeUTN2CHsjnkcUjSbtjPjn9qcP3jy9lqsxpoOo+YHL77DaKy3iaHdc/eoaczo2q88XZs9vITHhy3kZO5HRF4J41bTqpjYaz8DQzxbmULiKnzrF7+iB7UhuZCeS0l1GBnADg894iJ3IC0Bg93wag9mb19+b8rzmxQQPB2oS9t4oHq2QTlxtnXfm2VH2s2L0PXM1BTsDQfsqH+0+dWAzHb8fjZgbVqLpOXLfipRokl+moomL37gwamklOD846ez/fD2izQia8nnpix/CdKbHNl3s1b5NTZilgJk9q6Hly+htzkxv/PCo6B5tTAOclT23pyNkn3l1Ota1LWie/YpCcGjOnJ2zTLnPC+MnT94xIMQJef2JVEI/N11Bifg6s+dxaQ2RmociJnMgJ5DSQnN5WHzTLqXidZD5Uu7aCnAaS01K5hTk5Ad399DYxngncV56YCdANI1rJdKcog2Rtj4uHnIaWU/FRpw0HD+ZwmYd5Z/YLP2/DQyCIYpuxLBP+LjuxYwiOS6yN2g11zoxGxmWR08fklNn/u/t2Em37+sRvZfaGKGZL5ARyGlNODRNRHafKkr4kp0NyWmq2MM/suLMc2JRvb3+ENkm07YNHTrjSTw0rnq8/saOclpql2Evlkvf1fx7q1UVt9Sen6+SUSVCW0jL0ZEJzXAzkhFskT20B9IIT80urgyO1SVXxOsEjMIq1qqpGMFnVfdU4OW3LaUlvYR44ID/nFI8lZkokJ5DTOHJattbFJR/qE4thfZ3YTJsqqnpGxrqUYo6VeZhT8gkRT1DUWXIK9h1vHspb0vuikhMwrFaBU+S0+TLegHzTcPHB4pKKICerXRBRa6Bgn3K/TwA54Qo5xZoJViL0WjK++ZSg2lXmsT+CUtZXDirDTwA54dLMaaDqkgFwKznpBMwvp82ZKl8hMFqq1PAsCWAeOTETMKycDOjhQXJanro9BwCQEwAA5AQAADkBAMgJAAByAgCQEwAA5AQAICcAAMgJAEBOAACMxU8WltyytFwh9wAAAABJRU5ErkJggg==)   
  
[Download Java2s\_Spring\_Beans\_Scope\_Annotation.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Beans_Scope_Annotation.zip)

# Spring Tutorial - Spring List Properties

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0110__Spring_Bean_Scope.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0130__Spring_Set_Properties.htm)

We can fill value or a list of values to a Java bean defined in Spring xml configuration file.

The following sections shows how to fill data to List.

## Java Bean

In order to show how to use xml configuration file to fill collection properties, we defined a Customer object with four collection properties.

package com.java2s.common;

import java.util.ArrayList;

import java.util.List;

**public** **class** Customer

{

**private** List<Object> lists = **new** ArrayList<Object>();

**public** String toString(){

return lists.toString();

}

**public** List<Object> getLists() {

return lists;

}

**public** void setLists(List<Object> lists) {

this.lists = lists;

}

}

Person Java Bean

package com.java2s.common;

**public** **class** Person {

**private** String name;

**private** int age;

**private** String address;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** int getAge() {

return age;

}

**public** void setAge(int age) {

this.age = age;

}

**public** String getAddress() {

return address;

}

**public** void setAddress(String address) {

this.address = address;

}

@Override

**public** String toString() {

return **"Person [name="** + name + **", age="** + age + **", address="** + address

+ **"]"**;

}

}

 

## List

The following code shows how to fill data to a java.util.List typed property.

The code fills in three values. The first one is hard-coded value 1. The second one is a bean reference. We have to define PersonBean somewhere in order to use it here. The third one is a bean definition with property-setting.

...

<property name=**"lists"**>

<list>

<value>1</value>

<ref bean=**"PersonBean"** />

<bean **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2sList"** />

<property name=**"address"** value=**"address"** />

<property name=**"age"** value=**"28"** />

</bean>

</list>

</property>

...

 

## Example

Full Spring's bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<!-- java.util.List -->

<property name=**"lists"**>

<list>

<value>1</value>

<ref bean=**"PersonBean"** />

<bean **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2sList"** />

<property name=**"address"** value=**"address"** />

<property name=**"age"** value=**"28"** />

</bean>

</list>

</property>

</bean>

<bean id=**"PersonBean"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s1"** />

<property name=**"address"** value=**"address 1"** />

<property name=**"age"** value=**"28"** />

</bean>

</beans>

Here is the code to load and run the configuration.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Customer cust = (Customer)context.getBean(**"CustomerBean"**);

System.out.println(cust);

}

}

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/E/EXAMPLE__73EB0FFFF96C2701F4F9.PNG](data:image/png;base64,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)   
  
[Download Java2s\_Spring\_List\_Properties.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_List_Properties.zip)

 

## ListFactoryBean

ListFactoryBean class can create a concrete List collection class with ArrayList or LinkedList in Spring's bean configuration file. Then we can inject the created list object to our Java bean.

Here is the Java bean class.

package com.java2s.common;

import java.util.ArrayList;

import java.util.List;

**public** **class** Customer

{

**private** List<Object> lists = **new** ArrayList<Object>();

**public** String toString(){

return lists.toString();

}

**public** List<Object> getLists() {

return lists;

}

**public** void setLists(List<Object> lists) {

this.lists = lists;

}

}

Here is Spring's bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http:**//www.springframework.org/schema/beans**

http:**//www.springframework.org/schema/beans/spring-beans-2.5.xsd">**

/\*from w w w . ja va 2s . c o m\*/

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"lists"**>

<bean **class**=**"org.springframework.beans.factory.config.ListFactoryBean"**>

<property name=**"targetListClass"**>

<value>java.util.ArrayList</value>

</property>

<property name=**"sourceList"**>

<list>

<value>1</value>

<value>2</value>

<value>3</value>

</list>

</property>

</bean>

</property>

</bean>

</beans>

[Download Java2s\_Spring\_ListFactoryBean.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_ListFactoryBean.zip)

## util schema

We also can use util schema and <util:list> to fill data to a list.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:util=**"http://www.springframework.org/schema/util"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/util

http://www.springframework.org/schema/util/spring-util-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"lists"**>

<util:list list-**class**=**"java.util.ArrayList"**>

<value>1</value>

<value>2</value>

<value>3</value>

</util:list>

</property>

</bean>

</beans>

[Download Java2s\_Spring\_util\_List.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_util_List.zip)

Here is the code to run.

**package** com.java2s.common;

//from w w w . j a v a2s . co m

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext(

**"SpringBeans.xml"**);

Customer cust = (Customer) context.getBean(**"CustomerBean"**);

System.out.println(cust);

}

}

# Spring Tutorial - Spring Set Properties

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0120__Spring_List_Properties.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0140__Spring_Map_Properties.htm)

We can fill value or a list of values to a Java bean defined in Spring xml configuration file.

The following sections show how to fill data to Set.

## Java Bean

In order to show how to use xml configuration file to fill collection properties, we defined a Customer object with four collection properties.

package com.java2s.common;

import java.util.HashSet;

import java.util.Set;

**public** **class** Customer {

**private** Set<Object> sets = **new** HashSet<Object>();

**public** Set<Object> getSets() {

return sets;

}

**public** void setSets(Set<Object> sets) {

this.sets = sets;

}

**public** String toString() {

return sets.toString();

}

}

Person Java Bean

package com.java2s.common;

**public** **class** Person {

**private** String name;

**private** int age;

**private** String address;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** int getAge() {

return age;

}

**public** void setAge(int age) {

this.age = age;

}

**public** String getAddress() {

return address;

}

**public** void setAddress(String address) {

this.address = address;

}

@Override

**public** String toString() {

return **"Person [name="** + name + **", age="** + age + **", address="** + address

+ **"]"**;

}

}

 

## Set

The following code shows how to fill data to a java.util.Set typed property.

The code fills in three values. The first one is hard-coded value 1. The second one is a bean reference. We have to define PersonBean somewhere in order to use it here. The third one is a bean definition with property-setting.

...

<property name=**"sets"**>

<set>

<value>1</value>

<ref bean=**"PersonBean"** />

<bean **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2sSet"** />

<property name=**"address"** value=**"address"** />

<property name=**"age"** value=**"28"** />

</bean>

</set>

</property>

...

 

## Example

Full Spring's bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<!-- java.util.Set -->

<property name=**"sets"**>

<set>

<value>1</value>

<ref bean=**"PersonBean"** />

<bean **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2sSet"** />

<property name=**"address"** value=**"address"** />

<property name=**"age"** value=**"28"** />

</bean>

</set>

</property>

</bean>

<bean id=**"PersonBean"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s1"** />

<property name=**"address"** value=**"address 1"** />

<property name=**"age"** value=**"28"** />

</bean>

</beans>

Here is the code to load and run the configuration.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Customer cust = (Customer)context.getBean(**"CustomerBean"**);

System.out.println(cust);

}

}

Output

Customer [

sets=[

1,

Person [address=address 1, age=28, name=java2s1],

Person [address=address, age=28, name=java2sSet]]

]

[Download Java2s\_Spring\_Set\_Properties.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Set_Properties.zip)

 

## SetFactoryBean

SetFactoryBean class can create a concrete Set collection HashSet or TreeSet in Spring's bean configuration file.

The following code shows how to use SetFactoryBean.

Here is the Java bean class.

**package** com.java2s.common;

//from w ww .j a v a2s.c o m

**import** java.util.HashSet;

**import** java.util.Set;

**public** **class** Customer {

**private** Set<Object> sets = **new** HashSet<Object>();

**public** Set<Object> getSets() {

**return** sets;

}

**public** **void** setSets(Set<Object> sets) {

this.sets = sets;

}

**public** String toString() {

**return** sets.toString();

}

}

Here is the Spring's bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"sets"**>

<bean **class**=**"org.springframework.beans.factory.config.SetFactoryBean"**>

<property name=**"targetSetClass"**>

<value>java.util.HashSet</value>

</property>

<property name=**"sourceSet"**>

<list>

<value>1</value>

<value>2</value>

<value>3</value>

</list>

</property>

</bean>

</property>

</bean>

</beans>

[Download Java2s\_Spring\_SetFactoryBean.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_SetFactoryBean.zip)

## util schema

We also can use util schema and <util:set> to fill data to java.util.Set.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:util=**"http://www.springframework.org/schema/util"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/util

http://www.springframework.org/schema/util/spring-util-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"sets"**>

<util:set set-**class**=**"java.util.HashSet"**>

<value>1</value>

<value>2</value>

<value>3</value>

</util:set>

</property>

</bean>

</beans>

[Download Java2s\_Spring\_set\_util.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_set_util.zip)

Use the following code to run the application.

**package** com.java2s.common;

//from w w w. java 2 s . co m

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** **void** main( String[] args )

{

ApplicationContext context = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Customer cust = (Customer)context.getBean(**"CustomerBean"**);

System.out.println(cust);

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/U/UTIL_SCHEMA__24120E5135FB258F8E2F.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADuUlEQVR42u2d246cQAwF5///Nsq+d1YaacVmwD52GzBQpTwkk6Fp+lZ98bKvAQAA0IwXRQAAAMgJAAAAOQEAAHICAABATgAAgJwAAACQEwAAICcAAADkBAAAgJwAAAA5AQAAICcAAEBOAAAAyAkAAJATAAAAcgIAAOT0+CJY8MwMRLPXPMMzJbz3Q3UrtM9qPeXWD+xWUCmn12/en9xGTt0ykO5aM33SuOrzv9wvb9G2ig/IYVs5Gc++WoOT1apcVTLUIKf7yyk0NokJ3kZO85cvU1hdo0RzkrjQviQqJ+PpOlfxE8YyvYrFKdQelZJb0tXmEC4gJ2NKhZz2kFN6YJ18LuSEnDrIabWxISfkFGtDN1hrzy8Ba+VUlf6JcupW18gpV8XXklN5DuHCclp+wdhQsnert9L57+7uXey72+s//cjHCA3YihdwD2DS48V15WQU2hAOQuxa0EvYaC1iM1C+bK+S3WCTaDSKW7BbJVMiJ73EjFqOnki5owoD/UPlNLxTk8/pjzEzSnRUIxElgsOeprn5N7atJmfrk+fzJwZE6E/3meEttSutKDqw2rVp/H01EXHfLHQvveHp/VHsTcZ8QjGBOAgY/ciO0RALBDkhJ6mNKt93h343diDU5fRhV0x/j/VKrWaayylXy9E8JIRUMgiKaRoje6GcyldOMyWmb2CEejpyQk7SaHKAnNLbkmKXmNyoiW7rzWimdidwjzMnZQjWh7lQCef2eCf39MT0jZIRZy1nySlRYokpWqLuGOiRU2y8bisnJc9Rt6VLOLcUS+8EXlFOkysnpSUrKkqfOdmfb6XQU056iYV8jJyQU3hnJrpCP2Bbz87bzOgZSv8sOeVicE+R0/CiYPRayMnJrs3cllHux3fcHF56Wy+Rk6qeiJxuLqchRA0YsWqGzJTj0+g/S86cjMc0go5GRUCEMma5Y32iHHrKyV6YTgZE2KVUHhCRkFPucjd2dPwOPynJz0gFRPz9+vP9JzQlFXsicnqKnNxBwY5PVdp6KAbd3VpJ77TYV4mDaeLtDIly1s00tFMK976J/VIl9DnU0kb2/RduOsp54Sg9c7KLKPoyIaU/jo1YVjfEXHx9kVhiy0++5bQ6o020gUQrfdvxx5FwSTndtghavlsvtHd3zIW1769y5XSnKmYi37DAl1pCUcgJORVk4Hgz7SenyeM65AQzcmIJhZyQU1kGTjHT2OfNv/OxJJerYszUpHNtGQg5Iad2zZff56RnryTDysnZ/aqY7takWyGn/vwDdxnZoikIjNoAAAAASUVORK5CYII=)

# Spring Tutorial - Spring Map Properties

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0130__Spring_Set_Properties.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0150__Spring_Bean_Properties_Collection.htm)

We can fill value or a list of values to a Java bean defined in Spring xml configuration file.

The following sections shows how to fill data to Map.

## Java Bean

In order to show how to use xml configuration file to fill collection properties, we defined a Customer object with four collection properties.

package com.java2s.common;

import java.util.HashMap;

import java.util.Map;

**public** **class** Customer {

**private** Map<Object, Object> maps = **new** HashMap<Object, Object>();

**public** String toString() {

return maps.toString();

}

**public** Map<Object, Object> getMaps() {

return maps;

}

**public** void setMaps(Map<Object, Object> maps) {

this.maps = maps;

}

}

Here is the Person bean.

package com.java2s.common;

**public** **class** Person {

**private** String name;

**private** int age;

**private** String address;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** int getAge() {

return age;

}

**public** void setAge(int age) {

this.age = age;

}

**public** String getAddress() {

return address;

}

**public** void setAddress(String address) {

this.address = address;

}

@Override

**public** String toString() {

return **"Person [name="** + name + **", age="** + age + **", address="** + address

+ **"]"**;

}

}

 

## Map

The following code shows how to fill data to a java.util.Set typed property.

The code fills in three values. The first one is hard-coded value 1. The second one is a bean reference. We have to define PersonBean somewhere in order to use it here. The third one is a bean definition with property-setting. When filling data for java.util.Map we have to provide key and value pair.

...

<property name=**"maps"**>

<map>

<entry key=**"Key 1"** value=**"1"** />

<entry key=**"Key 2"** value-ref=**"PersonBean"** />

<entry key=**"Key 3"**>

<bean **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2sMap"** />

<property name=**"address"** value=**"address"** />

<property name=**"age"** value=**"28"** />

</bean>

</entry>

</map>

</property>

...

 

## Example

Full Spring's bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<!-- java.util.Map -->

<property name=**"maps"**>

<map>

<entry key=**"Key 1"** value=**"1"** />

<entry key=**"Key 2"** value-ref=**"PersonBean"** />

<entry key=**"Key 3"**>

<bean **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2sMap"** />

<property name=**"address"** value=**"address"** />

<property name=**"age"** value=**"28"** />

</bean>

</entry>

</map>

</property>

</bean>

<bean id=**"PersonBean"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s1"** />

<property name=**"address"** value=**"address 1"** />

<property name=**"age"** value=**"28"** />

</bean>

</beans>

Here is the code to load and run the configuration.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Customer cust = (Customer)context.getBean(**"CustomerBean"**);

System.out.println(cust);

}

}

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/E/EXAMPLE__2594E61757ABBE56F15F.PNG](data:image/png;base64,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)   
  
[Download Java2s\_Spring\_Map\_Properties.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Map_Properties.zip)

 

## MapFactoryBean

MapFactoryBean class can create a Map collection class HashMap or TreeMap in Spring's bean configuration file.

The following code shows how to create a HashMap, fill data and then inject it into a bean property.

Here is the Java bean class.

**package** com.java2s.common;

//from w w w .j a va2s. c o m

**import** java.util.HashMap;

**import** java.util.Map;

**public** **class** Customer {

**private** Map<Object, Object> maps = **new** HashMap<Object, Object>();

**public** String toString() {

**return** maps.toString();

}

**public** Map<Object, Object> getMaps() {

**return** maps;

}

**public** **void** setMaps(Map<Object, Object> maps) {

this.maps = maps;

}

}

Here is Spring's bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"maps"**>

<bean **class**=**"org.springframework.beans.factory.config.MapFactoryBean"**>

<property name=**"targetMapClass"**>

<value>java.util.HashMap</value>

</property>

<property name=**"sourceMap"**>

<map>

<entry key=**"Key1"** value=**"1"** />

<entry key=**"Key2"** value=**"2"** />

<entry key=**"Key3"** value=**"3"** />

</map>

</property>

</bean>

</property>

</bean>

</beans>

[Download Java2s\_Spring\_MapFactoryBean.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_MapFactoryBean.zip)

## util schema

We also can use util schema and <util:map> to fill data to java.util.Map.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:util=**"http://www.springframework.org/schema/util"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/util

http://www.springframework.org/schema/util/spring-util-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"maps"**>

<util:map map-**class**=**"java.util.HashMap"**>

<entry key=**"Key1"** value=**"1"** />

<entry key=**"Key2"** value=**"2"** />

<entry key=**"Key3"** value=**"3"** />

</util:map>

</property>

</bean>

</beans>

[Download Java2s\_Spring\_Map\_util.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Map_util.zip)

Here is the code to run the application.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Customer cust = (Customer)context.getBean(**"CustomerBean"**);

System.out.println(cust);

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/U/UTIL_SCHEMA__0829756474983D271122.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAFG0lEQVR42u2c247dIAxF5///tvMDmUojHSEu9sZcQjJrqw9tmgA2wQsMJ18XQgghdJi+cAFCCCHghBBCCAEnhBBCwAkhhBACTgghhIATQgghBJwQQggBJ4QQQgg4IYQQQsAJIYQQcEIIIYSAE0IIIeCEEEIIASeEEELACSGEEAJOCCGEgNOfd0Gip7SWXkN73qtnjY6uBq826jSnpe3Z3LZYdV+xXv+t6R1R8nEDr9Ujn06ZFVDC5QQeXG3LSEf3PvjQfjEKdP+rpWOH84YWHgsn9x2wX93wW9f9QoYdPej6c7rt6Wum6V2TdVAAM+Hxv86WbZRdaks5+RULFB+MccuYPJ08nP9CEiIw22j974i7lOoqNQ6GReB0JpzmvtNdA358zbHoPdm2cnpuvwAn4PQkOInv5XN58DI4rbBlc0JskS33wukR/RKA02lDCTiJofsoONUnc+NdmHGvxKCYfK/ys5UnbcK2UWwsLaZUatgiPiJm7ZX2x3pK9Gr5lJuMHoHTdFvsjgh4/kZbLmEDstUvgZg1AifbHHcjxHBOqe9/3+72huJAcYB3hXjDD62OdmtxHVt19Sw46R5z4+EqOLW6obrqdzMegc4zClFOcOjvUKuFbqWuQ8Znu8ocwm6/0aSRGVMgoC+y5ZaV01JbRlq1DU6GOfZIsSNGqv9M+vz5UKrLycbfq4WIebOuurreBzH2ipHTeHWVGZsY8O24XSl/A5xcCOuPu3ca0O7aGwg0T2z2rA0MfWnY5ZyJy/nwAYRFttyV1lvaL3v4tAhOsRFdhVNWwi+owkDqCl/i0lk0uTdoxILn+MppxGPKFGQfnPRwPwincFoyBidloqQvB1tTFb39g6eElWVTV/poMBU215Z703rT+2VpujXG9YA5sXmtPVgMOOlJyMGcnli+OAAPhFPAY8fByU5BvgBOSko39nLH9gl6g5Eb0Pck9PbYcu+BiIm2rLNoxcppIpzsZdMInFor3bl7Tvb18OL7FjjpHhPhlG+bDe52xMbh0rReV7Z6f1ovHFlGfudk7Htd5l50jDcjDy6y5TrjKLlrS7l9kl38xNx0f6W8oXrxc71VbHm9FfF1R5XmVFtSVpTe//tPtwEGnNJiU+/ZgzdrvFFX2bbSlmpRpWcendaLhfE4nNwkuLGscw8shCdWl3dg6RA42T2xAk5KCssN6OEf/BsPjmRCRmxZAad1tmSoSC8azqwG7qyoVvA1IrtobCuCl4VX43JWS+mBrM1dcCrLsZ2ZETFtajZs04u2M8vyW3OCwS2r1knIq/NQxsieU+/qpbkfGdhHdXOpymlIJawYR67d5fbg6luvtPdbNYNfK7AxYPeUHbhXk+nq/27KFFuuge+v3GVLGrbK6J8G2SqKWnCqtllZIem/J6lSNr2tWrKBH8M5NpwyG/Vj3OXB9MwtxotkONPdoG253TgRbsfeq3GE2D1iLn6+yL3ZjaitYrvh9Fat+C3eU8oc31s6sK4X2NKCk73dYsBJfCoMp2p1OpyMFopGuXBy84GK37KGtR401kN6+Qg4ASfIdFxd6e7IJw66wbF6Q9dTrUVPDE6lu4yNGTvoV6O/Pkxa20IxQ+wbgBNw+osgmV7s5q9Hb/gI9CttETGT3dP7VMqJuXAqM2MBOGVnPXrHSPV4yAo4ZTs9wAk4TQgEs8LN9ALX8elNnxd7ny0ZZqrsceEkPpWumUpiheGUHQcwzil0rQgNgNkNFvk0Dic3HwucXP0ARnL+F2H9QWsAAAAASUVORK5CYII=)

# Spring Tutorial - Spring Properties

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0140__Spring_Map_Properties.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0160__Spring_Date_Properties.htm)

We can fill value or a list of values to a Java bean defined in Spring xml configuration file.

The following sections shows how to fill data to java.util.Properties.

## Java Bean

In order to show how to use xml configuration file to fill collection properties, we defined a Customer object with four collection properties.

package com.java2s.common;

import java.util.Properties;

**public** **class** Customer

{

**private** Properties pros = **new** Properties();

**public** Properties getPros() {

return pros;

}

**public** void setPros(Properties pros) {

this.pros = pros;

}

**public** String toString(){

return pros.toString();

}

}

Person Java Bean

package com.java2s.common;

**public** **class** Person {

**private** String name;

**private** int age;

**private** String address;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** int getAge() {

return age;

}

**public** void setAge(int age) {

this.age = age;

}

**public** String getAddress() {

return address;

}

**public** void setAddress(String address) {

this.address = address;

}

@Override

**public** String toString() {

return **"Person [name="** + name + **", age="** + age + **", address="** + address

+ **"]"**;

}

}

 

## Properties

java.util.Properties is a key-value pair structrue and we can use the following syntax to fill data for it.

...

<property name=**"pros"**>

<props>

<prop key=**"admin"**>user a</prop>

<prop key=**"support"**>user b</prop>

</props>

</property>

...

## Example

Full Spring's bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<!-- java.util.Properties -->

<property name=**"pros"**>

<props>

<prop key=**"admin"**>user a</prop>

<prop key=**"support"**>user b</prop>

</props>

</property>

</bean>

<bean id=**"PersonBean"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s1"** />

<property name=**"address"** value=**"address 1"** />

<property name=**"age"** value=**"28"** />

</bean>

</beans>

Here is the code to load and run the configuration.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Customer cust = (Customer)context.getBean(**"CustomerBean"**);

System.out.println(cust);

}

}

Output

Customer [

pros={admin=user a, support=user b},

[Download Java2s\_Spring\_Properties\_Collection.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Properties_Collection.zip)

# Spring Tutorial - Spring Date Properties

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0150__Spring_Bean_Properties_Collection.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0170__Spring_PlaceHolder_Properties.htm)

The following sections shows how to fill data to java.util.Date type value.

## Java Bean

Here is the Java bean class we are going to use.

**package** com.java2s.common;

**import** java.util.Date;

//from w w w . j a va2s . c o m

**public** **class** Customer {

Date date;

**public** Date getDate() {

**return** date;

}

**public** **void** setDate(Date date) {

this.date = date;

}

@Override

**public** String toString() {

**return** **"Customer [date="** + date + **"]"**;

}

}

 

## Factory bean

The following code shows how to parse a String value to a Date value and then set to Java bean.

It create a Java bean from java.text.SimpleDateFormat and parse in the format asyyyy-MM-dd. Then it use the dateFormat bean as factory-bean and use the parsemethod as the factory-method.

In the constructor-arg tag it sets the value to the date properties.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"dateFormat"** **class**=**"java.text.SimpleDateFormat"**>

<constructor-arg value=**"yyyy-MM-dd"** />

</bean>

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"**>

<property name=**"date"**>

<bean factory-bean=**"dateFormat"** factory-method=**"parse"**>

<constructor-arg value=**"2010-01-31"** />

</bean>

</property>

</bean>

</beans>

[Download Java2s\_Spring\_DateFactory.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_DateFactory.zip)

 

## CustomDateEditor

In the second method to fill date value, we use the CustomDateEditor class.

In the bean xml configuration file it declares a CustomDateEditor class to convert String into java.util.Date.

<bean id=**"dateEditor"**

**class**=**"org.springframework.beans.propertyeditors.CustomDateEditor"**>

<constructor-arg>

<bean **class**=**"java.text.SimpleDateFormat"**>

<constructor-arg value=**"yyyy-MM-dd"** />

</bean>

</constructor-arg>

<constructor-arg value=**"true"** />

</bean>

Then it declares CustomEditorConfigurer to make Spring convert bean properties whose type is java.util.Date.

<bean **class**=**"org.springframework.beans.factory.config.CustomEditorConfigurer"**>

<property name=**"customEditors"**>

<map>

<entry key=**"java.util.Date"**>

<ref local=**"dateEditor"** />

</entry>

</map>

</property>

</bean>

Here is the full full example of bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"dateEditor"**

**class**=**"org.springframework.beans.propertyeditors.CustomDateEditor"**>

<constructor-arg>

<bean **class**=**"java.text.SimpleDateFormat"**>

<constructor-arg value=**"yyyy-MM-dd"** />

</bean>

</constructor-arg>

<constructor-arg value=**"true"** />

</bean>

<bean **class**=**"org.springframework.beans.factory.config.CustomEditorConfigurer"**>

<property name=**"customEditors"**>

<map>

<entry key=**"java.util.Date"**>

<ref local=**"dateEditor"** />

</entry>

</map>

</property>

</bean>

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"**>

<property name=**"date"** value=**"2010-02-31"** />

</bean>

</beans>

To run the application.

**package** com.java2s.common;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext(

**"SpringBeans.xml"**);

Customer cust = (Customer) context.getBean(**"customer"**);

System.out.println(cust);//from w ww. ja v a2 s .co m

}

}

[Download Java2s\_Date\_CustomDateEditor.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Date_CustomDateEditor.zip)

# Spring Tutorial - Spring Place Holder Properties

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0160__Spring_Date_Properties.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0180__Spring_Bean_Inheritance.htm)

PropertyPlaceholderConfigurer class can externalize the deployment details into a properties file.

We can then access its value from bean configuration file via a special format:${variable}.

The following code show show to put database connection properties in a separate file.

## Database properties file

The following code create sa properties file (database.properties). It includes database connection details. We can put it into the project class path.

jdbc.driverClassName=com.mysql.jdbc.Driver

jdbc.url=jdbc:mysql://localhost:3306/java2sjava

jdbc.username=root

jdbc.password=password

The following xml configuration file use PropertyPlaceholderConfigurer to map the 'database.properties' properties file .

<bean **class**=**"org.springframework.beans.factory.config.PropertyPlaceholderConfigurer"**>

<property name=**"location"**>

<value>database.properties</value>

</property>

</bean>

Here is the full xml configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean **class**=**"org.springframework.beans.factory.config.PropertyPlaceholderConfigurer"**>

<property name=**"location"**>

<value>database.properties</value>

</property>

</bean>

<bean id=**"customerDAO"** **class**=**"com.java2s.customer.dao.impl.JdbcCustomerDAO"**>

<property name=**"dataSource"** ref=**"dataSource"** />

</bean>

<bean id=**"customerSimpleDAO"**

**class**=**"com.java2s.customer.dao.impl.SimpleJdbcCustomerDAO"**>

<property name=**"dataSource"** ref=**"dataSource"** />

</bean>

<bean id=**"dataSource"**

**class**=**"org.springframework.jdbc.datasource.DriverManagerDataSource"**>

<property name=**"driverClassName"** value=**"${jdbc.driverClassName}"** />

<property name=**"url"** value=**"${jdbc.url}"** />

<property name=**"username"** value=**"${jdbc.username}"** />

<property name=**"password"** value=**"${jdbc.password}"** />

</bean>

</beans>

# Spring Tutorial - Spring Bean Inheritance

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0170__Spring_PlaceHolder_Properties.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0190__Spring_Dependency_Check.htm)

Spring supports bean configuration inheritance. We can define a bean and then further configure it to create new bean.

By using the bean inheritance we can share common values, properties or configurations.

A child bean inherits its parent bean configurations, properties and attributes.

In addition, the child beans can override the inherited value.

## Java Bean

**package** com.java2s.common;

**public** **class** Customer {

**private** **int** type;

**private** String action;

**private** String Country;

**public** **int** getType() {

**return** type;

}/\* w w w. ja v a2 s. c o m\*/

**public** **void** setType(**int** type) {

this.type = type;

}

**public** String getAction() {

**return** action;

}

**public** **void** setAction(String action) {

this.action = action;

}

**public** String getCountry() {

**return** Country;

}

**public** **void** setCountry(String country) {

Country = country;

}

@Override

**public** String toString() {

**return** **"Customer [type="** + type + **", action="** + action + **", Country="**

+ Country + **"]"**;

}

}

 

## Bean configuration file

Here is the Bean configuration file

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"generalCustomer"** **class**=**"com.java2s.common.Customer"**>

<property name=**"country"** value=**"USA"** />

</bean>

<bean id=**"specialCustomer"** parent=**"generalCustomer"**>

<property name=**"action"** value=**"backup"** />

<property name=**"type"** value=**"1"** />

</bean>

</beans>

In the configuration file above 'generalCustomer' bean contains a 'USA' value for country property.

After the definition of 'generalCustomer' bean we defined the 'specialCustomer' bean inherited this value from its parent ('generalCustomer').

Here is the code to run this application.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Customer cust = (Customer)context.getBean(**"specialCustomer"**);

System.out.println(cust);

}

}

The code above generates the following result.

Customer [type=1, action=backup, Country=USA]

[Download Java2s\_Spring\_Bean\_Inheritance.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Bean_Inheritance.zip)

 

## abstract bean

In above example, we can still instantiate the 'generalCustomer' bean as follows.

Customer cust = (Customer)context.getBean(**"generalCustomer"**);

To make this base bean as a template and not allow Java code to instantiate it, add an 'abstract' attribute in the <bean> element.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"generalCustomer"** **class**=**"com.java2s.common.Customer"** **abstract**=**"true"**>

<property name=**"country"** value=**"USA"** />

</bean>

<bean id=**"specialCustomer"** parent=**"generalCustomer"**>

<property name=**"action"** value=**"backup"** />

<property name=**"type"** value=**"1"** />

</bean>

</beans>

After marking the 'generalCustomer' bean as abstract in the bean definition. It becomes a pure template for bean to inherit.

If we try to instantiate it, we will encounter the following error message.

Customer cust = (Customer)context.getBean(**"generalCustomer"**);

org.springframework.beans.factory.BeanIsAbstractException:

Error creating bean with name **'generalCustomer'**:

Bean definition is **abstract**

 

## Bean Template

A parent bean doesn't need class attribute, it just need common properties for sharing.

Here's is an example

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"generalCustomer"** **abstract**=**"true"**>

<property name=**"country"** value=**"USA"** />

</bean>

<bean id=**"specialCustomer"** parent=**"generalCustomer"**

**class**=**"com.java2s.common.Customer"**>

<property name=**"action"** value=**"backup"** />

<property name=**"type"** value=**"1"** />

</bean>

</beans>

In the xml code above the generalCustomer bean is a template which hosts common properties to other bean to inherit.

## Overrride

We can override the inherited value by specify the new value in the child bean.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"generalCustomer"** **class**=**"com.java2s.common.Customer"** **abstract**=**"true"**>

<property name=**"country"** value=**"USA"** />

</bean>

<bean id=**"specialCustomer"** parent=**"generalCustomer"**>

<property name=**"country"** value=**"Japan"** />

<property name=**"action"** value=**"backup"** />

<property name=**"type"** value=**"1"** />

</bean>

</beans>

The 'specialCustomer' bean overrides the parent 'generalCustomer' country property, from 'USA' to 'Japan'.

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/O/OVERRRIDE__D78E6AAEDFB5010FB1DB.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADdklEQVR42u2c3W7sIAwG9/1ft72nlVaqViXYHwbCT2bUi6M2uzFgGALkvBIAAMBivKgCAABATgAAAMgJAACQEwAAAHICAADkBAAAgJwAAAA5AQAAICcAAADkBAAAyAkAAAA5AQAAcgIAAEBOAACAnAAAAJATAAAgp8dXwQcPr4Qtvv/hLUVHA+Rk5dY7vc5IsgV7y/0hDb1jxyFp4uh2Rv6/MuhusLec8pRqTLJ1EvSyILPCu3PUuLOMuz85dc//ua0z0RDICXrKqZRPyGnrDoycGu+InJATzJSTkUzhJFsqQe+fFK9QPzeXcV85jcj/6WVETnC4nD4v+LsmX5XKV+ovF68ul7PyTxkXG3e357+laC9Dzcuix/MyaezAxpKgHYZh6NrmKJXLrig98n+hXuaVUeRUv2ulX+ymtBiSUntV9a8kmH2Z3mpij2DkhTvkVBrf89ll3i3tP9liuLxvqYcYO9juk1Mp2pJ0lfJ2n11WVYsxxAeao3bgNr6kNvI8weyBMuAn8UojPCUkpXU+c9joQYFC2crUW03JEOQEC8nJnT3pH1cm0bUDaFhOsXhulpOugcY/dcmQwL9jedhXTt0rU3zQGSqn9lZDTrCBnHTHNMopvCyp/6YlnqHLesrD5aDxVF/WUypHibx20nOYnEo52Zhg7spEbashJ1hXTsrD/nPkNO7JKRV21+6RU8tUPRx51SPvQ+QUTjClCQKthpxgoJyScJQ20JfGLevZscXklLwDAno8U5b13GpZdlnPjrxXIo3L/6H1HH4lbsqy3vf31+8PcoKeckreGre7f1vqzO5GQmA9sOOek36YMHknoNrlZH+JO0AYR8VSzZGWdjnVDsr6Y7edhy2icvd4lBrTlzrd4w8xOZVOBnXcpFxZTu8A3j8M/efIyR1q7YFAXzoTz6AnczfLvXvMBO4eUq/hQz9q3/LZqpoU618sWjhyNwYlD5VD87X5n7TXCfRkFus5MOlxd/Lctz5KH9F76EQtoagD5XRsFdQMr+3rb+3R0mQjWnnTit3uXd1ZcuIRCjkdK6fYaQvMtEUrY6aD5VQyEHJCTifMqcNHATHT+q289X8ujpyQE3I6fNiyB6/aF25gryZenHyn5F2Wy+Wp0v7K3zWlfZd/v88rTflgbSsYm0D67WI7SfYdDaspDRS4plSi2no+hh+616oJiMI2QgAAAABJRU5ErkJggg==)   
  
[Download Java2s\_Spring\_Override.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Override.zip)

# Spring Tutorial - Spring Dependency Check

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0180__Spring_Bean_Inheritance.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0200__Spring_Bean_Initialize_Destroy.htm)

Spring can do dependency checking to make sure the required properties have been set or injected.

Spring supports four dependency checking modes.

* none - No dependency checking. Default mode.
* simple - If any properties of primitive type (int, long, double...) and collection types (map, list...) have not been set, Spring throws UnsatisfiedDependencyException.
* objects - If any properties of object type have not been set, Spring will throw UnsatisfiedDependencyException.
* all - If any properties of any type have not been set, Spring will throw an UnsatisfiedDependencyException.

 

## Java Bean

The following sections uses the two Java bean as follows to shows how to use the dependency checking.

Customer class.

package com.java2s.common;

**public** **class** Customer {

**private** Person person;

**private** int type;

**private** String action;

**public** Person getPerson() {

return person;

}

**public** void setPerson(Person person) {

this.person = person;

}

**public** int getType() {

return type;

}

**public** void setType(int type) {

this.type = type;

}

**public** String getAction() {

return action;

}

**public** void setAction(String action) {

this.action = action;

}

@Override

**public** String toString() {

return **"Customer [person="** + person + **", type="** + type + **", action="**

+ action + **"]"**;

}

}

Person class

package com.java2s.common;

**public** **class** Person

{

**private** String name;

**private** String address;

**private** int age;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** String getAddress() {

return address;

}

**public** void setAddress(String address) {

this.address = address;

}

**public** int getAge() {

return age;

}

**public** void setAge(int age) {

this.age = age;

}

@Override

**public** String toString() {

return **"Person [name="** + name + **", address="** + address + **", age="** + age

+ **"]"**;

}

}

 

## dependency checking:none

The following code shows how to use spring bean configuration file with 'none' dependency checking mode.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"myCustomer"** **class**=**"com.java2s.common.Customer"** >

<property name=**"action"** value=**"buy"** />

</bean>

<bean id=**"myPerson"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address ABC"** />

<property name=**"age"** value=**"29"** />

</bean>

</beans>

The default value to dependency checking is none. If you did not explicitly define the dependency checking mode, it's default to 'none'. Therefore no dependency checking will perform.

 

## dependency checking:simple

The following code shows how to use Spring bean configuration file with 'simple' dependency checking mode.

<bean id=**"myCustomer"** **class**=**"com.java2s.common.Customer"**

dependency-check=**"simple"**>

Full configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"myCustomer"** **class**=**"com.java2s.common.Customer"**

dependency-check=**"simple"**>

<property name=**"person"** ref=**"myPerson"** />

<property name=**"action"** value=**"buy"** />

</bean>

<bean id=**"myPerson"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address ABC"** />

<property name=**"age"** value=**"29"** />

</bean>

</beans>

In the xml code above the myCustomer bean is marked to use simple dependency check. For the simple dependency check, if any properties of primitive type (int, long, double...) and collection types (map, list...) have not been set, Spring throws UnsatisfiedDependencyException.

The 'type' property is type int which is a primitive type has not been set, an UnsatisfiedDependencyException will throw as follows.
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## Spring dependency checking with @Required Annotation

In the following we will introducing another way of doing dependency checking.

We can use @Required Annotation to add dependency checking for Java beans.

@Required annotation can apply to a particular property.

The following Customer object has @Required in setPerson() method to make sure the person property has been set.

package com.java2s.common;

import org.springframework.beans.factory.annotation.Required;

**public** **class** Customer

{

**private** Person person;

**private** int type;

**private** String action;

**public** Person getPerson() {

return person;

}

@Required

**public** void setPerson(Person person) {

this.person = person;

}

**public** int getType() {

return type;

}

**public** void setType(int type) {

this.type = type;

}

**public** String getAction() {

return action;

}

**public** void setAction(String action) {

this.action = action;

}

}

After applying the @Required annotation on the method, we also need to register an RequiredAnnotationBeanPostProcessor to acknowledge the @Required annotation in bean configuration file.

There are two ways to enable the RequiredAnnotationBeanPostProcessor.

* Add Spring context and <context:annotation-config /> in bean configuration file.
* Include 'RequiredAnnotationBeanPostProcessor' directly in bean configuration file.

Here is the syntax of context:annotation-config.

<context:annotation-config />

Full source code,

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:context=**"http://www.springframework.org/schema/context"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:annotation-config />

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"action"** value=**"buy"** />

<property name=**"type"** value=**"1"** />

</bean>

<bean id=**"PersonBean"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address ABC"** />

<property name=**"age"** value=**"29"** />

</bean>

</beans>

The following xml code shows how to include 'RequiredAnnotationBeanPostProcessor' in bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean

**class**=**"org.springframework.beans.factory.annotation.RequiredAnnotationBeanPostProcessor"**/>

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"action"** value=**"buy"** />

<property name=**"type"** value=**"1"** />

</bean>

<bean id=**"PersonBean"** **class**=**"com.java2s.common.Person"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address ABC"** />

<property name=**"age"** value=**"29"** />

</bean>

</beans>

If we run it , the following error message will be throw, because person property is unset.

org.springframework.beans.factory.BeanInitializationException:

Property **'person'** is required **for** bean **'CustomerBean'**

## Define Custom @Required-Style Annotation In Spring

We can define custom annotation to do dependency checking by using Spring @Required-style annotation.

In the following example, we will create a custom @Required-style annotation named @Mandatory, which is equivalent to @Required annotation.

First, we create the @Mandatory interface.

package com.java2s.common;

import java.lang.annotation.ElementType;

import java.lang.annotation.Retention;

import java.lang.annotation.RetentionPolicy;

import java.lang.annotation.Target;

@Retention(RetentionPolicy.RUNTIME)

@Target(ElementType.METHOD)

**public** @**interface** Mandatory {

}

Then, we apply the new created annotation to a property from a Java Bean.

package com.java2s.common;

**public** **class** Customer

{

**private** Person person;

**private** int type;

**private** String action;

@Mandatory

**public** void setPerson(Person person) {

this.person = person;

}

}

Finally, we need to register it in the xml configuration file by including @Mandatory annotation in 'RequiredAnnotationBeanPostProcessor' class.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean **class**=**"org.springframework.beans.factory.annotation.RequiredAnnotationBeanPostProcessor"**>

<property name=**"requiredAnnotationType"** value=**"com.java2s.common.Mandatory"**/>

</bean>

<bean id=**"CustomerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"action"** value=**"buy"** />

<property name=**"type"** value=**"1"** />

</bean>

</beans>

# Spring Tutorial - Spring Bean Initialize and Destroy

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0190__Spring_Dependency_Check.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0300__Spring_Expression_Language.htm)

We can use the Spring InitializingBean and DisposableBean to perform actions on bean initialization and destruction.

For a bean implemented InitializingBean from Spring, the Spring IoC container will runafterPropertiesSet() method after all bean properties have been set.

For a bean implemented DisposableBean from Spring, it will call destroy() after Spring container is released the bean.

## Java Bean

Here's an example to show you how to use InitializingBean and DisposableBean.

A PrinterHelper bean is defined in the following code and it implements both InitializingBean and DisposableBean interface.

It also has two more methods one is afterPropertiesSet() method and the other isdestroy() method.

package com.java2s.common;

import org.springframework.beans.factory.DisposableBean;

import org.springframework.beans.factory.InitializingBean;

**public** **class** PrinterHelper **implements** InitializingBean, DisposableBean

{

String message;

**public** String getMessage() {

return message;

}

**public** void setMessage(String message) {

this.message = message;

}

**public** void afterPropertiesSet() throws Exception {

System.out.println(**"Init method after properties are set : "** + message);

}

**public** void destroy() throws Exception {

System.out.println(**"Spring Container is destroy! JavaBean clean up"**);

}

@Override

**public** String toString() {

return message ;

}

}

 

## XML configuration file

Here is the Spring-Customer.xml for Java bean configuration.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"printerService"** **class**=**"com.java2s.common.PrinterHelper"**>

<property name=**"message"** value=**"i'm property message"** />

</bean>

</beans>

## Main method

Here is the code shows how to run the code above.

ConfigurableApplicationContext.close() call will close the application context and it will call destroy() method.

package com.java2s.common;

import org.springframework.context.ConfigurableApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ConfigurableApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"SpringBeans.xml"**});

PrinterHelper cust = (PrinterHelper)context.getBean(**"printerService"**);

System.out.println(cust);

context.close();

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/M/MAIN_METHOD__90A9A07636E2D69894F1.PNG](data:image/png;base64,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)

From the output we can see that the afterPropertiesSet() method is called, after the message property is set and the destroy() method is call after the context.close();

[Download Java2s\_Spring\_Init\_Destroy.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Init_Destroy.zip)

 

## Spring init-method and destroy-method

The following code shows another way to call custom method in a Java bean when initializing and destroying a Java Bean.

We can use init-method and destroy-method attribute in bean configuration file to mark init method and destroy method in Java Bean.

The init-method is called during initialization and the destroy-method is called during destruction.

The following code shows how to add methods in a Java Bean to do init and destroy respectively.

package com.java2s.common;

**public** **class** PrinterHelper {

String message;

**public** String getMessage() {

return message;

}

**public** void setMessage(String message) {

this.message = message;

}

**public** void initIt() throws Exception {

System.out.println(**"Init method after properties are set : "** + message);

}

**public** void cleanUp() throws Exception {

System.out.println(**"Spring Container is destroy! Customer clean up"**);

}

@Override

**public** String toString() {

return message;

}

}

In the following xml configuration file it uses init-method and destroy-method attributes to mark the init method and destroy method repectively.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"printerService"** **class**=**"com.java2s.common.PrinterHelper"**

init-method=**"initIt"** destroy-method=**"cleanUp"**>

<property name=**"message"** value=**"i'm property message"** />

</bean>

</beans>

[Download Java2s\_Spring\_init-method.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_init-method.zip)

 

## @PostConstruct and @PreDestroy annotation

Spring also support the @PostConstruct and @PreDestroy annotation marked Java Bean.

We use those two annotations to mark init-method and destroy-method.

@PostConstruct and @PreDestroy annotation are from the J2ee common-annotations.jar.

In the following code we use @PostConstruct and @PreDestroy annotations to mark the PrinterHelper class.

package com.java2s.customer.services;

import javax.annotation.PostConstruct;

import javax.annotation.PreDestroy;

**public** **class** PrinterHelper

{

String message;

**public** String getMessage() {

return message;

}

**public** void setMessage(String message) {

this.message = message;

}

@PostConstruct

**public** void initIt() throws Exception {

System.out.println(**"Init method after properties are set : "** + message);

}

@PreDestroy

**public** void cleanUp() throws Exception {

System.out.println(**"Spring Container is destroy! Customer clean up"**);

}

}

In order to use @PostConstruct and @PreDestroy annotations we need to either register 'CommonAnnotationBeanPostProcessor' or specify the '<context:annotation-config />' in bean configuration file.

The following xml configuraiton file calls CommonAnnotationBeanPostProcessor Java Bean.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean **class**=**"org.springframework.context.annotation.CommonAnnotationBeanPostProcessor"** />

<bean id=**"printerService"** **class**=**"com.java2s.common.PrinterHelper"**>

<property name=**"message"** value=**"i'm property message"** />

</bean>

</beans>

The following xml file calls <context:annotation-config />.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:context=**"http://www.springframework.org/schema/context"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:annotation-config />

<bean id=**"printerService"** **class**=**"com.java2s.common.PrinterHelper"**>

<property name=**"message"** value=**"i'm property message"** />

</bean>

</beans>

# Spring Tutorial - Spring Expression Language

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0200__Spring_Bean_Initialize_Destroy.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0310__Spring_Expression_Language_Reference.htm)

Spring 3.0 introduced a powerful expression language known as Spring expression language, or Spring EL.

The Spring Expression Language, available via XML or annotation, is evaluated or executed during the bean creation time.

## Spring expression language hello world

In the following code shows how to use Spring Expression Language to inject String, integer and bean into property, both in XML and annotation.

In order to use Spring Expression Language we need to add the following jars dependency to the pom.xml file.

...

<properties>

<spring.version>3.0.5.RELEASE</spring.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>${spring.version}</version>

</dependency>

<dependencies>

...

 

## Java Bean

The following code defines two Java beans, later we will use Spring Expression Language to inject values into property in XML and annotation.

Server Java Bean.

package com.java2s.common;

**public** **class** Server {

**private** Item item;

**private** String itemName;

**public** Item getItem() {

return item;

}

**public** void setItem(Item item) {

this.item = item;

}

**public** String getItemName() {

return itemName;

}

**public** void setItemName(String itemName) {

this.itemName = itemName;

}

@Override

**public** String toString() {

return **"Server [item="** + item + **", itemName="** + itemName + **"]"**;

}

}

Item Java Bean.

package com.java2s.common;

**public** **class** Item {

**private** String name;

**private** int qty;

**public** String getName() {

return name;

}

@Override

**public** String toString() {

return **"Item [name="** + name + **", qty="** + qty + **"]"**;

}

**public** int getQty() {

return qty;

}

**public** void setQty(int qty) {

this.qty = qty;

}

**public** void setName(String name) {

this.name = name;

}

}

 

## Spring EL in XML

The following code shows how to use Spring EL in XML.

First, we defined a Java Bean Item in xml and set its property value. We set the name to have itemA value and set 10 as the qty value.

<bean id=**"itemBean"** **class**=**"com.java2s.common.Item"**>

<property name=**"name"** value=**"itemA"** />

<property name=**"qty"** value=**"10"** />

</bean>

Then, we created the Server bean in XML by reusing the value from Item Bean.

The Spring Expression Language is enclosed with #{ expression }. The following code references the value from Item bean. It assigns the itemBean to item and itemBean.name to itemName. Value of itemBean.name is itemA.

<bean id=**"myServer"** **class**=**"com.java2s.common.Server"**>

<property name=**"item"** value=**"#{itemBean}"** />

<property name=**"itemName"** value=**"#{itemBean.name}"** />

</bean>

Full configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"itemBean"** **class**=**"com.java2s.common.Item"**>

<property name=**"name"** value=**"itemA"** />

<property name=**"qty"** value=**"10"** />

</bean>

<bean id=**"myServer"** **class**=**"com.java2s.common.Server"**>

<property name=**"item"** value=**"#{itemBean}"** />

<property name=**"itemName"** value=**"#{itemBean.name}"** />

</bean>

</beans>

[Download Java2s\_Spring\_EL\_XML.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_EL_XML.zip)

 

## Spring EL in Annotation

The following example shows how to use Spring Expression Language in annotation.

First, we define a Java Bean Item and mark it with Component annotation. For its properties we use the Value annotation to assign them values

package com.java2s.common;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"itemBean"**)

**public** **class** Item {

@Value(**"itemA"**) //inject String directly

**private** String name;

@Value(**"10"**) //inject interger directly

**private** int qty;

**public** String getName() {

return name;

}

@Override

**public** String toString() {

return **"Item [name="** + name + **", qty="** + qty + **"]"**;

}

**public** int getQty() {

return qty;

}

**public** void setQty(int qty) {

this.qty = qty;

}

**public** void setName(String name) {

this.name = name;

}

}

Then, we define a Server Java bean and also mark it with Component annotation. When defining Server's properties we use the values defined Value annotations from Item bean.

package com.java2s.common;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"myServer"**)

**public** **class** Server {

@Value(**"#{itemBean}"**)

**private** Item item;

@Value(**"#{itemBean.name}"**)

**private** String itemName;

**public** Item getItem() {

return item;

}

**public** void setItem(Item item) {

this.item = item;

}

**public** String getItemName() {

return itemName;

}

**public** void setItemName(String itemName) {

this.itemName = itemName;

}

@Override

**public** String toString() {

return **"Server [item="** + item + **", itemName="** + itemName + **"]"**;

}

}

Finally, we have to enable auto component scanning in the xml file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:context=**"http://www.springframework.org/schema/context"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd">

<context:component-scan base-package=**"com.java2s.common"** />

</beans>

## Example

The following code shows how to run the code above.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Server obj = (Server) context.getBean(**"myServer"**);

System.out.println(obj);

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/E/EXAMPLE__C117FA70EF9F800EC336.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAADTElEQVR42u2d7W7rIAxA+/5Puz1BNmnSFLVgjMEfSc7R/tyqTRxjOIHQ3tcBAABQjBcpAAAA5AQAAICcAAAAOQEAACAnAABATgAAAMgJAACQEwAAAHICAABATgAAgJwAAACQEwAAICcAAADkBAAAyAkAAAA5AQAAcrpy9CfOrzyl8T4uv2yQ9DTvxn1yntOv/RI98bZyOqe+TgN8VkNWfbw+YNyPD/KikhZqpoKceuHFF3zxGkNOCXIqOzUZBhMcalOWTEpiEuIxSm45mjyCn+/5egJIz7McPzWGnHLkFDzgIifkdDM5yY11frGsnOT5EzWGnJDTXDXE18rbGb0DuFxncF162n78gKMNC8YWg0eee/O/ahWYWGPIKUdOwwlKr5v1Hsb0PiIcRCnO5nmnQm2+8yXyGc/2AGyXPxxfZs8+mxa/FmkOkSuj+fmRqrKth4TJyTvPvbqixpBTmpwOxaK50D2EO45micsH0fRtoYaGZ9EcZGXmtDeA3uULslw8+2xawlpkRU6ajK0vIbjKKSDPw9epMeSUIKfhPZFyS/fbG2wHUU4d5LFbPwZtlNP2AIZj2ZSolEdY2eLslJCVpVRlxorLKSDPQpYWNX+bGkNOaXKauq83yMnQ2AY52YxiWNbbHsCinJQtqB+sZ5dc/BIir6ftklOvgKst6znlWVhAnh0l7lpjyCnhmZO+Gyi7orIHlpLTrplTopwMnXn9WwTBg+bGJlPK6SozJw85DZ96PqrGkFNFOfVuJ4e3VLaDLC7rDdfQvZf1dgWQtaw3NTp7t0iknI6FDeveW8mz8uy0rHfFGkNOCXKamvDaJkOuz5zkHXQBcnIKIFhOh+lHAVxbxLBuKby590F539e6nJRfwtVv3fQovNn5x6NqDDllzpw033JvVoNmKmY4yLCshyptfkT+57B7BAcgX/7s7mfl2Q2jhlNCNDt0DvWO/KYhtnztVPmsYtjEmg7onedeNr6/v37/HltjyClHTqWjf3Y10BmmcrUrpZE5r/+l1z/+5ZRy3qyz0x+RE9XA5UeY6Sj/g1g0d1NLRfxEf0ROVAOX72Kmw/rb4TFNTFu/yanpKvojcio0Oj+2JvhfZCLzGZxnGldvprOf6Im34Qe4Cg1xrjop/gAAAABJRU5ErkJggg==)   
  
[Download Java2s\_spring\_EL\_Annotation.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_spring_EL_Annotation.zip)

## Collections in Spring Expression Language

The following code shows how to use Collections in Spring Expression Language.

First, define a Java bean with collections in it.

package com.java2s.common;

import java.util.ArrayList;

import java.util.HashMap;

import java.util.List;

import java.util.Map;

import org.springframework.stereotype.Component;

@Component(**"testBean"**)

**public** **class** Test {

**private** Map<String, String> map;

**private** List<String> list;

**public** Test() {

map = **new** HashMap<String, String>();

map.put(**"MapA"**, **"This is A"**);

map.put(**"MapB"**, **"This is B"**);

map.put(**"MapC"**, **"This is C"**);

list = **new** ArrayList<String>();

list.add(**"List0"**);

list.add(**"List1"**);

list.add(**"List2"**);

}

}

Then, use the collection in the expression language.

package com.java2s.common;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"customerBean"**)

**public** **class** Customer {

@Value(**"#{testBean.map['MapA']}"**)

**private** String mapA;

@Value(**"#{testBean.list[0]}"**)

**private** String list;

}

Use the same settings in the xml configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"customerBean"** **class**=**"com.java2s.common.Customer"**>

<property name=**"mapA"** value=**"#{testBean.map['MapA']}"** />

<property name=**"list"** value=**"#{testBean.list[0]}"** />

</bean>

<bean id=**"testBean"** **class**=**"com.java2s.common.Test"** />

</beans>

# Spring Tutorial - Spring Expression Language Usage

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0300__Spring_Expression_Language.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0320__Spring_Expression_Language_Operator.htm)

In Spring Expression Language, we can reference a bean and its nested properties using a 'dot (.)' syntax.

bean.property\_name

In the following code, we inject the value of "country" property from "addressBean" bean into "customer" class "country" property.

**public** **class** Server {

@Value(**"#{addressBean.country}"**)

**private** String country;

...

}

## Example

The following code defines an Address bean and marks the bean with Spring Expression Language.

It fills the street with string value, fills the postcode with int value. It also defines a utility method getFullAddress to return the full address from post code, street, and contry.

package com.java2s.core;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"addressBean"**)

**public** **class** Address {

@Value(**"Main Street, New York"**)

**private** String street;

@Value(**"123456"**)

**private** int postcode;

@Value(**"US"**)

**private** String country;

**public** String getFullAddress(String prefix) {

return prefix + **" : "** + street + **" "** + postcode + **" "** + country;

}

**public** void setCountry(String country) {

this.country = country;

}

@Override

**public** String toString() {

return **"Address [street="** + street + **", postcode="** + postcode

+ **", country="** + country + **"]"**;

}

**public** String getStreet() {

return street;

}

**public** void setStreet(String street) {

this.street = street;

}

**public** int getPostcode() {

return postcode;

}

**public** void setPostcode(int postcode) {

this.postcode = postcode;

}

**public** String getCountry() {

return country;

}

}

The following code uses the value defined in the Address Java bean to fill the properties in the Server bean.

In Spring Expression language we can also call the method from a bean.

package com.java2s.core;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"myServer"**)

**public** **class** Server {

@Value(**"#{addressBean}"**)

**private** Address address;

@Value(**"#{addressBean.country}"**)

**private** String country;

@Value(**"#{addressBean.getFullAddress('java2s')}"**)

**private** String fullAddress;

@Override

**public** String toString() {

return **"Server [address="** + address + **"\n, country="** + country

+ **"\n, fullAddress="** + fullAddress + **"]"**;

}

**public** Address getAddress() {

return address;

}

**public** void setAddress(Address address) {

this.address = address;

}

**public** String getCountry() {

return country;

}

**public** void setCountry(String country) {

this.country = country;

}

**public** String getFullAddress() {

return fullAddress;

}

**public** void setFullAddress(String fullAddress) {

this.fullAddress = fullAddress;

}

}

The following code shows how to fill the same data in xml file configuration.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"myServer"** **class**=**"com.java2s.core.Server"**>

<property name=**"address"** value=**"#{addressBean}"** />

<property name=**"country"** value=**"#{addressBean.country}"** />

<property name=**"fullAddress"** value=**"#{addressBean.getFullAddress('java2s')}"** />

</bean>

<bean id=**"addressBean"** **class**=**"com.java2s.core.Address"**>

<property name=**"street"** value=**"Main Street, New York"** />

<property name=**"postcode"** value=**"123456"** />

<property name=**"country"** value=**"US"** />

</bean>

</beans>

 

## Test

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"myServer"** **class**=**"com.java2s.core.Server"**>

</bean>

</beans>

The following code shows how to run the code above.

package com.java2s.core;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

Server obj = (Server) context.getBean(**"myServer"**);

System.out.println(obj);

}

}

 

## Example 2

The following code shows how to call a method with no parameter in Spring Expression Language.

First, we define a Java bean with a method to return a double value.

package com.java2s.core;

import org.springframework.stereotype.Component;

@Component(**"priceBean"**)

**public** **class** Price {

**public** double getSpecialPrice() {

return **new** Double(99.99);

}

}

In the following code we call the method defined above in Spring Expression Language.

@Value(**"#{priceBean.getSpecialPrice()}"**)

**private** double amount;

We can also call the 'toUpperCase()' method on the String literal.

@Value(**"#{'java2s'.toUpperCase()}"**)

**private** String name;

Full source code

package com.java2s.core;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"myServer"**)

**public** **class** Server {

@Value(**"#{'java2s'.toUpperCase()}"**)

**private** String name;

@Value(**"#{priceBean.getSpecialPrice()}"**)

**private** double amount;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** double getAmount() {

return amount;

}

**public** void setAmount(double amount) {

this.amount = amount;

}

@Override

**public** String toString() {

return **"Server [name="** + name + **", amount="** + amount + **"]"**;

}

}

The following code shows how to rewrite the code above in bean definition XML file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"myServer"** **class**=**"com.java2s.core.Server"**>

<property name=**"name"** value=**"#{'java2s'.toUpperCase()}"** />

<property name=**"amount"** value=**"#{priceBean.getSpecialPrice()}"** />

</bean>

<bean id=**"priceBean"** **class**=**"com.java2s.core.Price"** />

</beans>

# Spring Tutorial - Spring Expression Language Operators

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0310__Spring_Expression_Language_Reference.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0330__Spring_Auto_Scan_Bean.htm)

Spring Expression Language supports the standard mathematical, logical or relational operators.

The following Relational operators are supported.

* equal: ==, eq
* not equal: !=, ne
* less than: <, lt
* less than or equal: <= , le
* greater than: >, gt
* greater than or equal: >=, ge

The following Logical operators are supported.

* and
* or
* not (!)

The following Mathematical operators are supported.

* addition (+)
* Subtraction (-)
* Multiplication (\*)
* Division (/)
* Modulus (%)
* Exponential power (^)

 

## Example

The following code shows how to use operators from Spring expression language.

package com.java2s.core;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"customerBean"**)

**public** **class** Server {

//Relational operators

@Value(**"#{1 == 1}"**) //true

**private** boolean testEqual;

@Value(**"#{1 != 1}"**) //false

**private** boolean testNotEqual;

@Value(**"#{1 < 1}"**) //false

**private** boolean testLessThan;

@Value(**"#{1 <= 1}"**) //true

**private** boolean testLessThanOrEqual;

@Value(**"#{1 > 1}"**) //false

**private** boolean testGreaterThan;

@Value(**"#{1 >= 1}"**) //true

**private** boolean testGreaterThanOrEqual;

//Logical operators , numberBean.no == 999

@Value(**"#{numberBean.no == 999 and numberBean.no < 900}"**) //false

**private** boolean testAnd;

@Value(**"#{numberBean.no == 999 or numberBean.no < 900}"**) //true

**private** boolean testOr;

@Value(**"#{!(numberBean.no == 999)}"**) //false

**private** boolean testNot;

//Mathematical operators

@Value(**"#{1 + 1}"**) //2.0

**private** double testAdd;

@Value(**"#{'1' + '@' + '1'}"**) //1@1

**private** String testAddString;

@Value(**"#{1 - 1}"**) //0.0

**private** double testSubtraction;

@Value(**"#{1 \* 1}"**) //1.0

**private** double testMultiplication;

@Value(**"#{10 / 2}"**) //5.0

**private** double testDivision;

@Value(**"#{10 % 10}"**) //0.0

**private** double testModulus ;

@Value(**"#{2 ^ 2}"**) //4.0

**private** double testExponentialPower;

}

 

## Spring EL Operator in XML

We can also use the operators in bean definition XML file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"customerBean"** **class**=**"com.java2s.core.Customer"**>

<property name=**"testEqual"** value=**"#{1 == 1}"** />

<property name=**"testNotEqual"** value=**"#{1 != 1}"** />

<property name=**"testLessThan"** value=**"#{1 lt 1}"** />

<property name=**"testLessThanOrEqual"** value=**"#{1 le 1}"** />

<property name=**"testGreaterThan"** value=**"#{1 > 1}"** />

<property name=**"testGreaterThanOrEqual"** value=**"#{1 >= 1}"** />

<property name=**"testAnd"** value=**"#{numberBean.no == 999 and numberBean.no lt 900}"** />

<property name=**"testOr"** value=**"#{numberBean.no == 999 or numberBean.no lt 900}"** />

<property name=**"testNot"** value=**"#{!(numberBean.no == 999)}"** />

<property name=**"testAdd"** value=**"#{1 + 1}"** />

<property name=**"testAddString"** value=**"#{'1' + '@' + '1'}"** />

<property name=**"testSubtraction"** value=**"#{1 - 1}"** />

<property name=**"testMultiplication"** value=**"#{1 \* 1}"** />

<property name=**"testDivision"** value=**"#{10 / 2}"** />

<property name=**"testModulus"** value=**"#{10 % 10}"** />

<property name=**"testExponentialPower"** value=**"#{2 ^ 2}"** />

</bean>

</beans>

 

## Spring EL ternary operator (if-then-else)

Spring Expression Language ternary operator has the following syntax. and it performs if then else conditional logic.

condition ? trueAction : falseAction

If condition is true it will execute the trueAction, if the the condition is false it will run the falseAction.

The following Java bean has a property value for qtyOnHand whose value is 99.

package com.java2s.core;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"itemBean"**)

**public** **class** Item {

@Value(**"99"**)

**private** int qtyOnHand;

}

The Customer bean use ternary operator with @Value annotation. If "itemBean.qtyOnHand" is less than 100, then set "customerBean.warning" to true, else set it to false.

package com.java2s.core;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"customerBean"**)

**public** **class** Customer {

@Value(**"#{itemBean.qtyOnHand < 100 ? true : false}"**)

**private** boolean warning;

}

The following xml configuration file shows how to use tenary operator in xml markup.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"itemBean"** **class**=**"com.java2s.core.Item"**>

<property name=**"qtyOnHand"** value=**"99"** />

</bean>

<bean id=**"customerBean"** **class**=**"com.java2s.core.Customer"**>

<property name=**"warning"**

value=**"#{itemBean.qtyOnHand &lt; 100 ? true : false}"** />

</bean>

</beans>

## Spring EL regular expression

The following Java bean has an email field which will be validated by using regular expression.

package com.java2s.core;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component(**"emailBean"**)

**public** **class** Email {

@Value(**"your email here"**)

String emailAddress;

}

The following codes use regular expression to validate a number and stores the result in boolean value.

// **if** this is a digit?

@Value(**"#{'1' matches '\\d+' }"**)

**private** boolean validDigit;

The following code uses the regular expression in tenary operator.

@Value(**"#{ ('abc' matches '\\d+') == true ? "** +

**"'yes this is digit' : 'No this is not a digit' }"**)

**private** String msg;

The following code uses regular expression to validate an email address from another Java bean.

// email regular expression

String emailRegEx = **"^[\_A-Za-z0-9-]+(\\.[\_A-Za-z0-9-]+)"** +

**"\*@[A-Za-z0-9]+(\\.[A-Za-z0-9]+)\*(\\.[A-Za-z]{2,})$"**;

@Value(**"#{emailBean.emailAddress matches customerBean.emailRegEx}"**)

**private** boolean validEmail;

Use the same regular expression in xml

...

<bean id=**"customerBean"** **class**=**"com.java2s.core.Customer"**>

<property name=**"validDigit"** value=**"#{'1' matches '\d+' }"** />

<property name=**"msg"**

value=**"#{ ('abc' matches '\d+') == true ? 'yes this is digit' : 'No this is not a digit' }"** />

<property name=**"validEmail"**

value=**"#{emailBean.emailAddress matches '^[\_A-Za-z0-9-]+(\.[\_A-Za-z0-9-]+)\*@[A-Za-z0-9]+(\.[A-Za-z0-9]+)\*(\.[A-Za-z]{2,})$' }"** />

</bean>

<bean id=**"emailBean"** **class**=**"com.java2s.core.Email"**>

<property name=**"emailAddress"** value=**"your email"** />

</bean>

</beans>

# Spring Tutorial - Spring Bean Auto Scan

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0320__Spring_Expression_Language_Operator.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0330__Spring_Auto_Wire_Bean.htm)

Spring can auto scan, detect, wire and instantiate Java beans.

The following sections shows the difference between xml configuration vs auto scan auto wire configuration.

## Old fashion

Here is a normal Java bean.

package com.java2s.common;

**public** **class** Printer

{

}

Another Java bean with referencing the code above.

package com.java2s.common;

**public** **class** PrinterHelper

{

Printer printer;

**public** void setPrinter(Printer myPrinter) {

this.printer = myPrinter;

}

@Override

**public** String toString() {

return **"PrinterHelper [myPrinter="** + printer + **"]"**;

}

}

XML Bean configuration file Spring-Customer.xml with a normal bean configuration in Spring.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"printerHelper"** **class**=**"com.java2s.common.PrinterHelper"**>

<property name=**"printer"** ref=**"myPrinter"** />

</bean>

<bean id=**"myPrinter"** **class**=**"com.java2s.common.Printer"** />

</beans>

Here is the code to run.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"SpringBeans.xml"**});

PrinterHelper cust = (PrinterHelper)context.getBean(**"printerHelper"**);

System.out.println(cust);

}

}

[Download Java2s\_Spring\_Not\_Autowired.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Not_Autowired.zip)

 

## Auto Java bean Scan and wire

To enable Spring auto component scanning features, add annotation @Component to class.

package com.java2s.common;

import org.springframework.stereotype.Component;

@Component

**public** **class** Printer

{

}

The following Java bean uses not only @Component to indicate this is an auto scan component, it also marks the property as Autowired.

package com.java2s.common;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Component;

@Component

**public** **class** PrinterHelper

{

@Autowired

Printer myPrinter;

}

The following xml configuration file finally adds the package to enable the auto wire auto scan context.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:context=**"http://www.springframework.org/schema/context"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:component-scan base-package=**"com.java2s.common"** />

</beans>

[Download Java2s\_Spring\_Autowire.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Autowire.zip)

 

## Note

By default, Spring will lower case the first character of the component's simple class name as the bean id.

The following code shows how to use the auto-generated id to retrieve the component.

PrinterHelper cust = (PrinterHelper)context.getBean(**"printerHelper"**);

We can also name a component when declaring it.

@Component(**"myService"**)

**public** **class** PrinterHelper {

}

Once we define the name in @Component, we can retrieve it with this name 'myService'.

PrinterHelper cust = (PrinterHelper)context.getBean(**"myService"**);

## Filter to include

The following code shows how to use Spring filter to scan and register components by regular expressions, even the class is not annotated with @Component.

package com.java2s.common;

**public** **class** Printer

{

}

Helper class

package com.java2s.common;

import org.springframework.beans.factory.annotation.Autowired;

**public** **class** PrinterHelper

{

@Autowired

Printer myPrinter;

}

The following xml configuration uses the Spring filter to include classes.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:context=**"http://www.springframework.org/schema/context"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:component-scan base-package=**"com.java2s"** >

<context:include-filter type=**"regex"**

expression=**"com.java2s.common.\*DAO.\*"** />

<context:include-filter type=**"regex"**

expression=**"com.java2s.common.\*Service.\*"** />

</context:component-scan>

</beans>

The following code includes any classes under com.java2s.customer.dao package with DAO in class name.

<context:include-filter type=**"regex"**

expression=**"com.java2s.common.\*DAO.\*"** />

Run it

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.java2s.customer.services.PrinterHelper;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"SpringBeans.xml"**});

PrinterHelper cust = (PrinterHelper)context.getBean(**"printerHelper"**);

System.out.println(cust);

}

}

 

## Filter to exclude

The following code shows how to exclude specified components to stop Spring from auto registering for classes annotated with @Service.

<context:component-scan base-package=**"com.java2s.common"** >

<context:exclude-filter type=**"annotation"**

expression=**"org.springframework.stereotype.Service"** />

</context:component-scan>

Exclude classes with DAO letters in class name.

<context:component-scan base-package=**"com.java2s"** >

<context:exclude-filter type=**"regex"**

expression=**"com.java2s.customer.dao.\*DAO.\*"** />

</context:component-scan>

# Spring Tutorial - Spring Auto Wire Bean

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0330__Spring_Auto_Scan_Bean.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0340__Spring_Auto_Wire_Mode.htm)

Spring can use @Autowired annotation to auto wire bean on the setter method, constructor or a field.

## Java Beans

The following code defines two Java beans.

package com.java2s.common;

**public** **class** JobTitle

{

@Override

**public** String toString() {

return **"JobTitle [person="** + person + **", type="** + type + **", action="**

+ action + **"]"**;

}

**public** Employee getPerson() {

return person;

}

**public** void setPerson(Employee person) {

this.person = person;

}

**public** int getType() {

return type;

}

**public** void setType(int type) {

this.type = type;

}

**public** String getAction() {

return action;

}

**public** void setAction(String action) {

this.action = action;

}

**private** Employee person;

**private** int type;

**private** String action;

}

Employee Bean

package com.java2s.common;

**public** **class** Employee{

**private** String name;

**private** String address;

**private** int age;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** String getAddress() {

return address;

}

**public** void setAddress(String address) {

this.address = address;

}

**public** int getAge() {

return age;

}

**public** void setAge(int age) {

this.age = age;

}

@Override

**public** String toString() {

return **"Employee [name="** + name + **", address="** + address + **", age="**

+ age + **"]"**;

}

}

 

## enable @Autowired

To enable @Autowired, we have to register 'AutowiredAnnotationBeanPostProcessor'. And we can do that in two ways.

* Add Spring context and <context:annotation-config /> in bean configuration file.
* Include 'AutowiredAnnotationBeanPostProcessor' in bean configuration file.

Here is the code to Add Spring context and <context:annotation-config />.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:context=**"http://www.springframework.org/schema/context"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:annotation-config />

<bean id=**"myJobTitle"** **class**=**"com.java2s.common.JobTitle"**>

<property name=**"action"** value=**"buy"** />

<property name=**"type"** value=**"1"** />

</bean>

<bean id=**"myEmp"** **class**=**"com.java2s.common.Employee"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address ABC"** />

<property name=**"age"** value=**"29"** />

</bean>

</beans>

The following code shows how to include 'AutowiredAnnotationBeanPostProcessor' in bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean

**class**=**"org.springframework.beans.factory.annotation.AutowiredAnnotationBeanPostProcessor"**/>

<bean id=**"myJobTitle"** **class**=**"com.java2s.common.JobTitle"**>

<property name=**"action"** value=**"buy"** />

<property name=**"type"** value=**"1"** />

</bean>

<bean id=**"myEmp"** **class**=**"com.java2s.common.Employee"**>

<property name=**"name"** value=**"java2s"** />

<property name=**"address"** value=**"address ABC"** />

<property name=**"age"** value=**"29"** />

</bean>

</beans>

Here is the code to run.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"SpringBeans.xml"**});

JobTitle cust = (JobTitle)context.getBean(**"myJobTitle"**);

System.out.println(cust);

}

}

[Download Java2s\_Spring\_autowire\_1.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_autowire_1.zip)

 

## @Autowired Examples

The following code shows how to autowire bean via @Autowired on setter method

package com.java2s.common;

import org.springframework.beans.factory.annotation.Autowired;

**public** **class** JobTitle

{

@Override

**public** String toString() {

return **"JobTitle [person="** + person + **", type="** + type + **", action="**

+ action + **"]"**;

}

**public** Employee getPerson() {

return person;

}

@Autowired

**public** void setPerson(Employee person) {

this.person = person;

}

**public** int getType() {

return type;

}

**public** void setType(int type) {

this.type = type;

}

**public** String getAction() {

return action;

}

**public** void setAction(String action) {

this.action = action;

}

**private** Employee person;

**private** int type;

**private** String action;

}

The following code shows how to autowire bean via @Autowired on constructor.

package com.java2s.common;

import org.springframework.beans.factory.annotation.Autowired;

**public** **class** JobTitle

{

@Autowired

**public** JobTitle(Employee person) {

this.person = person;

}

@Override

**public** String toString() {

return **"JobTitle [person="** + person + **", type="** + type + **", action="**

+ action + **"]"**;

}

**public** Employee getPerson() {

return person;

}

**public** void setPerson(Employee person) {

this.person = person;

}

**public** int getType() {

return type;

}

**public** void setType(int type) {

this.type = type;

}

**public** String getAction() {

return action;

}

**public** void setAction(String action) {

this.action = action;

}

**private** Employee person;

**private** int type;

**private** String action;

}

The following code shows how to autowire bean via @Autowired on a field.

package com.java2s.common;

import org.springframework.beans.factory.annotation.Autowired;

**public** **class** JobTitle

{

@Autowired

**private** Employee person;

**private** int type;

**private** String action;

}

All of the above three methods autowired Employee Java bean into JobTitle's person property.

 

## Example

Here is the code to run the code above.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App

{

**public** **static** void main( String[] args )

{

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {**"SpringBeans.xml"**});

JobTitle cust = (JobTitle)context.getBean(**"myJobTitle"**);

System.out.println(cust);

}

}

Output:

![http://www.java2s.com/Tutorials/JavaImage/myResult/E/EXAMPLE__0AC2846A916CE44E669A.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAE2klEQVR42u2c227jMAxE8/+fW+x7CmwBw7BlcoaSHTk+B33YbWSZug5Fqnm9AQAAJuNFFwAAAOIEAACAOAEAAOIEAACAOAEAAOIEAACAOAEAAOIEAACAOAEAACBOAACAOAEAACBOAACAOAEAACBOAACAOAEAACBOAACAOI2u8T9nPF6o+bWCwT5pyEYZMP8wfdNEGrvQsB+Gr/GXVWladVzmFRJPrNrmdetpqnTXwLew6X/QzovlOXjXjbyEOe3fv9pdxfsysw1H0IS4dYPFya007vSjYoVHHuLqHs2A7zs5PdmpvH5j5eT0EdVUlrZSbM7pmh4zECfECXG6nzJd3BWI04TiFDw7/3TtaeDnxcktFsjyY8XpjOYgTrfYc58pTj8///5+5rd/CcHVxEl066edrmPFyRGxMLzYLKnEVYPfNwOvzXcFrSiYF5xV9yMhmnT00kISzq1ZabjSiiPDmmV0d7I2TM3O17ui+fvaWASVpG+xusJzObOUgNLncXl3XI7WddDPf2zE6eP26/GujbguzRnofOtDr2fprFT3SeJUme7pSGya6mbGlL0gNSD1TeJtOtDItXN0FHg8GjPl0kc621zBCFqh6J+iYcpTncMUrIGjBpbbqEdslH+ns0IJm7jus7KCRGk/SssftajZ5H77F3Ga3P59tYsyLeIU7PX94qTPz7gralG+WU5Oeh7MvbYhVmXdexEbol8gVHJ9hT4phPWGjEuhWHNmxy7w2GFyO7lgVW3xx1uemy7uDGXXRlaZ/KLL9Rz79waslWl9ctpr7fXi1LkQyoHKB4nT2O5zg8X9fTIwrHeBOInbbvkU74bj3XO2sg0V/s4hvbOUHsIC37znirneP4XNXQwoKf6KGImaxH49wtEM4q3lqrannXrKdwco7YcesUecKuKkBOtOOjmdMS63E6c4uzBq8ui9HfzeSvm4CaTUzis39/79/b7264fg5nFqeM4pjmMPOau519meGNZTFrYb1qslSy4Wp3hbPEmc3lkm+SjcN3yYhoT1rFyIm2eKG5UeiLtW9SVhMcvU77Z/89FGddJElLjY+9ON8a0QayHUputIcVJ8QDewXhCn+L5NOZmRxqPTXEvcditI5TogPU5D7XiUhqRSx3MScRKt6hcn6/GjuZcOesFhCiZ5ekU2WCapnz5kh53N/v0r1tcfmsWayiTuNoWhTx+xFkLPzQ79pGgEUq1PlW+wsCLUovK76SL3YqXSQOsqbWESxJeRxP+6LpXox426Sp72WGfPiFZZdtYi8mlkv2faKxfu44hQzzzvyZndyH7FIev/+qLOobdye2VlUuqxyn/5Xz7O/10gH+yKnqqmte0ufbhxtPc/8ad/fndaiVWhYtXACt3+sTpQ7+e4IbUX6SOuN2r5ZW0Buhfz3JbuyzSf3SfeECfEaVjDv/IrKmawM94IYmVaF6tVGFh1XoXW/qjv8p1GxrLkakxBnOKN3p2BTT9mc5MwNsB1OAIPYCNO6z9iQ5wQp94aHihOQeb1JH2KP1WUyapQF5LhFQ45DFmW9IhT7QzkngWDFxWUaf/U/ns30uboB834/LQJ68W99whxKuR7vrsfZpOQycflMtv0qNRYLflghT190vnRkFaXo5Su3L6F8Gbwos0Si0WoPBCxrDbXUfDgLxHrWmzhY66rAAAAAElFTkSuQmCC)   
  
[Download Java2s\_Spring\_Autowire\_Setter.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Autowire_Setter.zip)

## Dependency checking

By default @Autowired annotation performs the dependency checking to ensure the autowired bean exist.

If Spring can't find a matching bean, it will throw an exception. To disable @Autowired dependency check, set the "required" attribute of @Autowired to false.

import org.springframework.beans.factory.annotation.Autowired;

**public** **class** JobTitle

{

@Autowired(required=false)

**private** Employee person;

}

## Use @Qualifier to select bean

@Qualifier annotation allows us to select Java bean to do autowire on a field.

We need @Qualifier annotation when we have two qualified beans to auto wire.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xmlns:context=**"http://www.springframework.org/schema/context"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-2.5.xsd">

<context:annotation-config />

<bean id=**"myJobTitle"** **class**=**"com.java2s.common.JobTitle"**>

<property name=**"action"** value=**"buy"** />

<property name=**"type"** value=**"1"** />

</bean>

<bean id=**"myEmp1"** **class**=**"com.java2s.common.Employee"**>

<property name=**"name"** value=**"java2s1"** />

<property name=**"address"** value=**"address 1"** />

<property name=**"age"** value=**"28"** />

</bean>

<bean id=**"myEmp2"** **class**=**"com.java2s.common.Employee"**>

<property name=**"name"** value=**"java2s2"** />

<property name=**"address"** value=**"address 2"** />

<property name=**"age"** value=**"28"** />

</bean>

</beans>

In the xml code configuration file above we have two instances of com.java2s.common.Employee. If we do not specify which one to autowire to JobTitle, they both qualified for the autowire action.

To select which Java bean to use we can use the @Qualifier annotation.

package com.java2s.common;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.beans.factory.annotation.Qualifier;

**public** **class** JobTitle

{

@Autowired

@Qualifier(**"myEmp1"**)

**private** Employee person;

}

# Spring Tutorial - Spring Auto Wire Bean

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0330__Spring_Auto_Wire_Bean.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0400__Spring_AOP.htm)

Spring can wire beans automatically. To enable it, define the "autowire" attribute in <bean>.

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"** autowire=**"byName"** />

Spring has five Auto-wiring modes.

* no - Default, no auto wiring
* byName - Auto wiring by property name.
* byType - Auto wiring by property data type.
* constructor - byType mode in constructor argument.
* autodetect - If a default constructor is found, use "autowired by constructor"; Otherwise, use "autowire by type".

 

## Java Beans

Customer Java bean.

package com.java2s.common;

**public** **class** Customer

{

**private** Person person;

**public** Customer(Person person) {

this.person = person;

}

**public** void setPerson(Person person) {

this.person = person;

}

}

Person Java bean

package com.java2s.common;

**public** **class** Person

{

}

 

## Auto-Wiring 'no'

This is the default mode, we need to wire the Java bean via 'ref' attribute.

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"**>

<property name=**"person"** ref=**"person"** />

</bean>

<bean id=**"person"** **class**=**"com.java2s.common.Person"** />

## Auto-Wiring 'byName'

The following code add autowire byName to the bean declaration.

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"** autowire=**"byName"** />

Since the name of "person" bean is same with the name of the "customer" bean's "person" property, Spring will auto wire it via method setPerson(Person person).

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"** autowire=**"byName"** />

<bean id=**"person"** **class**=**"com.java2s.common.Person"** />

 

## Auto-Wiring 'byType'

The following xml configuration declares the autowire type as byType.

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"** autowire=**"byType"** />

Since the data type of "person" bean is same as the data type of the "customer" bean's property person object, Spring will auto wire it via method setPerson(Person person).

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"** autowire=**"byType"** />

<bean id=**"person"** **class**=**"com.java2s.common.Person"** />

## Auto-Wiring 'constructor'

The following code declares a bean's autowire type as constructor.

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"** autowire=**"constructor"** />

The data type of "person" bean is same as the constructor argument data type in "customer" bean's property (Person object), Spring will auto wire it via constructor method - "public Customer(Person person)".

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"** autowire=**"constructor"** />

<bean id=**"person"** **class**=**"com.java2s.common.Person"** />

## Auto-Wiring 'autodetect'

The following code shows how to use autodetect autowire. If a constructor is found, uses "constructor"; Otherwise, uses "byType".

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"**

autowire=**"autodetect"** dependency-check="objects />

Since there is a constructor in "Customer" class, Spring will auto wire it via constructor method - "public Customer(Person person)".

<bean id=**"customer"** **class**=**"com.java2s.common.Customer"** autowire=**"autodetect"** />

<bean id=**"person"** **class**=**"com.java2s.common.Person"** />

# Spring Tutorial - Spring AOP

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0340__Spring_Auto_Wire_Mode.htm)
* [Next »](http://www.java2s.com/Tutorials/Java/Spring/0500__Spring_Object_XML_Mapping.htm)

Besides Dependency Injection (DI), another core feature that the Spring Framework offers is aspect-oriented programming (AOP).

AOP is a tool for implementing crosscutting concerns.

The crosscutting concerns refers to logic in an application that cannot be decomposed from the rest of the application and may result in code duplication and tight coupling.

AOP is a programming paradigm that aims to increase modularity by allowing the separation of cross-cutting concerns.

Adding Log methods to every single method is a cross-cutting concern. A logging strategy affects every logged part of the system. The log methods would cross-cut all logged classes and methods.

Spring AOP framework modularizes cross-cutting concerns in aspects. When executing a method in Spring IoC container, Spring AOP can hijack the executing method, and add extra functionality before or after the method execution.

 

## AOP Concepts

AOP comes with its own specific set of concepts and terms.

The following are the core concepts of AOP:

* Joinpoints is a point during the execution of your application. Typical example of joinpoints is a call to a method. Joinpoints define the points in your application at which you can insert additional logic using AOP.
* Advice is the code executed at a particular joinpoint. There are many types of advice, such as before , which executes before the joinpoint, and after , which executes after it.
* Pointcut is a collection of joinpoints that is used to define when advice should be executed. By creating pointcuts, we control over how to apply advice to the Java Bean in the application.
* Weaving is the process of inserting aspects into the application code at the appropriate point.
* An object whose execution flow is modified by an AOP process is referred to as the target object or advised object.

Spring AOP has four type of advices.

* Before advice - Run before the method execution
* After returning advice - Run after the method returns a result
* After throwing advice - Run after the method throws an exception
* Around advice - Run around the method execution, combine all three advices above.

Advice is an action to take either before or after the method execution.

 

## dependency

Add the following new dependency for AOP coding to POM.xml.

<dependency>

<groupId>cglib</groupId>

<artifactId>cglib</artifactId>

<version>2.2.2</version>

</dependency>

## Java Bean

The following code defines a Java bean for a printer service.

package com.java2s.common;

**public** **class** PrinterService {

**private** String name;

**private** String url;

**public** void setName(String name) {

this.name = name;

}

**public** void setUrl(String url) {

this.url = url;

}

**public** void printName() {

System.out.println(**"Printer Name : "** + this.name);

}

**public** void printURL() {

System.out.println(**"Printer URL : "** + this.url);

}

**public** void printThrowException() {

**throw** **new** IllegalArgumentException();

}

}

 

## XML configuration

Here is the Spring-Customer.xml file for bean configuration.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"myService"** **class**=**"com.java2s.common.PrinterService"**>

<property name=**"name"** value=**"printerName"** />

<property name=**"url"** value=**"http://www.java2s.com"** />

</bean>

</beans>

The following is the main class to run the code above.

package com.java2s.common;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** void main(String[] args) {

ApplicationContext appContext = **new** ClassPathXmlApplicationContext(

**new** String[] { **"SpringBeans.xml"** });

PrinterService cust = (PrinterService) appContext.getBean(**"myService"**);

cust.printName();

cust.printURL();

**try** {

cust.printThrowException();

} **catch** (Exception e) {

}

}

}

Output

![http://www.java2s.com/Tutorials/JavaImage/myResult/X/XML_CONFIGURATION__7796CC71FAE9657DDA80.PNG](data:image/png;base64,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)   
  
[Download Java2s\_Spring\_Pre\_AOP.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Java2s_Spring_Pre_AOP.zip)

## Before advice

The following code shows how to add Before advice.

A Before advice is executed before the method execution.

First, create a class which implements MethodBeforeAdvice interface.

package com.java2s.common;

import java.lang.reflect.Method;

import org.springframework.aop.MethodBeforeAdvice;

**public** **class** AOPBeforeMethod **implements** MethodBeforeAdvice

{

@Override

**public** void before(Method method, Object[] args, Object target)

throws Throwable {

System.out.println(**"AOPBeforeMethod : Before method call."**);

}

}

Then, we create the AOPBeforeMethod bean in the xml configuration file.

<bean id=**"aopBeforeMethodBean"** **class**=**"com.java2s.aop.AOPBeforeMethod"** />

To use the AOPBeforeMethod class we have to install it by usingorg.springframework.aop.framework.ProxyFactoryBean as follows.

<bean id=**"myServiceProxy"**

**class**=**"org.springframework.aop.framework.ProxyFactoryBean"**>

<property name=**"target"** ref=**"myService"** />

<property name=**"interceptorNames"**>

<list>

<value>aopBeforeMethodBean</value>

</list>

</property>

</bean>

Full source code

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"myService"** **class**=**"com.java2s.common.PrinterService"**>

<property name=**"name"** value=**"printerName"** />

<property name=**"url"** value=**"http://www.java2s.com"** />

</bean>

<bean id=**"aopBeforeMethodBean"** **class**=**"com.java2s.common.AOPBeforeMethod"** />

<bean id=**"myServiceProxy"**

**class**=**"org.springframework.aop.framework.ProxyFactoryBean"**>

<property name=**"target"** ref=**"myService"** />

<property name=**"interceptorNames"**>

<list>

<value>aopBeforeMethodBean</value>

</list>

</property>

</bean>

</beans>

Run the main function again.

![http://www.java2s.com/Tutorials/JavaImage/myResult/B/BEFORE_ADVICE__92CB3EA3317572AAE3A6.PNG](data:image/png;base64,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)

From the result we can see that the AOPBeforeMethod's before() method is executed before every myService's methods.

## After returning advice

The following code shows how to use After returning advice. After returning advice will execute after the method is returned a result.

First, create a class which implements AfterReturningAdvice interface.

package com.java2s.common;

import java.lang.reflect.Method;

import org.springframework.aop.AfterReturningAdvice;

**public** **class** AOPAfterMethod **implements** AfterReturningAdvice

{

@Override

**public** void afterReturning(Object returnValue, Method method,

Object[] args, Object target) throws Throwable {

System.out.println(**"AOPAfterMethod : After method call."**);

}

}

Then, install the AOPAfterMethod class in the Bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"myService"** **class**=**"com.java2s.common.PrinterService"**>

<property name=**"name"** value=**"printerName"** />

<property name=**"url"** value=**"http://www.java2s.com"** />

</bean>

<bean id=**"aopAfterMethodBean"** **class**=**"com.java2s.common.AOPAfterMethod"** />

<bean id=**"myServiceProxy"**

**class**=**"org.springframework.aop.framework.ProxyFactoryBean"**>

<property name=**"target"** ref=**"myService"** />

<property name=**"interceptorNames"**>

<list>

<value>aopAfterMethodBean</value>

</list>

</property>

</bean>

</beans>

Run the main function again. Here is the output.

![http://www.java2s.com/Tutorials/JavaImage/myResult/A/AFTER_RETURNING_ADVICE__1D5376196CC6BED0088B.PNG](data:image/png;base64,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)

From the result we can see that the AOPAfterMethod's afterReturning() method is executed after every myService's methods returns a result.

## After throwing advice

The following code shows how to use After throwing advice. After throwing advice will execute after the method throws an exception.

First, create a class which implements ThrowsAdvice interface, and create a afterThrowing method to hijack the IllegalArgumentException exception.

package com.java2s.common;

import org.springframework.aop.ThrowsAdvice;

**public** **class** AOPThrowException **implements** ThrowsAdvice {

**public** void afterThrowing(IllegalArgumentException e) throws Throwable {

System.out.println(**"AOPThrowException : Throw exception call."**);

}

}

Then, install the AOPThrowException in Bean configuration file.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"myService"** **class**=**"com.java2s.common.PrinterService"**>

<property name=**"name"** value=**"printerName"** />

<property name=**"url"** value=**"http://www.java2s.com"** />

</bean>

<bean id=**"aopThrowExceptionBean"** **class**=**"com.java2s.common.AOPThrowException"** />

<bean id=**"myServiceProxy"**

**class**=**"org.springframework.aop.framework.ProxyFactoryBean"**>

<property name=**"target"** ref=**"myService"** />

<property name=**"interceptorNames"**>

<list>

<value>aopThrowExceptionBean</value>

</list>

</property>

</bean>

</beans>

Run the code and here is the output.

Printer Name : printerName

Printer URL : http://www.java2s.com

AOPThrowException : Throw exception call.

From the result we can see that Spring IoC container runs the AOPThrowException's afterThrowing() method when myService's methods throws an exception.

## Around advice

The following code shows how to use Around advice. Around advice combines all three advices above, and execute during method execution.

First, create a class which implements MethodInterceptor interface.

public Object invoke(MethodInvocation methodInvocation) throws Throwable method is called for each method call and we have to call the "methodInvocation.proceed();" to run the original method, otherwise the original method will not run.

package com.java2s.common;

import java.util.Arrays;

import org.aopalliance.intercept.MethodInterceptor;

import org.aopalliance.intercept.MethodInvocation;

**public** **class** AOPAroundMethod **implements** MethodInterceptor {

@Override

**public** Object invoke(MethodInvocation methodInvocation) throws Throwable {

System.out.println(**"Method name : "**

+ methodInvocation.getMethod().getName());

System.out.println(**"Method arguments : "**

+ Arrays.toString(methodInvocation.getArguments()));

System.out.println(**"AOPAroundMethod : Before method call."**);

**try** {

// proceed to original method call

Object result = methodInvocation.proceed();

// same with AfterReturningAdvice

System.out.println(**"AOPAroundMethod : after call."**);

return result;

} **catch** (IllegalArgumentException e) {

System.out.println(**"AOPAroundMethod : Throw exception call."**);

**throw** e;

}

}

}

Here is the xml Bean configuration file to install the Around Advice AOP.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd">

<bean id=**"myService"** **class**=**"com.java2s.common.PrinterService"**>

<property name=**"name"** value=**"printerName"** />

<property name=**"url"** value=**"http://www.java2s.com"** />

</bean>

<bean id=**"aopAroundMethodBean"** **class**=**"com.java2s.common.AOPAroundMethod"** />

<bean id=**"myServiceProxy"**

**class**=**"org.springframework.aop.framework.ProxyFactoryBean"**>

<property name=**"target"** ref=**"myService"** />

<property name=**"interceptorNames"**>

<list>

<value>aopAroundMethodBean</value>

</list>

</property>

</bean>

</beans>

Run the main function, here is the output.

![http://www.java2s.com/Tutorials/JavaImage/myResult/A/AROUND_ADVICE__97DF851780597A685FB3.PNG](data:image/png;base64,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)   
  
[Download AOP\_Around.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/AOP_Around.zip)

# Spring Tutorial - Spring Object-XML Mapping

* [« Previous](http://www.java2s.com/Tutorials/Java/Spring/0400__Spring_AOP.htm)

The following code shows how to use Castor to do Java Object to XML Mapping.

## Project Dependency

In order to use castor, add the following dependencies to pom.xml file.

<properties>

<spring.version>3.0.5.RELEASE</spring.version>

</properties>

<dependencies>

<!-- Spring 3 dependencies -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>${spring.version}</version>

</dependency>

<!-- spring oxm -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-oxm</artifactId>

<version>${spring.version}</version>

</dependency>

<!-- Uses Castor **for** XML -->

<dependency>

<groupId>org.codehaus.castor</groupId>

<artifactId>castor</artifactId>

<version>1.2</version>

</dependency>

<!-- Castor need this -->

<dependency>

<groupId>xerces</groupId>

<artifactId>xercesImpl</artifactId>

<version>2.8.1</version>

</dependency>

</dependencies>

 

## Java Bean

Here is a simple Java bean for doing the xml mapping

package com.java2s.common;

**public** **class** Employee {

String name;

int age;

boolean trained;

String address;

**public** String getName() {

return name;

}

**public** void setName(String name) {

this.name = name;

}

**public** int getAge() {

return age;

}

**public** void setAge(int age) {

this.age = age;

}

**public** boolean isTrained() {

return trained;

}

**public** void setTrained(boolean trained) {

this.trained = trained;

}

**public** String getAddress() {

return address;

}

**public** void setAddress(String address) {

this.address = address;

}

}

 

## Marshaller and Unmarshaller

The following code handles the mapping via Spring's oxm interfaces : Marshaller and Unmarshaller.

package com.java2s.common;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.IOException;

import javax.xml.transform.stream.StreamResult;

import javax.xml.transform.stream.StreamSource;

import org.springframework.oxm.Marshaller;

import org.springframework.oxm.Unmarshaller;

**public** **class** XMLConverter {

**private** Marshaller marshaller;

**private** Unmarshaller unmarshaller;

**public** Marshaller getMarshaller() {

return marshaller;

}

**public** void setMarshaller(Marshaller marshaller) {

this.marshaller = marshaller;

}

**public** Unmarshaller getUnmarshaller() {

return unmarshaller;

}

**public** void setUnmarshaller(Unmarshaller unmarshaller) {

this.unmarshaller = unmarshaller;

}

**public** void convertFromObjectToXML(Object object, String filepath)

throws IOException {

FileOutputStream os = null;

**try** {

os = **new** FileOutputStream(filepath);

getMarshaller().marshal(object, **new** StreamResult(os));

} finally {

**if** (os != null) {

os.close();

}

}

}

**public** Object convertFromXMLToObject(String xmlfile) throws IOException {

FileInputStream is = null;

**try** {

is = **new** FileInputStream(xmlfile);

return getUnmarshaller().unmarshal(**new** StreamSource(is));

} finally {

**if** (is != null) {

is.close();

}

}

}

}

 

## Spring Configuration

In Spring's bean configuration file, inject CastorMarshaller as the XML binding framework.

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"XMLConverter"** **class**=**"com.java2s.common.XMLConverter"**>

<property name=**"marshaller"** ref=**"castorMarshaller"** />

<property name=**"unmarshaller"** ref=**"castorMarshaller"** />

</bean>

<bean id=**"castorMarshaller"** **class**=**"org.springframework.oxm.castor.CastorMarshaller"** />

</beans>

## Example

Here is the code run the application.

package com.java2s.common;

import java.io.IOException;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**private** **static** **final** String XML\_FILE\_NAME = **"customer.xml"**;

**public** **static** void main(String[] args) throws IOException {

ApplicationContext appContext = **new** ClassPathXmlApplicationContext(**"SpringBeans.xml"**);

XMLConverter converter = (XMLConverter) appContext.getBean(**"XMLConverter"**);

Employee customer = **new** Employee();

customer.setName(**"java2s"**);

customer.setAge(99);

customer.setTrained(true);

customer.setAddress(**"This is address"**);

//from object to XML file

converter.convertFromObjectToXML(customer, XML\_FILE\_NAME);

//from XML to object

Employee customer2 = (Employee)converter.convertFromXMLToObject(XML\_FILE\_NAME);

System.out.println(customer2);

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/E/EXAMPLE__08F32967D8BACCBE8129.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAAAiCAIAAADH+dT7AAAE+klEQVR42u2c7W7kIAxF5/2fdtUXmF1tpWgE2L52mASic9QfnTQfxgFfsOm83gAAAIvxwgUAAIA4AQAAIE4AAIA4AQAAIE4AAIA4AQAAIE4AAIA4AQAAIE4AAACIEwAAIE4AAACIEwAAIE4AAACIEwAAIE4AAACIEwAAIE5r2PGf2w243Yz1HQUXvJcHvGWnCVuPsqzxX2rsje69LFS+dDt6preWoH+jnbvIs2jzxc2Z+KDt3kKqCbe3LoxpvoUriNMK7r1fnBw75lqGON0eTbaLjJ92NjY7f9JdsUtvXPNl/Tbhz8/Pv5+lxprVT/pRwMIUcUKcVlGmjVzRG9nMfLeO9YjTRH5tOH4QpyeL08UpVMQJV1wmTou0fTuDF4yeQ2U6fnxLEKeHiJOVq+0TRE5W1woo/TnKI5wKRDnYWeYpDRStUip8uk+sp4fFGLGxSp9RXmvNG98QJ6v88B7lCZVEYrY3Ws8VcS50nltI5IalPn32YJ2fHXSix7LiFEaq7GhShtLK7l1UnETTrWDqVx3F9fXQR8pV2emGrwpKA8ttVF6EaJL/LGdkhh7WZzP+758fC0Ly1ZVT32MVEVLmE37fTqlFyuCJnTDbBMVXfmewzLY6Z59ObNZSoTiFs41waGTP38i9m62cwo/in1LFbWeiHSqrGOyyAVe/Q3lFknWa6Mz36YJNzVc1b9R6WvmeU7pBakE83eDpbq8N23BEKy4KHWWJ06FPelpPnwWmxGZr9yJOxbBbTumkhr2yNioIQyqtF2ZQxTmdM6E7sye7vNRLeSPMUdS0Xxmc52dX4hw5zOOdnGOVqw5fip5iskuZjPbnzBUnvV6Q6pBrund1cUqN56eKk5/h/V5cUMxojqfS1tkkeGink0ea2NFnTfH0Gcmspb9zSVMgGVb1mzP7C4cnDJ/S7xfw9xEM7zZsgv6npgnNWqfph8ODCr04Db2qB7HDZuvNNv7vrRXdO7RwijjtXXOyihMXi5NY1w1rG4uk9VK1nGydSc9K+aWm6WUJvzx7Jot4cn53WVpPqT8N92E3B4cxa1jzt8Tp82P2iQVxsmJu2Bn62D3UAFGcnKssNe1/d9xudaGhQ5qd7sf76n3oTDKyab3UMN9MnE4uF2rLozAlFYr/IuI0Je9UmCLpVZ+wUppKZYSqU/7ykawyiZYreyvOdAOlpj2MtpZUfF5riVOYBLNWM8MnitnIJnwP05JDpfH74XHb/qCoTCfFqf+XqWZ9OVTiz+NhGczSeyfb72d9dfc6B1cRJ/2rPrIfs7PpsDQi6lZqyqzsxKt5RrQqZaeYptP3JZffjmWYshe8tnFRv4/eE8RqVqobKL3USus1E+1QEhp96jNFjWL1iTL/iYrE+tkqJ8fl98MmlDsLF0uc9A7v7Ep3qlnhrYZ5S9G9/Xt8R/+HIFap96s5TXvY1O8fW9a2XXx4y1sob1O83fJb6EOYdXD6hYdciRcq9lsnhAvE8InWfZxlU/baVLvCcxxxKhx8ZCDaUpwe+RUV29lZU6YVRGKjrwK5S5yaSs90cfrUgzPiFN4nVKbmPvryC3FCnHI5maeKk7P7bqOVh7g5EGWyglGzj04J3IULP8swqQuVAD0szPghWFzuhGIgWnteeBCnzcRpSibnex65PdF0lyrf1RC+yTAb34exTAl/l104MQT7T8xG7YLNSjbSf9ZTxemyIfwXxs2gnXTSB9EAAAAASUVORK5CYII=)

The following XML file "customer.xml" is generated in the project root folder.

File : customer.xml

<?xml version=**"1.0"** encoding=**"UTF-8"**?>

<customer trained=**"true"** age=**"99"**>

<address>This is address</address>

<name>java2s</name>

</customer>

[Download Castor\_XML\_Mapping.zip](http://www.java2s.com/Tutorials/JavaDownload/Spring/Castor_XML_Mapping.zip)

## Castor XML Mapping

To control which field should use as attribute or element, use Castor XML mapping file to define the relationship between Object and XML.

The following code creates the mapping file, mapping.xml. Put it into our project classpath.

<mapping>

<**class** name=**"com.java2s.core.model.Employee"**>

<map-to xml=**"customer"** />

<field name=**"age"** type=**"integer"**>

<bind-xml name=**"age"** node=**"attribute"** />

</field>

<field name=**"trained"** type=**"boolean"**>

<bind-xml name=**"trained"** node=**"element"** />

</field>

<field name=**"name"** type=**"string"**>

<bind-xml name=**"name"** node=**"element"** />

</field>

<field name=**"address"** type=**"string"**>

<bind-xml name=**"address"** node=**"element"** />

</field>

</**class**>

</mapping>

In Spring bean configuration file, inject above mapping.xml into CastorMarshaller via "mappingLocation".

<beans xmlns=**"http://www.springframework.org/schema/beans"**

xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

<bean id=**"XMLConverter"** **class**=**"com.java2s.core.XMLConverter"**>

<property name=**"marshaller"** ref=**"castorMarshaller"** />

<property name=**"unmarshaller"** ref=**"castorMarshaller"** />

</bean>

<bean id=**"castorMarshaller"** **class**=**"org.springframework.oxm.castor.CastorMarshaller"** >

<property name=**"mappingLocation"** value=**"classpath:mapping.xml"** />

</bean>

</beans>