Part B – Foundations

**Dynamic Memory**

Workshop 2 V0.6 (in-lab draft only)

In this workshop, you use references to modify content of variables in other scopes, overload functions and allocate memory at run-time and deallocate that memory when it is no longer required.

# Learning Outcomes

Upon successful completion of this workshop, you will have demonstrated the abilities to:

* allocate and deallocate dynamic memory for an array;
* allocate and deallocate dynamic memory for a single variable
* overload a function;
* Create and use references

# Submission Policy

The workshop is divided into 3 sections;   
**in-lab** - 30% of the total mark

To be completed before the end of the lab period and submitted from the lab.

**at-home** - 35% of the total mark

To be completed within 2 days after the day of your lab.  
**DIY (**Do It yourself) – 35% of the total mark

To be completed within 3 days after the at-home due date.

The *in-lab* section is to be completed after the workshop is published, and before the end of the lab session. The *in-lab* is to be submitted during the workshop period form the lab.

If you attend the lab period and cannot complete the *in-lab* portion of the workshop during that period, ask your instructor for permission to complete the *in-lab* portion after the period. You must be present at the lab in order to get credit for the *in-lab* portion.

If you do not attend the workshop, you can submit the *in-lab* section along with your *at-home* section (see penalties below). The *at-home* portion of the lab is due on the day that is 2 days after your scheduled *in-lab* workshop (23:59) (even if that day is a holiday).

The DIY (Do It Yourself) section of the workshop is a task that utilizes the concepts you have done in the in-lab + at-home section. This section is completely open ended with no detailed instructions other than the required outcome. You must complete the DIY section up to 3 days after the at-home section.

All your work (all the files you create or modify) must contain your name, Seneca email and student number.

You are responsible to back up your work regularly.

Ask your professor if there are any additional requirements for your specific section.

# Citation and Sources

When submitting the DIY part of the workshop, Project and assignment deliverables, a file called sources.txt must be present. This file will be submitted with your work automatically.

You are to write either of the following statements in the file "sources.txt":

*I have done all the coding by myself and only copied the code that my professor provided to complete my workshops and assignments.*

*Then add your name and your student number as signature*

*OR:*

*Write exactly which part of the code of the workshops or the assignment are given to you as help and who gave it to you or which source you received it from.*

*You need to mention the workshop name or assignment name and also the file name and the parts in which you received the code for help.*

*Finally add your name and student number as signature.*

By doing this you will only lose the mark for the parts you got help for, and the person helping you will be clear of any wrong doing.

# Late Submission Penalties:

-*In-lab* portion submitted late, with *at-home* portion:

**0** for *in-lab*. Maximum of **DIY+at-home**/10 for the workshop.

-at-home or DIY submitted late:

1 to 2 days, -20%, 3 to 7 days -50% after that submission rejected.

-If any of *the at-home* or DIY portions is missing, the mark for the whole workshop will be **0**/10

## Workshop Due Dates

You can see the exact due dates of all assignments by adding -due after the submission command:

Run the following script from your account (use your professor’s Seneca userid to replace profname.proflastname, and your section ID to replace NXX, i.e., NAA, NBB, etc.):

**~profname.proflastname/submit 244/NXX/WS02/in\_lab -due**<ENTER> **~profname.proflastname/submit 244/NXX/WS02/at\_home -due**<ENTER>  
**~profname.proflastname/submit 244/NXX/WS02/DIY -due**<ENTER>

# IN-LAB (30%)

Create an Empty module called “Subject” to keep track of student enrollment in a Subject in a School.

*Reminder:   
This is how to create an empty module called Subject before you start coding:  
Create a header file called Subject.h, add the compilation safeguards and the sdds namespace. Then create a source file called Subject.cpp, include Subject.h and add the sdds namespace.*

Design and code a structure (struct) named Subject in the namespace sdds.

*To practice dynamic memory allocation, we will have all the member variables as pointers and dynamically allocated memory for them.*

Your structure should have three pointer data members:

m\_noOfSections: An integer pointer for a dynamically allocated integer value that will hold the number of sections of a subject in a school.

m\_noOfStdsInSecs: An integer pointer for a dynamically allocated array of integers that will store the number of students for each section.

m\_subjectName: A character pointer to hold the name of the subject dynamically.

![](data:image/png;base64,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)

read(......) function overloads.

Add three overloads of read(…) function to the Subject module in sdds namespace as follows:

1- void read(char\*) A read function that returns void and receives a char pointer parameter.  
This function first prints the following prompt:  
"Enter subject name: "  
and then calls the read function (already coded in utils module) to read up to 70 characters and prints  
"Name is too long, only 70 characters allowed!\nRedo Entry: "   
if there is an error in data entry.

2- void read(int&) A read function that returns void and receives a reference to an integer number.  
This function first prints the following prompt:  
"Enter number of sections: "  
and then calls the read function (already coded in utils module) to read an integer between 1 and 10 (inclusive) and prints  
"Invalid Number of sections, 1<=ENTRY<=10\nRedo Entry: "  
if there is an error in data entry.

3- void read(int[], int) A read function that returns void and receives an integer array to be read from the console. It also receives an integer argument as the number of elements of the array.

This function first prints the following prompt:  
"Enter the number of students in each one of the X sections:"   
where X is replaced by the number of elements in the array.   
Then in a loop that runs to the number of elements in an array, read an integer for each element of the array between 5 and 35.  
For errors print the following message:  
"Invalid Number of students, 5<=ENTRY<=35\nRedo Entry: "  
Make sure you prompt the user with the row of entry at the beginning of each line. (ie, if the third number is being received, prompt will be 3:)

void read(Subject&)

*This function utilizes the last three read function overloads and DMA to read and store data for the entire Subject instance.*

Add one more overload of read function to get a Subject from the console. The function will return void and receives a reference to a Subject object (let’s call it **Sub**). This function will use the first three read functions and dynamic memory allocation to read and setup a subject structure as follows:  
- Create a local array of 71 characters and use the read function (*void read(char\*)*) to read the name of the subject into it. Then dynamically allocate memory in *Sub.m\_subjectName,* large enough to hold the name and copy the name into it.  
- Dynamically allocate an integer and keep its address in *Sub.m\_noOfSections* and call the read function (void read(int&))passing the reference of the allocated integer to it, (this will receive the number of subjects)

- Dynamically allocate an array of integers to the size of the integer you just read (number of subjects) and call the read function (void read(int[], int))for reading the number of students.

read(Subject&) **Execution example:**

Enter subject name: An obviously long text to type so the read function gives me an error for subject name

Name is too long, only 70 characters allowed!

Redo Entry: Intro to OOP using C++

Enter number of sections: 100

Invalid Number of sections, 1<=ENTRY<=10

Redo Entry: 4

Enter the number of students in each one of the 4 sections:

1: 340

Invalid Number of students, 5<=ENTRY<=35

Redo Entry: 34

2: 33

3: 23

4: 30

int report(const Subject&)

Create a function called report, that returns an integer and receives a constant Subject reference.

Report subject should print a subject as follows:  
At the first line it should print a comma separated list of the enrollment of all the sections.  
At second line it should print the name of the subject and then the total enrollment.

Then it should return the total enrollment.

**Execution example:**

34, 33, 23, 30

Intro to OOP using C++: 120

void freeMem(Subject&)  
Finally Create a function called freeMem that returns void, receives a reference of a Subject and deletes all three dynamically allocated memories pointed by member variables of the Subject.

**Tester Program:**  
subjectTester.cpp

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// OOP244 Workshop 2: DMA and overloading

// File subjectTester.cpp

// Version 1.0

// Date 2019/09/15

// Author Fardad Soleimanloo

// Description

// tests Subject data entry and report

//

// Revision History

// -----------------------------------------------------------

// Name Date Reason

// Fardad

/////////////////////////////////////////////////////////////////

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <iostream>

using namespace std;

#include "Subject.h"

#include "Subject.h" // intentional

using namespace sdds;

int main() {

// Create a Subject

Subject S;

// Read Subject from console and place the data

// in Dynamically allocated memory

read(S);

// print the data kept in Subject S

report(S);

// free the memory allocations pointed by Subject S

freeMem(S);

return 0;  
}

## Output Sample:

Enter subject name: Intro to OOP using C++

Enter number of sections: 12

Invalid Number of sections, 1<=ENTRY<=10

Redo Entry: 4

Enter the number of students in each one of the 4 sections:

1: 340

Invalid Number of students, 5<=ENTRY<=35

Redo Entry: 34

2: 33

3: 23

4: 30

34,33,23,30  
Intro to OOP using C++: 120

To complete your coding

1. remove all unnecessary comments and debugging statements from your code
2. Include in each file an appropriate header comments uniquely identify the file (as shown above)
3. Preface each function definition in the implementation file with a function header comment explaining what the function does in a single phrase (as shown above).
4. Make sure your function prototypes have meaningful argument names to help understand what the function does.

# In-Lab Submission

To test and demonstrate execution of your program use the same data as the output example above.

If not on matrix already, upload utils and Subject modules and the subjectTester.cpp program to your matrix account. Compile and run your code and make sure that everything works properly.

Then, run the following script from your account during the lab(use your professor’s Seneca userid to replace profname.proflastname, and your section ID to replace NXX, i.e., NAA, NBB, etc.):

**~profname.proflastname/submit 244/NXX/WS02/in\_lab**<ENTER>

and follow the instructions generated by the command and your program.

**Important**: Please note that a successful submission does not guarantee full credit for this workshop. If the professor is not satisfied with your implementation, your professor may ask you to resubmit. Resubmissions will attract a penalty.

At home and DIY: Under Construction