面向对象变成特点2.

了解各种域:

1.类域

C 作用域 ; C++引入类的概念

类：类型

类中各种作用域

class Point{

int x; int y;

public:

void show(); }; Point a;

2.作用域的理解

名称（标识符）具有作用域

变量名 变量作用域 ---> 变量名作用域

函数名

结构体名

别名

作用域：可使用的区域

3.作用域分类

根据位置，决定了名称的作用域

1).块作用域

通常，标识符的声明位置位于块中

这个名称仅能在这个块中使用

名称的使用必须在声明之后

{ int a; a = 20; }

通常：局部变量（静态 非静态）

2).文件作用域

通常，标识符的声明位置位于全局区（通常：main的上面）;这个名称仅能在整个文件中使用

通常：全局变量，别名，函数名，结构体名 。。。。。。

typedef unsigned int u32;

3).函数作用域

标签名只能放在函数中，不能放在全局区

4).函数原型作用域

int add(int a = 0, int b = 0);

4.类域

class Point // 类名作用域

{ int x; // 成员名作用域

int y;

void put(); };

Point ss; // 对象名作用域

1).类名作用域: 取决于声明的位置

1）全局类 <外部类> 通常

2）局部类 <内部类>

3）类中类 <嵌套类>

补充：类中通常会声明枚举型，用于表示该类中使用的特殊含义

2).成员名作用域

类作用域：整个类可以使用

3).对象名作用域

取决于声明的位置;道理同C语言普通变量

1. 运算符重载

1. 运算符重载:函数支持重载;运算符函数重载 ;运算符 == 函数

+ add

* sub

有些函数的功能与运算符的效果一致;此时，使用运算符来表示比使用函数名,更方便，更好理解如： 12 + 34; add(12, 34);

用户可以自定义大量的类；数据类；需要计算的类，才会使用运算

2. 运算符重载的理解:运算符实现了某种功能（运算规则）;12 + 34 ; 函数实现了某种功能add(12, 34)

strcpy(str1, str2); str1 = str2;可以将运算符看做是一种特殊的函数用运算符：简单、明了;Point a;Point b;

a - b;每个运算符都会对应一个约定俗成的功能. + 相加,- 相减;重载：必须功能相同; 原来存在，使用相同的名称（函数名 、运算符号）12 + 34;12.34 + 45.67 默认规则 ;只支持：基本类型;int +(int , int );

3.运算符重载规则：运算符是一种通俗、直观的函数，比如：int x＝2+3;语句中的“＋”操作符，系统本身就提供了很多个重载版本：int operator + (int，int);double operator + (double,double);

1).可以重载的运算符有：

双目运算符+ - \* / %

关系运算符== != < > <= >=

逻辑运算符|| && +

单目运算符+ - \* &

自增自减运算符++ --

位运算符| & ~ ^ << >>

赋值运算符= += -= \*= /= %= &= |= ^= <<= >>=

空间申请和释放new delete new[] delete[]

其他运算符() -> ->\* , []

2).不能重载的运算符有：

成员访问符.

成员指针访问运算符.\*

域运算符::

长度运算符sizeof

条件运算符号?:

3).不能臆造并重载一个不存在的运算符，如@, #，$等。

4.以成员函数形式重载运算符

成员函数形式的运算符声明和实现与成员函数类似，首先应当在类定义中声明该运算符，声明的具体形式为：返回类型 operator 运算符（参数列表）;

既可以在类定义的同时定义运算符函数使其成为inline型，也可以在类定义之外定义运算符函数，但要使用作用域限定符“::”，类外定义的基本格式为：

返回类型 类名::operator 运算符（参数列表）{……….}

5.以友元函数形式重载运算符

1).用成员函数重载双目运算符时，左操作数无须用参数输入，而是通过隐含的this指针传入，这种做法效率比较高

2).此外，操作符还可重载为友元函数形式，这将没有隐含的参数this指针。对双目运算符，友元函数有2个参数，对单目运算符，友元函数有一个参数。

3).重载为友元函数的运算符重载函数的声明格式为：friend 返回类型operator 运算符 (参数表);

两种方法比较：对于绝大多数可重载操作符来说，两种重载形式都是允许的。但对下标运算符[] 、赋值运算符=、函数调用运算符()、指针运算符->，只能使用成员函数形式重载。

对于如下代码：

complex c1(1.0, 2.0), cRes;

cRes = c1 + 5; //#1

cRes = 5 + c1; //#2

* 友元函数形式重载的都是合法的，可转换成：

cRes = operator+(c1, 5); //#1 合法

cRes = operator+(5, c1); //#2 合法

* 但成员函数形式的重载，只有语句#1合法，语句#2非法

cRes = c1.operator(complex(5)); //#1 可能合法

cRes = 5.operator(c1); //#2 非法，5不会隐式转换成complex

补充：有些运算符重载可以放在类外，也可以放在类内

建议：放在类内以下几点好处：1）参数方便2）访问成员方便3）将支持嵌入到类中，类去什么地方，支持就去什么地方

有些运算符重载只能放在类外 << >>

有些运算符重载只能放在类内 = [] () ->

核心：左操作数 Point a; a.=(12);

a = 12; 12 + a a + 12 cout << a; cout.<<(a);

1）如果左操作数固定为自定义类型：只能放在类内

2）如果左操作数固定为其他类型：只能放在类外

正常情况下，复制构造函数，析构函数、赋值运算符重载函数都不用写

就使用默认提供的。一旦类内部出现堆区空间（通常：指针成员），必须自定义复制构造、析

构、赋值运算符重载函数

3.特殊的运算符重载

1）赋值运算符：只能使用成员形式

2）插入运算符： 只能使用非成员形式（普通 + 友元）>>和<<

3）自增运算符:1.前置++ ++a; 2.后置++ a++;Point a(3, 5); a++;

前置和后置区别：后置形参多一个int

6.不同类型数据间的转换

1.类型转换的理解:本质：指一个数据的类型发生了变化

struct date{ int y; int m; int d; };

struct time{ int h; int m; int s; };

int --> double double --> int

(int)(10 / 2.5)

1）自动转换 <隐式转换>

条件：当计算时，两个数据的类型不匹配

支持：只支持基本类型之间的转换 （整型 实型）

特例：char short 只要做运算，就被转换成 int

方向：1).容量小 --> 容量大 2).精度低 --> 精度高 3).整型：有符号 --> 无符号

2）强制转换 <显式转换>

核心：你希望哪个数据的类型改变，就强制让它变

通常：用于控制计算按照我们预计的效果去执行 类型不匹配的赋值

支持：只支持基本类型之间的转换 （整型 实型）

struct date struct sss

{ {

int y; int y;

int m; int m;

int d; int d;}; };

int --> date date --> int

Point -> int int -> Point

2. C++中的类型转换：

C++引入了类概念，自定义类可以转换为其他类型;其他类型可以转换为自定义类

添加支持:int --> Point Point --> int

1）基本类型 --> 自定义类型 支持：在自定义类提供对应的构造函数

int -> Point Point a; int n; a = Point(10); 10 --> Point

注意：构造函数的本质是为了创建对象 :间接的为基本数据类型转换提供了支持:导致使用时，基本类型转换不可控; explicit 关闭隐式转换支持

2）自定义类型 --> 基本类型 支持：在自定义类提供对应的类型转换函数

Point --> int Point a(3, 8); int n; n = a; int = Point Point --> int 、

转换构造函数：作用将一个其他类型的数据转换成一个类的对象。如:complex（double r）{real=r;imag=0;} //作用是将double型的参数转换成complex类的对象。

注：转换构造函数只能有一个参数。如果有多个参数，它就不是转换构造函数。

3.类型转换函数（类对象转换其他类型的数据）

C++提供类型转换函数，类型转换函数的作用是将一个类的对象转换成另一个类型的数据。

1）格式: 普通函数： 返回值类型 函数名（形参列表）;

构造函数：类名（形参列表）;

运算符函数：返回值类型 operator符号（形参列表）;

类型转换函数： operator类型(){…};

class Point{ operator int(); Point --> int };

n = a.operator int();

\\ 可以通过operator int()这种类似操作符重载函数的类型转换函数来实现由自定义类型向其他类型的转换。如将point类转换成int类型等。

在类中定义类型转换函数的形式一般为： operator 目标类型名();

有以下几个使用要点：1.转换函数必须是成员函数，不能是友元形式或普通函数。2.转换函数不能指定返回类型，但在函数体内必须用return语句以传值方式返回一个目标类型的变量。3.转换函数不能有参数

注意：转换构造函数和类型转换函数和运算符+重载函数写一起会出现二义性；要使用类型转换函数需删去运算符重载函数。

1. 继承和派生

概念理解：

1.1).继承:在C++可重用性是通过继承实现。继承就是基于一个类生成另一个类的对象，以便使后者拥有前者的某些成员，再加上它自己的一些成员。(也就是在一个已存在类的基础上建立一个新的类)。

2).类的继承：一个新类从已有的类型那里获取其已有的特性，这个称为类的继承。

3).单继承：一个派生类只从一个基类派生，这称为单继承。

4).多重继承：一个派生类有两个或多个基类的称为多重继承。

继承的概念：继承；派生；基类；派生类；

基类：已有的类称为基类或者父类。

派生类：新建立的类称为派生类或者子类。

如： 马 （基类）

公马 母马 （派生类）

白公马 黑公马 白母马 黑母马 （派 生类）

5).继承的步骤：派生类生成过程包含3个步骤：资源：成员

吸收基类的成员 （将基类的成员拿过来，变成自己的成员）

改造基类的成员 （自己添加一些与基类成员同名的成员）

添加新的成员 （添加一些基类所没有的资源）

构造函数、析构函数是不能继承

每个类都有自己的构造函数、析构函数，表示自己的构造过程

6).继承格式：class 派生类名 : 派生方式 基类名

{

.....

};

class 跑车 : public 车

{

};

class Point

{

int x;

int y;

};

class Point3d : public Point

{

};

2.派生：就是从已有的类（父类）产生一个新的子类称为类的派生。

1).派生方式（继承方式）：派生有public（公用）、protected（受保护）、private（私有的）三种方式，不同的派生方式下，派生类对基类成员的访问权限以及外部对基类成员的访问权限有所不同.

1.公用继承：基类的公有成员和保护成员在派生类中保持原有访问属性，其私有成员仍为基类私有。2.私有继承：基类的共有成员和保护成员在派生类中成了私有成员。其私有成员仍为基类私有。3.受保护的继承：基类的公有成员和保护成员在派生类中成了保护成员，其私有成员仍为基类私有。保护成员的意思是，不能被外界引用，但可以被派生类的成员引用。

2)..派生类成员

访问权限：private成员是私有成员，只能被本类的成员函数所访问，派生类和类外都不能访问。

public成员是公有成员，在本类、派生类和外部都可访问

protected成员是保护成员，只能在本类和派生类中访问。是一种区分血缘关系内外有别的成员。

派生类的访问权限规则如下：

基类的private成员在外部和派生类中均不可访问

private派生使得基类中的所有成员都变成private成员，（在外部和其进一步的派生类中都不可访问）

protected派生使得基类中的所有非private成员权限都降一级：public降为protected，protected降为private

public派生时，基类的所有成员在派生类中的访问权限不变

在派生类中

1.如果访问的是基类的成员，就要考虑权限问题（public protected可访问，private不可访问）

基类的私有成员虽然不可访问，但是可以通过非private成员去间接访问

2.如果访问的是自己的成员，就不存在权限问题

访问基类成员的格式：

子类对象名. 基类名::成员名

A

s.x;

s.A::add

3.在能访问的前提条件下：

1).访问基类的成员函数，这个基类的成员函数只能访问基类的成员

2).如果访问成员时，成员仅有一份时，不需要指定源自哪个基类

3).如果访问成员时，成员有多份相同的

1.自己有，默认优先使用自己的

2.自己没有，就要指定源自哪个基类的

相同：数据成员：变量名相同

函数成员：函数名相同，形参相同

继承：必须满 “是” 的关系 跑车 是 车 电脑 是 电器

是否有访问权限:有权限：直接写成员名 x = 20;

成员在类中是否唯一 :唯一：直接写 :x = 20;

不唯一：成员是否是新增成员

是：直接写 x = 20;

否：指定源自哪个基类A::x = 20; B::z = 30; 无权限：不能直接写成员名，只能间接访问:setX(20);

1. 公用继承：在定义一个派生类时将基类的继承方式指定为public的，称为公用继承。，用公用继承的方式建立的派生类称为公用派生类，其基类称为公用基类。

公共基类的成员在派生类中的访问属性：

|  |  |  |
| --- | --- | --- |
| 在基类的访问属性 | 继承方式 | 在派生类中的访问属性 |
| Private（私有）  Public（公用）  Protected（保护） | Public（公用）  Public（公用）  Public（公用） | 不可访问  Public（公用）  Protected（保护） |

1. 私有继承：在声明一个派生类时将基类的继承方式指定为private的称为私有继承。用私有继承方式建立的派生类称为私有派生类，其基类称为私有基类。私有基类的公用成员和保护成员在派生类中的访问属性相当于派生类中的私有成员（即派生类的成员函数能访问它们，而在派生类外不能访问它们）私有基类的私有成员在派生类中成为不可访问的成员，只有基类的成员函数可以引用它们。（私有基类的成员可以被基类的成员函数访问，但不能被派生类的成员函数访问）

私有基类的成员在私有派生类中的访问属性

|  |  |  |
| --- | --- | --- |
| 在基类的访问属性 | 继承方式 | 在派生类中的访问属性 |
| Private（私有）  Public（公用）  Protected(保护) | Private(私有)  Private（私有）  Private（私有） | 不可访问  Private（私有）、  Private（私有） |

//调用问题：1.不能通过派生类对象引用从私有基类继承过来的任何成员。2.派生类的成员函数不能访问私有基类的私有成员，但可以访问私有基类的公用成员函数可以调用基类的公用成员函数，但不能引用基类的私有成员。

1. 保护成员和保护继承

由protected声明的成员称为受保护成员（保护成员）。与private一样是用来声明成员的访问权限的。受保护成员不能被类外访问，这与私有成员相似。不同在于保护成员可以被派生类的成员函数引用。在定义一个派生类时将基类的继承方式指定为protected的称为保护继承。用保护继承的方式建立的派生类称为保护派生类，其基类称为受保护的基类（简称保护基类）

特点：保护基类的公有成员和保护成员在派生类中都成了保护成员，其私有成员仍为基类私有（也就是把基类原有的公有成员也保护起来不让类外任意访问。）

注意：如果基类声明了私有成员，那么任何派生类都是不能访问它们的，如果希望在派生类中能访问它们，应当把他们声明为保护成员。（一个类中声明了保护成员，就意味着该类可能要用作基类，在派生类中会访问这些成员）。

基类成员在派生中的访问属性：

|  |  |  |
| --- | --- | --- |
| 在基类的访问属性 | 继承方式 | 在派生类中的访问属性 |
| Public（公用）  Private（私有）  Protected（保护） | Protected（保护）  Protected（保护）  Protected（保护） | Protected（保护）  不可访问  Protected（保护） |

1. 保护基类的所有成员在派生类中都被保护起来，类外不能访问，其公用成员和保护成员可以被其派生类的成员函数访问，私有成员则不可以访问。
2. 比较私有继承和保护继承（私有派生类和保护派生类）发现，在直接派生类中，以上两种继承方式的作用实际相同的，即在类外不能访问任何成员，而在派生类中可以通过成员函数访问基类中的公有成员和保护成员。但是如果继续派生，在新的派生类中，两种继承方式作用就不同了。（如果以公用继承方式派生出一个新派生类，原来私有基类中的成员在新派生类中都成为不可以访问的成员，无论在派生类内或派生类外都不能访问，而原来保护基类中的公用成员和保护成员在新派生类中为保护成员，可以被新派生类的成员函数访问
3. 在派生类中，成员的4种访问属性

|  |  |  |  |
| --- | --- | --- | --- |
| 派生类中访问属性 | 在派生类中 | 在派生类外部 | 在下一层公用派生类中 |
| 公用  保护  私有  不可访问 | 可以  可以  可以  不可以 | 可以  不可以  不可以  不可以 | 可以  可以  不可以  不可以 |

派生类外部就是在建立派生类对象的模块中，在派生类范围之外

如果被派生类继续派生，则在不同的继承方式下，成员所获得的访问属性是不同的。三种继承访问方式如上述表所标。

A

1. 多级派生时的访问属性

如图所示派生关系：类A为基类，类B是类A的派生类，类C是类B的派生类

B

则类C也是类A的派生类。类B称为类A的直接派生类，类C称为类A的间接

派生类。类A是类B的直接基类，是类C的间接基类。

C

如：class A{public: int i ; //基类

Private : int k;

Protected: void f1(); int j;

};

Class B:public A{ public: void f2(); //public派生类

Private: int m;

Protected: void f3();

};

Class C:protected B{public: void f4(); ///protected派生类

Private: int n;

};

各成员在不同类中的访问属性

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | i | F1() | j | k | F2() | F3() | m | F4() | n |
| 基类A  公用派生类B  保护派生类C | 公用  公用  保护 | 保护  保护  保护 | 保护  保护  保护 | 私有  不可访问  不可访问 | 公用  保护 | 保护  保护 | 私有  不可访问 | 公用 | 私有 |

4.派生类的构造函数和析构函数

派生时，构造函数和析构函数是不能继承的，为了对基类成员进行初始化，必须对派生类重新定义构造函数和析构函数，并在派生类构造函数的初始化列表中调用基类的构造函数。

由于派生类对象通过继承而包含了基类数据成员，因此，创建派生类对象时，系统首先通过派生类的构造函数来调用基类的构造函数，完成基类成员的初始化，然后再执行派生类的构造函数对派生类中新增的成员进行初始化。

1. 单基派生类的构造函数

派生类构造函数的一般格式为：

派生类名(总参数表): 基类构造函数(参数表)

{

//函数体

}

必须将基类的构造函数放在派生类的初始化表达式中，以调用基类构造函数完成基类数据成员的初始化，派生类构造函数实现的功能，或者说调用顺序为：1.完成对象所占整块内存的开辟，由系统在调用构造函数时自动完成。2.调用基类的构造函数完成基类成员的初始化。3.若派生类中含对象成员、const成员或引用成员，则必须在初始化表达式中完成其初始化。4.派生类构造函数体被执行。

2.单基派生的析构函数：

当对象被删除时，派生类的析构函数被执行。析构函数同样不能继承，因此，在执行派生类析构函数时，基类析构函数会被自动调用。执行顺序是先执行派生类的析构函数，再执行基类的析构函数，这和执行构造函数时的顺序正好相反。

3.有子对象的派生类构造函数：

类中的数据成员还可以包含类对象，可以在声明一个类时包含这样的数据成员。

如：class student{ public:

Protected： int num; string name; char sex;

};

Class student1:public student{ public: void show();

Private: student montor;//定义子对象 int age ; string addr;

};

派生类构造函数的任务应该包括3个部分：1.对基类数据成员的初始化；2.对子类对象数据成员初始化3。对派生类数据成员初始化。

定义派生类构造函数的一般形式：

派生类构造函数（总参数表）：基类构造函数名（参数表），子对象名（参数表）{派生类中新增数据成员初始化语句}

执行派生类构造函数的顺序是：

1).调用基类构造函数，对基类数据成员初始化2).调用子对象构造函数，对子对象数据成员初始化.3).再执行派生类构造函数本身，对派生类数据成员的初始化。

4.多重继承和多层派生时的构造函数

派生类只有一个基类时，称为单基派生，在实际运用中，经常需要派生类同时具有多个基类，这种方法称为多基派生或多重继承，下图是双基继承的示例，在实际应用中，还允许使用三基甚至是更多基继承。

C++充许一个派生类同时继承多个基类，这种操作称为多重继承。

A

1. B

C

1.声明多重继承的方法：

C++中，声明和定义具有两个以上基类的派生类

与声明单基派生类的形式类似，只需将要继承的多个基类用逗号分开即可

如：

派生类名(参数表):基类名1(参数表1),基类名2(参数表2),…,基类名n(参数表n)

{

private:

新增私有成员列表;

public:

新增公开成员列表;

};

例如，从A类和B类派生出C类的方式如下：

class C : public A, public B

{

//……

};

2.多重继承派生类（多基派生）的构造函数：

多基派生时，派生类的构造函数格式如（假设有N个基类）：

派生类构造函数名(总参数表)：基类1构造函数名(参数表1)，基类2构造函数(参数表2)，……，基类名N(参数表N)

{

派生类中新增数据成员初始化语句 //函数体

}

//多基派生和单基派生构造函数完成的任务和执行顺序并没有本质不同，唯一一点区别在于首先要执行所有基类的构造函数，再执行派生类构造函数中初始化表达式的其他内容和构造函数体，各基类构造函数的执行顺序与其在初始化表中的顺序无关，而是由定义派生类时指定的派生类顺序决定的

3.多重继承（多基派生）引起的二义性问题：

一般来说，在派生类中对基类成员的访问应当具有唯一性，但在多基继承时，如果多个基类中存在同名成员的情况，造成编译器无从判断具体要访问的哪个基类中的成员，则称为对基类成员访问的二义性问题。

如：class A{public: int a;void display();}; class B{public:int a; void display(); };

Class C:public A,public B{public: int b; void show();} ;//公用继承;

//出现同名情况。

解决： 1.可以用基类名来限定： C c1;

C1.A::a=3;//引用c1对象中的基类A的数据成员

C1.A::display();//引用c1对象中的基类A的成员函数display

2. 如果派生类C中的成员函数show访问基类A的display和啊a。可以不必写对象名二直接写

A::a=3; A::display();

3.同名覆盖

C类：int a;int A::a; int B::a; void display(); void A::display(); void B::display();

//基类的同名成员在派生类中被屏蔽，成为“不可见”的，或者派生类新增的同名成员覆盖了基类中的同名成员。所以如果在定义派生类对象的模块中通过对象名访问同名的成员，则访问的是派生类的成员。注意：只有在函数名和参数个数相同，类型相匹配的情况下才发生同名覆盖。否则是函数重载。

5.虚基类（共同基类）

多基派生中，如果在多条继承路径上有一个共同的基类，如图所示，，在D类对象中，会有来自两条不同路径的共同基类（类A）的双重拷贝。

1. ![](data:image/png;base64,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)虚基类的初始化

声明虚基类方法：class A{…..}; class B:virtual public A{…….} ;class C:virtual public A{………};

//声明类B是类A的公用派生类，A是B的虚基类// 声明类C是类A的公用派生类，A是C的虚基类

声明虚基类的一般形式：class 派生类名：virtual继承方式 基类名

虚基类初始化：如果在虚基类中定义了带参数的构造函数，而且没有定义默认构造函数，则在其所有派生类（直接派生类或间接派生类的派生类中），通过构造函数的初始化表对虚基类进行初始化。

如:class A{A (int i){}………..};class B:virtual public A{B(int n):A(n){}…………};class

C:virtual public A{ C(int n):A(n){}…………..}; class D:public B,public C{D(int n):A(n),B(n),C(n){}…………};

//这里C++编译系统只执行最后的派生类对虚基类的构造函数的调用，而忽略虚基类的其他派生类（B类，C类）对虚基类的构造函数的调用，这就保证虚基类的数据成员不会被多次初始化。

注意：z在最后的派生类中不仅要负责对其直接基类进行初始化，还要负责对虚基类初始化

2.虚基类的作用：

C++提供虚基类的方法，使得在继承间接共同基类时只保留一份成员。

3.虚基类的二义性

共同基类和多基派生的共同作用，使得在派生类中会出现多个共同基类的拷贝，这很容易带来二义性问题如：D类通过B类和C类各继承了一次A类的函数SetX()和Print()，从而产生了二份拷贝，进而导致了二义性

解决：使用关键字virtual将共同基类A声明为虚基类，可有效解决上述问题。在定义由共同基类直接派生的类（示例中的类B和类C）时，使用下列格式定义：

class 派生类名 : virtual 派生方式 基类名

A{SetX()、Print()}

B{}

A{SetX()、Print()}

C{}

{

//类定义

};

D{}

4.虚基派生的构造函数和析构函数

对普通的多层继承而言，构造函数的调用是嵌套的，如由C1类派生C2类，C2类又派生C3类时，C1C2C3，有：

C2(总参数表):C1(参数表)

C3(总参数表):C2(参数表)

而对图10-6所示的虚基派生来说，如果按照上述规则，应该有：

B(总参数表):A(参数表)

C(总参数表):A(参数表)

D(总参数表):B(参数表),C(参数表)

这样“A(参数表)”将被执行2次，这显然不行，因为根据虚基派生的性质，类D中只有一份虚基类A的拷贝，因此A类的构造函数在D类中只能被调用一次。其实实际代码是：

B(总参数表):A(参数表)

C(总参数表):A(参数表)

D(总参数表):B(参数表),C(参数表),A(参数表)

其中A(参数表)是编译器隐式自动加上去的。并且在B(参数表),C(参数表)里不再调用虚基类A的构造函数。

当然我们也可以在D类构造函数的初始化列表中显式列出对虚基类A构造函数的调用。这样可以指定传入参数的值。

这种机制保证了不管有多少层继承，虚基类的构造函数必须且只能被调用一

6.基类与派生类的相互转换:（将派生类的值赋给基类对象）

在用到基类对象的时候可以用其子对象代替。

1.派生类对象可以向基类对象赋值（可以用子类（公用派生类）对象对其基类对象赋值）2.派生类对象可以替代基类对象向基类对象的引用进行赋值或初始化。3.如果函数的参数时基类对象或基类对象的引用，相应的实参可以用子类对象。4.派生类对象的地址可以赋给指向基类对象的指针变量，（指向基类对象的指针变量也可以指向派生类对象）

1).单基继承的类型适应

2).多基继承的类型适应

3).公共基类的类型适应

4).虚基类的类型适应

注意：1。只能用子类对象对其基类对象赋值，而不能用基类对象对其子类对象赋值。（因为基类对象不包含派生类的成员，无法对派生类赋值）2。同一基类的不同派生类对象之间也不能赋值。

7.继承与组合

面向对象设计的难点在于类的设计，而不是对象的创建，就像工业生产中图纸是关键，有了图纸，产品可以很容易地创建出来。在程序设计中，如何处理类派生和类组合一直是个很让人觉得折磨的问题。

前面已提及继承的重要性，使得代码结构清晰，大大提高了程序的可复用性，因此，容易犯的错误就是把继承当成灵丹妙药，不管三七二十一拿来继承一下再说，其实，在面向问题空间的对象组织方面，不只有继承，还有对象组合，更高阶的结构还有聚合等

1.组合：某类以另一个类对象作数据成员，称为组合，在逻辑上，如果类A是类B的一部分（a part of）或者说HAS-A（“有一个”），那么就不要从A类派生出类B，而应当采用组合的方式，《高质量C++编程指南》中“眼睛、鼻子、嘴巴、耳朵和头部”的范例很好地解释了组合的本质：眼睛、鼻子、嘴巴、耳朵分别是头部的一部分，头部并不是从眼睛、鼻子、嘴巴、耳朵继承来的。

//通过继承建立了派生类与基类的关系它是一种“是”关系，

//通过组合建立了成员类与组合类（复合类）的关系

//继承是纵向的，组合是横向的

1. 多态性与虚函数

1.多态性

多态性：向不同的对象发送同一个消息，不同的对象在接收时产生不同的行为（方法）。在C++中，多态性的表现形式之一是：具有不同功能的函数可以用同一个函数名，这样就可以实现一个函数名调用不同内容的函数。多态性是面向对象设计语言的基本特征。仅仅是将数据和函数捆绑在一起，进行类的封装，使用一些简单的继承，还不能算是真正应用了面向对象的设计思想。多态性是面向对象的精髓。多态性可以简单地概括为“一个接口，多种方法”，函数重载就是一种简单的多态，一个函数名（调用接口）对应着几个不同的函数原型（方法）。

多态的分类:

生物 动物 哺乳动物 微生物

人 男人 暖男

女人 渣男

犬科动物 狗 哈士奇

泰迪

植物 金银花

养（狗 n）

{

}

养（金银花 n）

{

}

1）多个类彼此不同，但是拥有共同的源基类

差异非常之大

多态性很明显

2）多个类，拥有直接基类

3）对象的多态

1.同类对象 属性的差异 导致的多态

2.不同类对象 行为的差异 导致的多态

多态性的分类：1.静态多态性2.动态多态性

特点：静态多态性是通过函数重载实现的。由函数重载和运算符重载形成多态性属于静态多态性。（编译时的多态性）在程序运行前就已决定了执行的函数方法。

动态多态性：不再编译时确定调用的是那个函数，而是在程序运行过程中才动态的确定操作所针对的对象爱那个。（运行时的多态性）动态的多态性是通过虚函数实现的。（同一类族中不同类的对象，对同一函数调用做出不同的响应）

联编：程序调用函数时，具体应使用哪个代码块是由编译器决定的。以函数重载为例，C++编译器根据传递给函数的参数和函数名决定具体要使用哪一个函数，称为联编

1).静态联编：编译器可以在编译过程中完成这种联编，在编译过程中进行的联编叫静态联编（static binding）或早期联编

2).动态联编：在一些场合下，编译器无法在编译过程中完成联编，必须在程序运行时完成选择，因此编译器必须提供这么一套称为“动态联编”（dynamic binding）的机制，也叫晚期联编（late binding），C++通过虚函数来实现动态联编

2.虚函数:

本质：函数 虚：virtual 如:virtual int add(int a, int b);

在基类中提供一个统一的接口，将这个接口函数 声明为虚函数然后，参数通常为 基类指针.

注意：1。只能用virtual声明类的成员函数，把它作为虚函数，而不能将类外的普通函数声明为虚函数。（因为虚函数的作用是充许在派生类中对基类的虚函数重新定义。所以只能用于类的继承层次结构中）。2.一个成员函数被声明为虚函数后，在同一类族中的类就不能再定义一个非virtual的但与该虚函数具有相同的参数（个数，类型）和函数返回值类型的同名函数。

1).虚函数作用：虚函数就是用来解决动态多态问题的。（在程序运行期间，用指针指指向某一派生类对象，这样就能调用指针指向的派生类对象中的函数而不会调用其它派生类中的函数）。

注意：虚函数的作用是充许再派生类中重新定义与基类同名的函数，并且可以通过基类指针或引用来访问基类和派生类中的同名函数。

2).虚函数使用方法：

1.在基类中用virtual声明成员函数。在类外定义虚函数时，不必在家virtual2。定义一个指向基类对象的指针变量，并使它指向同一类族中需要调用该函数的对象。3.通过该指针变量调用此虚函数，此时调用的就是指针变量指向的对象的同名函数。4.在派生类中重新定义此函数，函数名，函数类型，函数参数个数和类型必须与基类的虚函数相同，根据派生类的需要重新定义函数体。（当一个成员函数被声明为虚函数后，其派生类中的同名函数都自动成为虚函数，所以派生类重新定义该函数可加virtual，也可不加）

3).虚函数的声明和初始化

虚函数的定义很简单，只要在成员函数原型前加一个关键字virtual即可。

如果一个基类的成员函数定义为虚函数，那么，它在所有派生类中也保持为虚函数；即使 在派生类中省略了virtual关键字，也仍然是虚函数。

派生类中可根据需要对虚函数进行重定义，重定义的格式有一定的要求：

* + 与基类的虚函数有相同的参数个数；
  + 与基类的虚函数有相同的参数类型；
  + 与基类的虚函数有相同的返回类型：或者与基类虚函数的相同，或者都返回指针（或引用），并且派生类虚函数所返回的指针（或引用）类型是基类中被替换的虚函数所返回的指针（或引用）类型的子类型（派生类型）。

4).什么情况下使用虚函数

1.看成员函数所在的类是否会作为基类。然后看成员函数在类的继承后有无可能被更改功能，如果希望更改其功能的，一般将其声明为虚函数。

2.如果成员函数在类被继承后功能无需修改，或派生类用不到该函数，则不要把它声明为虚函数。不要仅仅考虑到要作为基类而把类中的所有成员函数都声明为虚函数。

3.考虑对成员函数的调用是通过对象名还是通过基类指针或引用去访问，如果是通过基类指针或引用去访问的，则应当声明为虚函数。

4.在定义虚函数时，并不定义其函数体，即函数体时空的，它的作用只是定义了一个虚函数名，具体的功能留给派生类去添加。

5).虚函数的访问

1.对象名访问

2.引用访问

3.指针访问

4.类内访问

5.在构造函数或析构函数中访问

6).虚函数表vftable

1.C++中的虚函数的实现一般是通过虚函数表。如果类中包含有虚函数，在用该类实例化对象时，对象的第一个成员将是一个指向虚函数表(vftable)的指针(vfptr)。虚函数表是一块连续的内存，它的每一项都记录了一个虚函数的入口地址。如果类中有N个虚函数，那么其虚函数表将有N\*4字节的大小。它就像一个地图一样，指明了实际所应该调用的函数。

2.虚函数表是固定的东西，在编译的时候确定，虚函数指针vptr是在运行阶段确定的，而多态的实现是通过对象中的vptr指针指向不同的虚函数表实现的，在运行的时候指针指向是可以有变化的。

3.可以通过对象的地址得到这张虚函数表，然后就可以遍历其中的[函数指针](http://baike.baidu.com/view/1604730.htm)，并调用相应的虚函数

虚函数表

虚函数1入口地址

虚函数2入口地址

vfptr

……

3.纯虚函数与抽象类

1.纯虚函数：当在基类中无法为虚函数提供任何有实际意义的定义时，可以将该虚函数声明为纯虚函 数，它的实现留给该基类的派生类去做。基类中的纯虚函数为它的派生类提供统一的接口

方便多态的实现

2.定义和声明：纯虚函数是一种特殊的虚函数，其格式一般如下：

class 类名

{

virtual 类型 函数名 (参数表)=0;

…

};

纯虚函数不能被直接调用，仅提供一个与派生类一致的接口；如果在一个类中声明了纯虚函数，而在其派生类中没有对该函数定义，则该虚函数在派生类中仍为纯虚函数。

2.抽象类

1. 一个类可以包含多个纯虚函数。只要类中含有一个纯虚函数，该类便为抽象类。一个抽象类只能作为基类来派生新类，不能创建抽象类的对象，如例中的A类便是抽象类，创建A类的对象是非法的，如：

A a; //错误：A为抽象类

但可声明一个指向抽象类的指针，如：

A\* a=NULL;

A\* a=new B;

应注意：“A\* a=new A;”非法，因为该语句试图创建A的对象。

和普通的虚函数不同，纯虚函数不能被自动继承，在派生类中必须对基类中虚函数进行重定义，或者在派生类中再次将该虚函数声明为纯虚函数，否则编译器将提示错误信息。这说明，抽象类的派生类也可以是抽象类，只有在派生类中给出了基类中所有纯虚函数的实现时，该派生类便不再是抽象类。和纯虚函数一样，抽象类只起到提供统一接口的作用。

1. 只定义了protected型构造函数的类也是抽象类

对一个类来说，如果只定义了protected型的构造函数而没有提供public构造函数，无论是在外部还是在派生类中都不能创建该类的对象，但可以由其派生出新的类，这种能派生新类，却不能创建自己对象的类是另一种形式的抽象类

3. 对类层次中的同名成员函数来说，有3种关系：

1.重载（overload）、

2.覆盖（override）

3.隐藏（hide、oversee）