## CHIP-8 Specifications

## Specifications

CHIP-8 has the following components:

* Memory: CHIP-8 has direct access to up to 4 kilobytes of RAM
* Display: 64 x 32 pixels monochrome, ie. black or white
* A program counter, often called just “PC”, which points at the current instruction in memory
* One 16-bit index register called “I” which is used to point at locations in memory
* A stack for 16-bit addresses, which is used to call subroutines/functions and return from them
* An 8-bit delay timer which is decremented at a rate of 60 Hz (60 times per second) until it reaches 0
* An 8-bit sound timer which functions like the delay timer, but which also gives off a beeping sound as long as it’s not 0
* 16 8-bit (one byte) general-purpose variable registers numbered 0 through F hexadecimal, ie. 0 through 15 in decimal, called V0 through VF
  + VF is also used as a flag register; many instructions will set it to either 1 or 0 based on some rule, for example using it as a carry flag

## Memory

The memory should be 4 kB (4 kilobytes, ie. 4096 bytes) large. CHIP-8’s index register and program counter can only address 12 bits (conveniently), which is 4096 addresses.

All the memory is RAM and should be considered to be writable. CHIP-8 games can, and do, modify themselves.

## Font

The CHIP-8 emulator should have a built-in font, with sprite data representing the hexadecimal numbers from 0 through F. Each font character should be 4 pixels wide by 5 pixels tall. These font sprites are drawn just like regular sprites .

**Registers**

Chip-8 has 16 general purpose 8-bit registers, usually referred to as Vx, where x is a hexadecimal digit (0 through F). There is also a 16-bit register called I. This register is generally used to store memory addresses, so only the lowest (rightmost) 12 bits are usually used.  
  
The VF register should not be used by any program, as it is used as a flag by some instructions.

## Stack

CHIP-8 has a [stack](https://en.wikipedia.org/wiki/Stack_(abstract_data_type)) (a common “last in, first out” data structure where you can either “push” data to it or “pop” the last piece of data you pushed). CHIP-8 uses it to call and return from subroutines (“functions”) and nothing else, so we will be saving addresses there; 16-bit numbers.

## Timers

There are two separate timer registers: The delay timer and the sound timer. They both work the same way; they’re one byte in size, and as long as their value is above 0, they should be decremented by one 60 times per second (ie. at 60 Hz). This is independent of the speed of the fetch/decode/execute loop .

The sound timer is special in that it should make the computer “beep” as long as it’s above 0.

Even though it’s called the “delay” timer, your interpreter should run as normal while it’s being decremented (the same goes for the sound timer). The CHIP-8 game will check the value of the timer and delay itself if it wants.

**Fetch/decode/execute loop**

An emulator’s main task is simple. It runs in an infinite loop, and does these three tasks in succession:

* Fetch the instruction from memory at the current PC (program counter)
* Decode the instruction to find out what the emulator should do
* Execute the instruction and do what it tells you.

**Timing**

A standard speed of around 700-900 CHIP-8 instructions per second fits well enough for most CHIP-8 programs . Different programs may work better at different instructions per seconds.

**Keyboard**

The computers which originally used the Chip-8 Language had a 16-key hexadecimal keypad with the following layout:

**![](data:image/png;base64,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)**

This layout must be mapped into various other configurations to fit the keyboards of today's platforms.

**Chip-8 Instructions**  
  
The original implementation of the Chip-8 language includes 36 different instructions, including math, graphics, and flow control functions.

All instructions are 2 bytes long and are stored most-significant-byte first. In memory, the first byte of each instruction should be located at an even addresses. If a program includes sprite data, it should be padded so any instructions following it will be properly situated in RAM.

**Standard Chip-8 instructions :**  
  
00E0 - CLS  
Clear the display.  
  
00EE - RET  
Return from a subroutine.

The interpreter sets the program counter to the address at the top of the stack, then subtracts 1 from the stack pointer.  
  
  
**1nnn - JP addr**  
Jump to location nnn.  
  
The interpreter sets the program counter to nnn.  
  
  
**2nnn - CALL addr**Call subroutine at nnn.  
  
The interpreter increments the stack pointer, then puts the current PC on the top of the stack. The PC is then set to nnn.  
  
  
**3xkk - SE Vx, byte**Skip next instruction if Vx = kk.  
  
The interpreter compares register Vx to kk, and if they are equal, increments the program counter by 2.  
  
  
**4xkk - SNE Vx, byte**Skip next instruction if Vx != kk.  
  
The interpreter compares register Vx to kk, and if they are not equal, increments the program counter by 2.  
  
  
**5xy0 - SE Vx, Vy**Skip next instruction if Vx = Vy.  
  
The interpreter compares register Vx to register Vy, and if they are equal, increments the program counter by 2.  
  
  
**6xkk - LD Vx, byte**Set Vx = kk.  
  
The interpreter puts the value kk into register Vx.  
  
  
**7xkk - ADD Vx, byte**Set Vx = Vx + kk.  
  
Adds the value kk to the value of register Vx, then stores the result in Vx.   
  
**8xy0 - LD Vx, Vy**Set Vx = Vy.  
  
Stores the value of register Vy in register Vx.  
  
  
**8xy1 - OR Vx, Vy**Set Vx = Vx OR Vy.  
  
Performs a bitwise OR on the values of Vx and Vy, then stores the result in Vx. A bitwise OR compares the corrseponding bits from two values, and if either bit is 1, then the same bit in the result is also 1. Otherwise, it is 0.   
  
  
**8xy2 - AND Vx, Vy**Set Vx = Vx AND Vy.  
  
Performs a bitwise AND on the values of Vx and Vy, then stores the result in Vx. A bitwise AND compares the corrseponding bits from two values, and if both bits are 1, then the same bit in the result is also 1. Otherwise, it is 0.   
  
  
**8xy3 - XOR Vx, Vy**Set Vx = Vx XOR Vy.  
  
Performs a bitwise exclusive OR on the values of Vx and Vy, then stores the result in Vx. An exclusive OR compares the corrseponding bits from two values, and if the bits are not both the same, then the corresponding bit in the result is set to 1. Otherwise, it is 0.   
  
  
**8xy4 - ADD Vx, Vy**Set Vx = Vx + Vy, set VF = carry.  
  
The values of Vx and Vy are added together. If the result is greater than 8 bits (i.e., > 255,) VF is set to 1, otherwise 0. Only the lowest 8 bits of the result are kept, and stored in Vx.  
  
  
**8xy5 - SUB Vx, Vy**Set Vx = Vx - Vy, set VF = NOT borrow.  
  
If Vx > Vy, then VF is set to 1, otherwise 0. Then Vy is subtracted from Vx, and the results stored in Vx.  
  
  
**8xy6 - SHR Vx {, Vy}**Set Vx = Vx SHR 1.  
  
If the least-significant bit of Vx is 1, then VF is set to 1, otherwise 0. Then Vx is divided by 2.  
  
  
**8xy7 - SUBN Vx, Vy**Set Vx = Vy - Vx, set VF = NOT borrow.  
  
If Vy > Vx, then VF is set to 1, otherwise 0. Then Vx is subtracted from Vy, and the results stored in Vx.  
  
  
**8xyE - SHL Vx {, Vy}**Set Vx = Vx SHL 1.  
  
If the most-significant bit of Vx is 1, then VF is set to 1, otherwise to 0. Then Vx is multiplied by 2.  
  
  
**9xy0 - SNE Vx, Vy**Skip next instruction if Vx != Vy.  
  
The values of Vx and Vy are compared, and if they are not equal, the program counter is increased by 2.  
  
  
**Annn - LD I, addr**Set I = nnn.  
  
The value of register I is set to nnn.  
  
  
**Bnnn - JP V0, addr**Jump to location nnn + V0.  
  
The program counter is set to nnn plus the value of V0.  
  
  
**Cxkk - RND Vx, byte**Set Vx = random byte AND kk.  
  
The interpreter generates a random number from 0 to 255, which is then ANDed with the value kk. The results are stored in Vx.  
  
**Dxyn - DRW Vx, Vy, nibble**Display n-byte sprite starting at memory location I at (Vx, Vy), set VF = collision.  
  
The interpreter reads n bytes from memory, starting at the address stored in I. These bytes are then displayed as sprites on screen at coordinates (Vx, Vy). Sprites are XORed onto the existing screen. If this causes any pixels to be erased, VF is set to 1, otherwise it is set to 0. If the sprite is positioned so part of it is outside the coordinates of the display, it wraps around to the opposite side of the screen.  
  
  
**Ex9E - SKP Vx**Skip next instruction if key with the value of Vx is pressed.  
  
Checks the keyboard, and if the key corresponding to the value of Vx is currently in the down position, PC is increased by 2.  
  
  
**ExA1 - SKNP Vx**Skip next instruction if key with the value of Vx is not pressed.  
  
Checks the keyboard, and if the key corresponding to the value of Vx is currently in the up position, PC is increased by 2.  
  
  
**Fx07 - LD Vx, DT**Set Vx = delay timer value.  
  
The value of DT is placed into Vx.  
  
  
**Fx0A - LD Vx, K**Wait for a key press, store the value of the key in Vx.  
  
All execution stops until a key is pressed, then the value of that key is stored in Vx.  
  
  
**Fx15 - LD DT, Vx**Set delay timer = Vx.  
  
DT is set equal to the value of Vx.  
  
  
**Fx18 - LD ST, Vx**Set sound timer = Vx.  
  
ST is set equal to the value of Vx.  
  
  
**Fx1E - ADD I, Vx**Set I = I + Vx.  
  
The values of I and Vx are added, and the results are stored in I.  
  
  
**Fx29 - LD F, Vx**Set I = location of sprite for digit Vx.  
  
The value of I is set to the location for the hexadecimal sprite corresponding to the value of Vx.  
  
**Fx33 - LD B, Vx**Store BCD representation of Vx in memory locations I, I+1, and I+2.  
  
The interpreter takes the decimal value of Vx, and places the hundreds digit in memory at location in I, the tens digit at location I+1, and the ones digit at location I+2.  
  
  
**Fx55 - LD [I], Vx**Store registers V0 through Vx in memory starting at location I.  
  
The interpreter copies the values of registers V0 through Vx into memory, starting at the address in I.  
  
  
**Fx65 - LD Vx, [I]**Read registers V0 through Vx from memory starting at location I.  
  
The interpreter reads values from memory starting at location I into registers V0 through Vx.