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# Data Manipulation

## Problem 1: Use logical operators to find flights that:

- Had an arrival delay of two or more hours (\> 120 minutes)  
- Flew to Houston (IAH or HOU)  
- Were operated by United (`UA`), American (`AA`), or Delta (`DL`)  
- Departed in summer (July, August, and September)  
- Arrived more than two hours late, but didn't leave late  
- Were delayed by at least an hour, but made up over 30 minutes in flight

# Had an arrival delay of two or more hours (> 120 minutes)  
library(tidyverse)  
library(nycflights13)  
library(skimr)  
  
delay\_2\_hr <- flights %>%   
 filter(arr\_delay>"120")  
  
# Flew to Houston (IAH or HOU)  
houston\_flights <- flights %>%   
 filter(dest == "HOU"| dest =="IAH")  
  
houston\_flights

# A tibble: 9,313 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 1 1 517 515 2 830 819  
 2 2013 1 1 533 529 4 850 830  
 3 2013 1 1 623 627 -4 933 932  
 4 2013 1 1 728 732 -4 1041 1038  
 5 2013 1 1 739 739 0 1104 1038  
 6 2013 1 1 908 908 0 1228 1219  
 7 2013 1 1 1028 1026 2 1350 1339  
 8 2013 1 1 1044 1045 -1 1352 1351  
 9 2013 1 1 1114 900 134 1447 1222  
10 2013 1 1 1205 1200 5 1503 1505  
# ℹ 9,303 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

# Were operated by United (`UA`), American (`AA`), or Delta (`DL`)  
UA\_AA\_DL\_operated\_flights <- flights %>%   
 filter(carrier=="UA"|carrier=="AA"|carrier=="DL")  
  
UA\_AA\_DL\_operated\_flights

# A tibble: 139,504 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 1 1 517 515 2 830 819  
 2 2013 1 1 533 529 4 850 830  
 3 2013 1 1 542 540 2 923 850  
 4 2013 1 1 554 600 -6 812 837  
 5 2013 1 1 554 558 -4 740 728  
 6 2013 1 1 558 600 -2 753 745  
 7 2013 1 1 558 600 -2 924 917  
 8 2013 1 1 558 600 -2 923 937  
 9 2013 1 1 559 600 -1 941 910  
10 2013 1 1 559 600 -1 854 902  
# ℹ 139,494 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

# Departed in summer (July, August, and September)  
summer\_flights <-flights %>%   
 filter(month=="7"|month=="8"|month=="9")  
summer\_flights

# A tibble: 86,326 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 7 1 1 2029 212 236 2359  
 2 2013 7 1 2 2359 3 344 344  
 3 2013 7 1 29 2245 104 151 1  
 4 2013 7 1 43 2130 193 322 14  
 5 2013 7 1 44 2150 174 300 100  
 6 2013 7 1 46 2051 235 304 2358  
 7 2013 7 1 48 2001 287 308 2305  
 8 2013 7 1 58 2155 183 335 43  
 9 2013 7 1 100 2146 194 327 30  
10 2013 7 1 100 2245 135 337 135  
# ℹ 86,316 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

# Arrived more than two hours late, but didn't leave late  
two\_hours\_late <-flights %>%   
 filter(arr\_delay >120) %>%   
 filter(dep\_delay <= 0)  
  
  
# Were delayed by at least an hour, but made up over 30 minutes in flight  
made\_up\_time <- flights %>%   
 filter(dep\_delay >= 60) %>%   
 filter(dep\_delay-arr\_delay>30)  
  
made\_up\_time

# A tibble: 1,844 × 19  
 year month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
 <int> <int> <int> <int> <int> <dbl> <int> <int>  
 1 2013 1 1 2205 1720 285 46 2040  
 2 2013 1 1 2326 2130 116 131 18  
 3 2013 1 3 1503 1221 162 1803 1555  
 4 2013 1 3 1839 1700 99 2056 1950  
 5 2013 1 3 1850 1745 65 2148 2120  
 6 2013 1 3 1941 1759 102 2246 2139  
 7 2013 1 3 1950 1845 65 2228 2227  
 8 2013 1 3 2015 1915 60 2135 2111  
 9 2013 1 3 2257 2000 177 45 2224  
10 2013 1 4 1917 1700 137 2135 1950  
# ℹ 1,834 more rows  
# ℹ 11 more variables: arr\_delay <dbl>, carrier <chr>, flight <int>,  
# tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>,  
# hour <dbl>, minute <dbl>, time\_hour <dttm>

## Problem 2: What months had the highest and lowest proportion of cancelled flights? Interpret any seasonal patterns. To determine if a flight was cancelled use the following code

flights %>%   
 filter(is.na(dep\_time))

# What months had the highest and lowest % of cancelled flights?  
  
# Total number of cancelled flights, summarised as a new column and saved as a new tibble  
cancelled\_flights<- flights %>%   
 filter(is.na(dep\_time)) %>%   
 group\_by(month) %>%   
 summarise(cancelled\_flights\_count = n())  
  
cancelled\_flights

# A tibble: 12 × 2  
 month cancelled\_flights\_count  
 <int> <int>  
 1 1 521  
 2 2 1261  
 3 3 861  
 4 4 668  
 5 5 563  
 6 6 1009  
 7 7 940  
 8 8 486  
 9 9 452  
10 10 236  
11 11 233  
12 12 1025

# Total number of flights overall in dataset, summarised as a new column and saved as a new tibble  
total\_flights<- flights %>%   
 group\_by(month) %>%   
 summarise(total\_flights\_count = n())  
  
total\_flights

# A tibble: 12 × 2  
 month total\_flights\_count  
 <int> <int>  
 1 1 27004  
 2 2 24951  
 3 3 28834  
 4 4 28330  
 5 5 28796  
 6 6 28243  
 7 7 29425  
 8 8 29327  
 9 9 27574  
10 10 28889  
11 11 27268  
12 12 28135

# Proportion of total flights that are cancelled, calculated by left joining the cancelled\_flights tibble to the total\_flights tibble by the "month" variable (no issue with lost rows, since both tibbles have the same number of rows), creating a new "prop" variable to calculate the proportion of cancelled flights at each month and arranging from largest proportion to smallest  
  
cancelled\_flights\_prop <-total\_flights %>%   
 left\_join(cancelled\_flights, by = "month") %>%   
 mutate (prop = cancelled\_flights\_count / total\_flights\_count) %>%   
 arrange(desc(prop))  
  
cancelled\_flights\_prop

# A tibble: 12 × 4  
 month total\_flights\_count cancelled\_flights\_count prop  
 <int> <int> <int> <dbl>  
 1 2 24951 1261 0.0505   
 2 12 28135 1025 0.0364   
 3 6 28243 1009 0.0357   
 4 7 29425 940 0.0319   
 5 3 28834 861 0.0299   
 6 4 28330 668 0.0236   
 7 5 28796 563 0.0196   
 8 1 27004 521 0.0193   
 9 8 29327 486 0.0166   
10 9 27574 452 0.0164   
11 11 27268 233 0.00854  
12 10 28889 236 0.00817

# Intepretation: No months show especially high proportions of cancelled flights; February is the largest at 5%. We could infer that the higher proportions of cancelled flights towards the end of the calendar and academic/financial yeard are somehow related to travellers' changes of plans around holiday periods.

## Problem 3: What plane (specified by the tailnum variable) traveled the most times from New York City airports in 2013? Please left\_join() the resulting table with the table planes (also included in the nycflights13 package).

For the plane with the greatest number of flights and that had more than 50 seats, please create a table where it flew to during 2013.

skim(flights)

Data summary

|  |  |
| --- | --- |
| Name | flights |
| Number of rows | 336776 |
| Number of columns | 19 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Column type frequency: |  |
| character | 4 |
| numeric | 14 |
| POSIXct | 1 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Group variables | None |

**Variable type: character**

| skim\_variable | n\_missing | complete\_rate | min | max | empty | n\_unique | whitespace |
| --- | --- | --- | --- | --- | --- | --- | --- |
| carrier | 0 | 1.00 | 2 | 2 | 0 | 16 | 0 |
| tailnum | 2512 | 0.99 | 5 | 6 | 0 | 4043 | 0 |
| origin | 0 | 1.00 | 3 | 3 | 0 | 3 | 0 |
| dest | 0 | 1.00 | 3 | 3 | 0 | 105 | 0 |

**Variable type: numeric**

| skim\_variable | n\_missing | complete\_rate | mean | sd | p0 | p25 | p50 | p75 | p100 | hist |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| year | 0 | 1.00 | 2013.00 | 0.00 | 2013 | 2013 | 2013 | 2013 | 2013 | ▁▁▇▁▁ |
| month | 0 | 1.00 | 6.55 | 3.41 | 1 | 4 | 7 | 10 | 12 | ▇▆▆▆▇ |
| day | 0 | 1.00 | 15.71 | 8.77 | 1 | 8 | 16 | 23 | 31 | ▇▇▇▇▆ |
| dep\_time | 8255 | 0.98 | 1349.11 | 488.28 | 1 | 907 | 1401 | 1744 | 2400 | ▁▇▆▇▃ |
| sched\_dep\_time | 0 | 1.00 | 1344.25 | 467.34 | 106 | 906 | 1359 | 1729 | 2359 | ▁▇▇▇▃ |
| dep\_delay | 8255 | 0.98 | 12.64 | 40.21 | -43 | -5 | -2 | 11 | 1301 | ▇▁▁▁▁ |
| arr\_time | 8713 | 0.97 | 1502.05 | 533.26 | 1 | 1104 | 1535 | 1940 | 2400 | ▁▃▇▇▇ |
| sched\_arr\_time | 0 | 1.00 | 1536.38 | 497.46 | 1 | 1124 | 1556 | 1945 | 2359 | ▁▃▇▇▇ |
| arr\_delay | 9430 | 0.97 | 6.90 | 44.63 | -86 | -17 | -5 | 14 | 1272 | ▇▁▁▁▁ |
| flight | 0 | 1.00 | 1971.92 | 1632.47 | 1 | 553 | 1496 | 3465 | 8500 | ▇▃▃▁▁ |
| air\_time | 9430 | 0.97 | 150.69 | 93.69 | 20 | 82 | 129 | 192 | 695 | ▇▂▂▁▁ |
| distance | 0 | 1.00 | 1039.91 | 733.23 | 17 | 502 | 872 | 1389 | 4983 | ▇▃▂▁▁ |
| hour | 0 | 1.00 | 13.18 | 4.66 | 1 | 9 | 13 | 17 | 23 | ▁▇▇▇▅ |
| minute | 0 | 1.00 | 26.23 | 19.30 | 0 | 8 | 29 | 44 | 59 | ▇▃▆▃▅ |

**Variable type: POSIXct**

| skim\_variable | n\_missing | complete\_rate | min | max | median | n\_unique |
| --- | --- | --- | --- | --- | --- | --- |
| time\_hour | 0 | 1 | 2013-01-01 05:00:00 | 2013-12-31 23:00:00 | 2013-07-03 10:00:00 | 6936 |

# This code assumes that Newark Airport is not a New York City airport   
  
# Create a new dataframe  
frequent\_flyer<-flights %>%  
# Filter in only LGA and JFK (i.e. exclude EWR)  
 filter(origin %in% c("LGA","JFK")) %>%  
# Group by tail number (since we are counting flights on the basis of tail number)  
 group\_by(tailnum) %>%   
# Generate a new column called tail\_num\_flights, which is just a count of the total flights per each distinct tail number in the frequent\_flyer dataframe  
 summarise(tail\_num\_flights = n()) %>%  
# Arrange in descending order (i.e. most flights at the top)   
 arrange(desc(tail\_num\_flights))  
  
print(frequent\_flyer)

# A tibble: 3,592 × 2  
 tailnum tail\_num\_flights  
 <chr> <int>  
 1 <NA> 1906  
 2 N725MQ 575  
 3 N722MQ 513  
 4 N723MQ 507  
 5 N711MQ 486  
 6 N713MQ 483  
 7 N735MQ 396  
 8 N328AA 393  
 9 N258JB 391  
10 N338AA 388  
# ℹ 3,582 more rows

# Left join the frequent\_flyer datafram to planes dataframe on the basis of tail number  
planes\_updated <-planes %>%   
 left\_join(frequent\_flyer, by = "tailnum") %>%   
 arrange(desc(tail\_num\_flights))  
  
print(planes\_updated)

# A tibble: 3,322 × 10  
 tailnum year type manufacturer model engines seats speed engine  
 <chr> <int> <chr> <chr> <chr> <int> <int> <int> <chr>   
 1 N711MQ 1976 Fixed wing multi… GULFSTREAM … G115… 2 22 NA Turbo…  
 2 N328AA 1986 Fixed wing multi… BOEING 767-… 2 255 NA Turbo…  
 3 N258JB 2006 Fixed wing multi… EMBRAER ERJ … 2 20 NA Turbo…  
 4 N338AA 1987 Fixed wing multi… BOEING 767-… 2 255 NA Turbo…  
 5 N327AA 1986 Fixed wing multi… BOEING 767-… 2 255 NA Turbo…  
 6 N335AA 1987 Fixed wing multi… BOEING 767-… 2 255 NA Turbo…  
 7 N298JB 2009 Fixed wing multi… EMBRAER ERJ … 2 20 NA Turbo…  
 8 N353JB 2012 Fixed wing multi… EMBRAER ERJ … 2 20 NA Turbo…  
 9 N351JB 2012 Fixed wing multi… EMBRAER ERJ … 2 20 NA Turbo…  
10 N228JB 2006 Fixed wing multi… EMBRAER ERJ … 2 20 NA Turbo…  
# ℹ 3,312 more rows  
# ℹ 1 more variable: tail\_num\_flights <int>

## Problem 4: The nycflights13 package includes a table (weather) that describes the weather during 2013. Use that table to answer the following questions:

- What is the distribution of temperature (`temp`) in July 2013? Identify any important outliers in terms of the `wind\_speed` variable.  
- What is the relationship between `dewp` and `humid`?  
- What is the relationship between `precip` and `visib`?

# Create a new tibble called july\_weather by filtering the only for month 7 (i.e. July) and filtering out non-recorded wind\_speed observations   
july\_weather <- filter(weather, month == 7 & !is.na(wind\_speed))  
  
# Create new tibbles for median, mean and standard deviation of the july\_weather temp and wind\_speed variables. We will use these later  
median\_temp <- median(july\_weather$temp)  
mean\_temp <- mean(july\_weather$temp)  
sd\_temp <- sd(july\_weather$temp)  
  
median\_wind\_speed <- median(july\_weather$wind\_speed)  
mean\_wind\_speed <- mean(july\_weather$wind\_speed)  
sd\_wind\_speed <- sd(july\_weather$wind\_speed)  
  
# To show the distribution of temperatures in july\_weather, create a density plot for temperatures, with temperature on the x-axis   
ggplot(july\_weather, aes(x = temp, y = ..density..)) +  
 geom\_density(fill = "skyblue", color = "black") +  
# Add dashed vertical lines for the median and mean temperatures  
 geom\_vline(aes(xintercept = median\_temp), color = "blue", linetype = "dashed", size = 1) +  
 geom\_vline(aes(xintercept = mean\_temp), color = "green", linetype = "dashed", size = 1) +  
#Write notes for each of the mean, median and standard deviation of temperature and line them up according to to the placement of the mean\_temp recording on the x-axis  
 annotate("text", x = mean\_temp + 11, y = 0.04, label = paste("Median =",round(median\_temp,2)), color = "blue", vjust = -1) +  
 annotate("text", x = mean\_temp + 11, y = 0.035, label = paste("Mean =",round(mean\_temp,2)), color = "green", vjust = -1) +  
 annotate("text", x = mean\_temp +11, y = 0.03, label = paste("SD =", round(sd\_temp, 2)), color = "red", vjust = -1) +  
# Label the x-axis "Temperature" and the y-axis "Frequency")   
 labs(x = "Temperature", y = "Frequency") +  
# Insert a title  
 ggtitle("The average temperature in July was 80 degrees") +  
 theme\_minimal() +  
# Insert appropriate margins to expand or contract the graph size  
 theme(plot.margin = margin(0.8, 0.8, 0, 0.8, "cm"))

Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
ℹ Please use `linewidth` instead.

Warning: The dot-dot notation (`..density..`) was deprecated in ggplot2 3.4.0.  
ℹ Please use `after\_stat(density)` instead.
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# To identify outliers, create a box plot of the wind\_speed variable. Don't include anything on the x-axis, since we only need to show range in one variable and not necessarily over a specific period  
ggplot(july\_weather, aes(x = "", y = wind\_speed)) +  
 geom\_boxplot(fill = "skyblue", color = "black") +  
# To show outliers, add a geom\_point that filters in (from the wind\_speed variable of the july\_weather dataframe) only the wind\_speed observations in the 99.7th or 0.3rd percentiles (i.e. ~ 3 standard deviations from the mean) and colour these red to make them distinct  
 geom\_point(data = filter(july\_weather, wind\_speed > quantile(wind\_speed, 0.997) |  
 wind\_speed < quantile(wind\_speed, 0.003)),  
 aes(x = 1, y = wind\_speed), color = "red", shape = 16, size = 3) +  
 labs(x = "", y = "Wind Speed") +  
# Apply the same annotations as for the temp graph above  
 annotate("text", x = 1, y = mean\_wind\_speed + 2, label = paste("Mean:", round(mean\_wind\_speed, 2)),  
 color = "green", size = 3, hjust = 0, vjust = 0) +  
 annotate("text", x = 1, y = mean\_wind\_speed + 1, label = paste("SD:", round(sd\_wind\_speed, 2)),  
 color = "green", size = 3, hjust = 0, vjust = 0) +  
# Apply a title that provides the conclusion  
 ggtitle("Wind speed in July was mostly between 5 and 15 mph") +  
 theme\_minimal()
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# To show the relationship between the humidity and dew point measure, first create a new tibble recording the correlation coefficient of the humid and dewp variables in the weather dataframe (note that this question doesn't ask us to filter specifically for July).  
  
correlation\_humid\_dewp <- cor(weather$humid, weather$dewp, use = "complete.obs")   
  
# Use only complete observations (i.e. nothing recorded as "NA")  
  
# Map this relationship using a scatter plot, with humidity on the x-axis and dew point measurement on the y-axis  
ggplot(weather, aes(x = humid, y = dewp)) +  
# Since some of the points overlap, set the alpha (i.e. transparency) slightly above half (0.7 should do) to show overlapped points that don't distort the image  
 geom\_point(color = "skyblue", alpha = 0.7) +  
# Insert a line of best fit to demonstrate the relationship between the variables  
 geom\_smooth(method = "lm", color = "red", se = FALSE) +  
# Insert an annotation to show the correlation coefficient  
 geom\_text(x = max(weather$humid, na.rm = TRUE), y = min(weather$dewp, na.rm = TRUE), label = paste("Correlation:", round(correlation\_humid\_dewp, 4)), hjust = 1, vjust = 0, color = "black", size = 4) +  
#Insert axis labels   
 labs(x = "Humidity", y = "Dew Point") +  
# Insert a title  
 ggtitle("Dew point tends to rise as humidity rises") +  
 theme\_minimal()

`geom\_smooth()` using formula = 'y ~ x'

Warning: Removed 1 rows containing non-finite values (`stat\_smooth()`).

Warning: Removed 1 rows containing missing values (`geom\_point()`).
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# To show the relationship between precipitation and visibility, perform the exact same operation as for humidity and precipitation, changing the variables as necessary  
correlation\_precip\_visib <- cor(weather$precip, weather$visib, use = "complete.obs")  
  
ggplot(weather, aes(x = precip, y = visib)) +  
 geom\_point(color = "skyblue", alpha = 0.7) +  
 geom\_smooth(method = "lm", color = "red", se = FALSE) +  
 geom\_text(x = max(weather$precip, na.rm = TRUE), y = min(weather$visib, na.rm = TRUE),  
 label = paste("Correlation:", round(correlation\_precip\_visib, 4)), hjust = 1.5, vjust = -2,  
 color = "black", size = 4) +  
 labs(x = "Precipitation", y = "Visibility") +  
 ggtitle("Visibility tends to fall as precipitation rises, but the relationship is not strong") +  
 theme\_minimal()+  
# Set the lower limit on the y-axis to zero so ensure the image isn't distorted.  
 ylim(0,NA)

`geom\_smooth()` using formula = 'y ~ x'

Warning: Removed 51 rows containing missing values (`geom\_smooth()`).

![](data:image/png;base64,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)

# Notably, the graph doesn't show a particularly compelling relationship between the two variables, in spite of the correlation coefficient, which shows some relationship. This could be because the visibility variable is divided into different bins

## Problem 5: Use the flights and planes tables to answer the following questions:

- How many planes have a missing date of manufacture?  
- What are the five most common manufacturers?  
- Has the distribution of manufacturer changed over time as reflected by the airplanes flying from NYC in 2013? (Hint: you may need to use case\_when() to recode the manufacturer name and collapse rare vendors into a category called Other.)

# To count how many planes have a missing date of manufacture, simply filter the planes year (of manufacture) variable in the planes dataframe for all "NA" results  
planes %>%   
 filter(is.na(year)) %>%   
 count()

# A tibble: 1 × 1  
 n  
 <int>  
1 70

# To find the five most common manufacturers, create a new dataframe from planes which is grouped by manufacturer (since we will be sorting by this variable)  
manufacturer\_count <- planes %>%   
 group\_by(manufacturer) %>%  
# Recode the observations in the manufacturer column to align the spelling of inconsistentently recorded manufacturer titles  
 mutate(manufacturer=recode(manufacturer,"AIRBUS INDUSTRIE" = "AIRBUS","MCDONNELL DOUGLAS AIRCRAFT CO" = "MCDONNELL DOUGLAS","MCDONNELL DOUGLAS CORPORATION" = "MCDONNELL DOUGLAS")) %>%   
# Create another column counting the number of manufacturers  
 summarise(count=n()) %>%   
# Arrange the tibble in descending order by this count   
 arrange(desc(count))  
  
# Using the manufacturer\_count tibble we just created, create a list of the top  
top\_manufacturers <- top\_n(manufacturer\_count, 5, count)  
  
print(top\_manufacturers)

# A tibble: 5 × 2  
 manufacturer count  
 <chr> <int>  
1 BOEING 1630  
2 AIRBUS 736  
3 BOMBARDIER INC 368  
4 EMBRAER 299  
5 MCDONNELL DOUGLAS 237

# We can see that Boeing and Airbus are the leading manufacturers  
  
  
# To show how the distribution of manufacturers has changed over time as reflected by the airplanes flying from NYC in 2013, we will show how this distribution changes on a day-by-day basis for 2013  
  
# First import the lubridate library to allow us to manipulate date settings in the flights library  
library(lubridate)  
  
# Then create a new variable in this tibble called day\_of\_year that records the specific day of the year (between 1 and 365) based on the available year, month and day variables already provided  
flights\_updated <- flights %>%  
 mutate(day\_of\_year = yday(ymd(paste(year, month, day, sep = "-"))))  
  
# Using this new tibble, filter out cancelled flights  
completed\_flights<-flights\_updated %>%   
 filter(!is.na(dep\_time))  
  
# Right join the planes dataframe to the completed\_flights data frame, using a right join so that individual flight records are not lost. In doing this, we select only the tailnum, manufacturer and year variables form the planes tibble and change the title of year to build\_year to avoid a clash with the existing variable in flights  
flights\_with\_manufacturers <-right\_join(completed\_flights,planes %>%   
 select(tailnum, manufacturer, build\_year=year) %>%   
# Perform the same renaming mutation as above  
 mutate(manufacturer=recode(manufacturer,"AIRBUS INDUSTRIE" = "AIRBUS","MCDONNELL DOUGLAS AIRCRAFT CO" = "MCDONNELL DOUGLAS","MCDONNELL DOUGLAS CORPORATION" = "MCDONNELL DOUGLAS")), by = "tailnum")  
  
# From this tibble, create another tibble that mutates all observations in the manufacturer variable. By referring to the top\_manufacturers list we created above, we identify anything that this not in that list as "Other"  
updated\_flights\_with\_manufacturers <- flights\_with\_manufacturers %>%  
 mutate(manufacturer = case\_when(  
 manufacturer %in% top\_manufacturers$manufacturer ~ manufacturer,  
 TRUE ~ "Other")) %>%   
# Group by day\_of\_year first and then by manufacturer, since we will be sorting by both in that order, and provide a count of each flight  
 group\_by(day\_of\_year,manufacturer) %>%   
 summarise(count=n())

`summarise()` has grouped output by 'day\_of\_year'. You can override using the  
`.groups` argument.

print(updated\_flights\_with\_manufacturers)

# A tibble: 2,193 × 3  
# Groups: day\_of\_year [366]  
 day\_of\_year manufacturer count  
 <dbl> <chr> <int>  
 1 1 AIRBUS 219  
 2 1 BOEING 220  
 3 1 BOMBARDIER INC 36  
 4 1 EMBRAER 158  
 5 1 MCDONNELL DOUGLAS 41  
 6 1 Other 20  
 7 2 AIRBUS 245  
 8 2 BOEING 242  
 9 2 BOMBARDIER INC 61  
10 2 EMBRAER 176  
# ℹ 2,183 more rows

# Plot this tibble as an area graph, with the day of the year on the x-axis showing how the distribution of flights has changed on a daily basis throughout 2013 among the manufacturers  
ggplot(updated\_flights\_with\_manufacturers, aes(x = day\_of\_year, y = count, fill = manufacturer, group = manufacturer)) +  
 geom\_area() +  
 labs(x = "Day of year (out of 365)", y = "No. flights") +  
 theme\_minimal()

Warning: Removed 3 rows containing non-finite values (`stat\_align()`).
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## Problem 6: Use the flights and planes tables to answer the following questions:

- What is the oldest plane (specified by the tailnum variable) that flew from New York City airports in 2013?  
- How many airplanes that flew from New York City are included in the planes table?

# To see the oldest plane, using the flights\_with\_manufacturers tibble we created earlier, filter out all results where no build year is recorded  
oldest\_plane <- flights\_with\_manufacturers %>%  
 filter(!is.na(build\_year)) %>%  
# Then sort by build year (ascending, so oldest first)  
 arrange(build\_year) %>%   
# Then take only the first result  
 slice(1)  
  
# Print out only the tailnum column from this resulting tibble  
print(oldest\_plane["tailnum"])

# A tibble: 1 × 1  
 tailnum  
 <chr>   
1 N381AA

# To see how many airplanes that flew from NYC are included in the planes table, first create a new tibble from the flights\_with\_manufacturers tibble we created earlier  
total\_distinct\_planes<-flights\_with\_manufacturers %>%   
# Filter out non-recored build years and tail numbers   
 filter(!is.na(build\_year)&!is.na(tailnum)) %>%  
# Record only distinct tail numbers (i.e. don't permit duplicates)  
 distinct(tailnum) %>%   
# Take a count of the total number of rows  
 summarise(total\_distinct\_planes=n())  
  
print(total\_distinct\_planes)

# A tibble: 1 × 1  
 total\_distinct\_planes  
 <int>  
1 3252

## Problem 7: Use the nycflights13 to answer the following questions:

- What is the median arrival delay on a month-by-month basis in each airport?  
- For each airline, plot the median arrival delay for each month and origin airport.

# To find the median arrival delay on a month-by-month basis in each airport, first find the median arrival delay from the flights table  
median\_arrival\_delay <- flights %>%  
# Filter out cancelled flights  
 filter(!is.na(dep\_time)) %>%  
# Group by month and then destination, since we are sorting by these variables  
 group\_by(month, dest) %>%  
# Create a new column capturing the median arrival delay and filtering out non-recorded results  
 summarise(median\_\_arr\_delay = median(arr\_delay, na.rm = TRUE)) %>%  
 arrange(dest, month)

`summarise()` has grouped output by 'month'. You can override using the  
`.groups` argument.

print(median\_arrival\_delay)

# A tibble: 1,112 × 3  
# Groups: month [12]  
 month dest median\_\_arr\_delay  
 <int> <chr> <dbl>  
 1 4 ABQ 14   
 2 5 ABQ -19   
 3 6 ABQ -2.5  
 4 7 ABQ -6   
 5 8 ABQ -14   
 6 9 ABQ -16   
 7 10 ABQ -10   
 8 11 ABQ -6   
 9 12 ABQ 27   
10 5 ACK -8   
# ℹ 1,102 more rows

# The below is another way of arranging this data by grouping by month  
flights %>%  
 filter(!is.na(arr\_delay)) %>%  
 group\_by(month, dest) %>%  
 summarise(median\_arr\_delay = median(arr\_delay, na.rm = TRUE)) %>%  
 arrange(month, dest)

`summarise()` has grouped output by 'month'. You can override using the  
`.groups` argument.

# A tibble: 1,112 × 3  
# Groups: month [12]  
 month dest median\_arr\_delay  
 <int> <chr> <dbl>  
 1 1 ALB 6   
 2 1 ATL -2   
 3 1 AUS -2   
 4 1 AVL 23.5  
 5 1 BDL -10   
 6 1 BHM -11   
 7 1 BNA 1   
 8 1 BOS -10   
 9 1 BQN -5   
10 1 BTV -6   
# ℹ 1,102 more rows

# To plot the median arrival delay for each month and origin airport, first filter out all results where no arrival delay observation is recorded  
flights %>%  
 filter(!is.na(arr\_delay)) %>%  
# Group by the variables by which we will be arranging the data   
 group\_by(origin, month, carrier) %>%  
# Calculate the median arrival delay in the same way as above  
 summarise(median\_arr\_delay = median(arr\_delay, na.rm = TRUE)) %>%  
# Plot the results on a scatter plot and facet wrap for origin airport for simplicity, with different colours for each carrier and each graph recording the months on the x-axis  
 ggplot() +  
 geom\_point(aes(x = factor(month), y = median\_arr\_delay, color = carrier)) +  
 facet\_wrap(vars(origin), nrow = 2, scales = "free", labeller = label\_both) +  
 labs(x = "Month", y = "Median Arrival Delay", color = "Carrier") +  
 ggtitle("Median Arrival Delay by Month for Each Airport and Carrier") +  
 theme\_minimal()

`summarise()` has grouped output by 'origin', 'month'. You can override using  
the `.groups` argument.
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## Problem 8: Let’s take a closer look at what carriers service the route to San Francisco International (SFO). Join the flights and airlines tables and count which airlines flew the most to SFO. Produce a new dataframe, fly\_into\_sfo that contains three variables: the name of the airline, e.g., United Air Lines Inc. not UA, the count (number) of times it flew to SFO, and the percent of the trips that that particular airline flew to SFO.

fly\_into\_sfo<- flights %>%  
# Left join the airlines tibble to the flights tibble by the carrier variable  
 left\_join(airlines,by="carrier") %>%   
# Filter in only SFO as the destination variable  
 filter(dest == "SFO") %>%  
# Group by name, since the new dataframe will count the number of flights for each name   
 group\_by(name) %>%  
# Count the number of flights for each name, recording this as "count"  
 summarise(count = n()) %>%  
# Create a new column that records the count of each airline as a percentage of total flights to SFO  
 mutate(percent\_to\_sfo = count / sum(count) \* 100)  
  
fly\_into\_sfo

# A tibble: 5 × 3  
 name count percent\_to\_sfo  
 <chr> <int> <dbl>  
1 American Airlines Inc. 1422 10.7   
2 Delta Air Lines Inc. 1858 13.9   
3 JetBlue Airways 1035 7.76  
4 United Air Lines Inc. 6819 51.2   
5 Virgin America 2197 16.5

And here is some bonus ggplot code to plot your dataframe

fly\_into\_sfo %>%   
   
 # sort 'name' of airline by the numbers it times to flew to SFO  
 mutate(name = fct\_reorder(name, count)) %>%   
   
 ggplot() +  
   
 aes(x = count,   
 y = name) +  
   
 # a simple bar/column plot  
 geom\_col() +  
   
 # add labels, so each bar shows the % of total flights   
 geom\_text(aes(label = "percent"),  
 hjust = 1,   
 colour = "white",   
 size = 5)+  
   
 # add labels to help our audience   
 labs(title="Which airline dominates the NYC to SFO route?",   
 subtitle = "as % of total flights in 2013",  
 x= "Number of flights",  
 y= NULL) +  
   
 theme\_minimal() +   
   
 # change the theme-- i just googled those , but you can use the ggThemeAssist add-in  
 # https://cran.r-project.org/web/packages/ggThemeAssist/index.html  
   
 theme(#  
 # so title is left-aligned  
 plot.title.position = "plot",  
   
 # text in axes appears larger   
 axis.text = element\_text(size=12),  
   
 # title text is bigger  
 plot.title = element\_text(size=18)  
 ) +  
  
 # add one final layer of NULL, so if you comment out any lines  
 # you never end up with a hanging `+` that awaits another ggplot layer  
 NULL
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## Problem 9: Let’s take a look at cancellations of flights to SFO. We create a new dataframe cancellations as follows

cancellations <- flights %>%   
   
 # just filter for destination == 'SFO'  
 filter(dest == 'SFO') %>%   
   
 # a cancelled flight is one with no `dep\_time`   
 filter(is.na(dep\_time))  
  
  
# First I would create a new dataframe that filters for only Newark and JFK as departure destinations, or filters out Laguardia. I would group this by month and then carrier. Then I would generate a geom\_bar plot facet wrapped first by origin and then by carrier

I want you to think how we would organise our data manipulation to create the following plot. No need to write the code, just explain in words how you would go about it.

## Problem 10: On your own – Hollywood Age Gap

The website <https://hollywoodagegap.com> is a record of *THE AGE DIFFERENCE IN YEARS BETWEEN MOVIE LOVE INTERESTS*. This is an informational site showing the age gap between movie love interests and the data follows certain rules:

* The two (or more) actors play actual love interests (not just friends, coworkers, or some other non-romantic type of relationship)
* The youngest of the two actors is at least 17 years old
* No animated characters

The age gaps dataset includes “gender” columns, which always contain the values “man” or “woman”. These values appear to indicate how the characters in each film identify and some of these values do not match how the actor identifies. We apologize if any characters are misgendered in the data!

The following is a data dictionary of the variables used

| variable | class | description |
| --- | --- | --- |
| movie\_name | character | Name of the film |
| release\_year | integer | Release year |
| director | character | Director of the film |
| age\_difference | integer | Age difference between the characters in whole years |
| couple\_number | integer | An identifier for the couple in case multiple couples are listed for this film |
| actor\_1\_name | character | The name of the older actor in this couple |
| actor\_2\_name | character | The name of the younger actor in this couple |
| character\_1\_gender | character | The gender of the older character, as identified by the person who submitted the data for this couple |
| character\_2\_gender | character | The gender of the younger character, as identified by the person who submitted the data for this couple |
| actor\_1\_birthdate | date | The birthdate of the older member of the couple |
| actor\_2\_birthdate | date | The birthdate of the younger member of the couple |
| actor\_1\_age | integer | The age of the older actor when the film was released |
| actor\_2\_age | integer | The age of the younger actor when the film was released |

age\_gaps <- readr::read\_csv('https://raw.githubusercontent.com/rfordatascience/tidytuesday/master/data/2023/2023-02-14/age\_gaps.csv')

Rows: 1155 Columns: 13  
── Column specification ────────────────────────────────────────────────────────  
Delimiter: ","  
chr (6): movie\_name, director, actor\_1\_name, actor\_2\_name, character\_1\_gend...  
dbl (5): release\_year, age\_difference, couple\_number, actor\_1\_age, actor\_2\_age  
date (2): actor\_1\_birthdate, actor\_2\_birthdate  
  
ℹ Use `spec()` to retrieve the full column specification for this data.  
ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

How would you explore this data set? Here are some ideas of tables/ graphs to help you with your analysis

* How is age\_difference distributed? What’s the ‘typical’ age\_difference in movies?
* The half plus seven\ rule. Large age disparities in relationships carry certain stigmas. One popular rule of thumb is the [half-your-age-plus-seven](https://en.wikipedia.org/wiki/Age_disparity_in_sexual_relationships#The_.22half-your-age-plus-seven.22_rule) rule. This rule states you should never date anyone under half your age plus seven, establishing a minimum boundary on whom one can date. In order for a dating relationship to be acceptable under this rule, your partner’s age must be:

$$\frac{\text{Your age}}{2} + 7 \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\< \text{Partner Age} \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\< (\text{Your age} - 7) \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\* 2$$

How frequently does this rule apply in this dataset?

* Which movie has the greatest number of love interests?
* Which actors/ actresses have the greatest number of love interests in this dataset?
* Is the mean/median age difference staying constant over the years (1935 - 2022)?
* How frequently does Hollywood depict same-gender love interests?

# Deliverables

There is a lot of explanatory text, comments, etc. You do not need these, so delete them and produce a stand-alone document that you could share with someone. Render the edited and completed Quarto Markdown (qmd) file as a Word document (use the “Render” button at the top of the script editor window) and upload it to Canvas. You must be commiting and pushing tour changes to your own Github repo as you go along.

# Details

* Who did you collaborate with: TYPE NAMES HERE
* Approximately how much time did you spend on this problem set: ANSWER HERE
* What, if anything, gave you the most trouble: ANSWER HERE

**Please seek out help when you need it,** and remember the [15-minute rule](https://mam2022.netlify.app/syllabus/#the-15-minute-rule). You know enough R (and have enough examples of code from class and your readings) to be able to do this. If you get stuck, ask for help from others, post a question on Slack– and remember that I am here to help too!

As a true test to yourself, do you understand the code you submitted and are you able to explain it to someone else?

# Rubric

13/13: Problem set is 100% completed. Every question was attempted and answered, and most answers are correct. Code is well-documented (both self-documented and with additional comments as necessary). Used tidyverse, instead of base R. Graphs and tables are properly labelled. Analysis is clear and easy to follow, either because graphs are labeled clearly or you’ve written additional text to describe how you interpret the output. Multiple Github commits. Work is exceptional. I will not assign these often.

8/13: Problem set is 60–80% complete and most answers are correct. This is the expected level of performance. Solid effort. Hits all the elements. No clear mistakes. Easy to follow (both the code and the output). A few Github commits.

5/13: Problem set is less than 60% complete and/or most answers are incorrect. This indicates that you need to improve next time. I will hopefully not assign these often. Displays minimal effort. Doesn’t complete all components. Code is poorly written and not documented. Uses the same type of plot for each graph, or doesn’t use plots appropriate for the variables being analyzed. No Github commits.