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**Введение**

**Цель работы:**

Исследование эффекта от использования класса при хранении множества в памяти ЭВМ

Исследование четырёх способов хранения множеств в памяти ЭВМ

**Задание на обработку множеств:** (Вариант 21 - Десятичные цифры):

Множество, содержащее цифры, имеющиеся в *A* или в *B* или являющиеся общими для *C* и *D*

**Формализация задания:**

E = A ∪ B ∪ (С ∩ D)

**Контрольные тесты:**

![](data:image/png;base64,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)

Рисунок – Массивы

![](data:image/png;base64,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)

Рисунок – Списки

![](data:image/png;base64,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)

Рисунок – Массивы битов

![](data:image/png;base64,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)

Рисунок – Машинное слово

Выше представлены контрольные примеры, использующие разные способы хранения множеств в памяти ЭВМ, реализованные как объекты класса Set. Данные о множествах были сгенерированы случайным образом. На рис. 3 и рис. 4 также представлен ответ в виде массивов битов и машинного слова (двоичного кода) соответственно

**Результаты эксперимента с четырьмя структурами данных на основе классов**

Временная сложность алгоритмов обработки сохраняется в соответствии с лабораторной работой №1. Аналогично достоинства, недостатки и области применения.

Приведем время выполнения алгоритма с множествами, представленными как объектами

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Номер попытки | Время выполнения алгоритма для представленного способа (сек) | | | |
| Массивы | Списки | Массивы битов | Машинное слово |
| 1 | 0,267\*10-5 | 0,298\*10-5 | 0,144\*10-6 | 0,105\*10-6 |
| 2 | 0,314\*10-5 | 0,287\*10-5 | 0,143\*10-6 | 0,104\*10-6 |
| 3 | 0,460\*10-5 | 0,285\*10-5 | 0,144\*10-6 | 0,103\*10-6 |
| 4 | 0,379\*10-5 | 0,284\*10-5 | 0,172\*10-6 | 0,112\*10-6 |
| 5 | 0,317\*10-5 | 0,313\*10-5 | 0,147\*10-6 | 0,113\*10-6 |
| 6 | 0,467\*10-5 | 0,296\*10-5 | 0,170\*10-6 | 0,100\*10-6 |
| 7 | 0,326\*10-5 | 0,306\*10-5 | 0,142\*10-6 | 0,114\*10-6 |
| 8 | 0,365\*10-5 | 0,304\*10-5 | 0,161\*10-6 | 0,103\*10-6 |
| 9 | 0,365\*10-5 | 0,292\*10-5 | 0,142\*10-6 | 0,121\*10-6 |
| 10 | 0,459\*10-5 | 0,284\*10-5 | 0,172\*10-6 | 0,106\*10-6 |
| Среднее значение | 0,372\*10-5 | 0,295\*10-5 | 0,153\*10-6 | 0,108\*10-6 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Способ хранения | Массивы 10-5 | | Списки 10-5 | | Массивы битов 10-6 | | Машинные слова 10-6 | |
| Время в ЛР№1|ЛР№2 | 0,322 | 0,372 | 0,642 | 0,295 | 0,921 | 0,153 | 0,660 | 0,108 |

**Результат эксперимента с отслеживанием вызовов функций-членов**

В результате эксперимента с отслеживанием вызовов функций членов был сделан вывод о вызове конструктора в последовательности от первого к последнему, а после вызов деструктора аналогично от первого к последнему.

**Заключение:**

В ходе выполнения задания успешно были применены операции над множествами для различных типов представления данных, оформленных как классы и вынесенные в отдельный h-файл.

Для каждого представления были реализованы соответствующие алгоритмы, поля и методы что позволило укрепить навыки работы с различными структурами данных и в области объектно-ориентированного программирования

Решение задачи позволило продемонстрировать неэффективность использования классов в данной лабораторной работе из-за более продолжительного вычислительного процесса, однако продемонстрировало признак объектно-ориентированного программирования в виде инкапсуляции (сокрытия и защиты данных). Сравнение времени выполнения операций для различных представлений множеств даёт наглядное понимание того, как выбор структуры данных влияет на производительность и эффективность программы в целом.

**Текст программ**

Array.h

#include <vector>

#include <string>

class Set {

private:

    std::vector<int> set;

    std::string name;

public:

    int size() *const*;

    void set\_the\_name(std::string name);

    void input\_in\_set();

    void print\_set() *const*;

    bool is\_in\_set(int element) *const*;

    void association(*const* Set*&* additional);

    void intersection(*const* Set*&* additional);

    void fill\_random();

    void timer();

};

Array.cpp

#include "Array.h"

#include <iostream>

#include <vector>

#include <sstream>

#include <string>

#include <limits>

int Set::size() *const*{

    return set.size();

}

void Set::set\_the\_name(std::string name){

    this->name = name;

}

void Set::input\_in\_set(){

    std::string input;

    std::cin.ignore(std::numeric\_limits<std::streamsize>::max(), '\n'); *// Очистка буфера ввода*

    std::cout<<"Enter the numbers of " << name << " separated by space: ";

    std::getline(std::cin, input);

    std::stringstream ss(input);

    int number;

    while(ss >> number){

        set.push\_back(int(number));

    }

}

void Set::print\_set() *const*{

    std::cout << name << ": ";

    for(int i=0; i<set.size();i++){

        std::cout << set[i] << " ";

    }

    std::cout << std::endl;

}

bool Set::is\_in\_set(int element) *const* {

    for (int i = 0; i < set.size(); i++) {

        if (element == set[i]) return true;

    }

    return false;

}

void Set::association(*const* Set*&* additional) {

    for (int i = 0; i < additional.size(); i++) {

        if (!is\_in\_set(additional.set[i])) {

            set.push\_back(additional.set[i]);

        }

    }

}

void Set::intersection(*const* Set*&* additional) {

    auto number = set.begin();

    while (number != set.end()) {

        if (!additional.is\_in\_set(\*number)) {

            number = set.erase(number); *// Delete the value of set*

        } else {

            number++;

        }

    }

}

void Set::fill\_random(){

    for (int i = 0; i < (rand() % 10); i++) {

        int num = rand() % 10;

        if(!is\_in\_set(num)) set.push\_back(num);

    }

}

void Set::timer(){

    int t1 = clock();

    for(int i=0; i<100000;i++){

        std::vector<Set> sets(5);

        for(int i=0; i<4;i++){

            sets[i].set\_the\_name("Set "+std::to\_string(i+1));

            sets[i].fill\_random();

        }

        sets[4] = sets[0];

        sets[4].association(sets[1]);

        sets[2].intersection(sets[3]);

        sets[4].association(sets[2]);

    }

    int t2 = clock();

    double t = double(t2 - t1) / CLOCKS\_PER\_SEC;

    std::cout << "Time: " << t << "\*10^(-5) sec";

}

List.h

#include <vector>

#include <string>

struct Node{ *// Structure of Node*

        int data;

        Node \*next;

};

class Set {

private:

    Node \*set = nullptr;

    std::string name;

public:

    Set();

    void delete\_list();

    ~Set();

    void push\_back(int value);

    void set\_the\_name(std::string name);

    void input\_in\_set();

    void print\_set();

    bool is\_in\_set(int element);

    void association(*const* Set *&*additional);

    void intersection(Set*&* additional);

    void fill\_random();

    void timer();

};

List.cpp

#include "List.h"

#include <iostream>

#include <vector>

#include <sstream>

#include <string>

#include <limits>

#include <time.h>

Set::Set() : set(nullptr) {}

void Set::delete\_list() {

    while (set) {

        Node\* temp = set;

        set = set->next;

        delete temp;

    }

}

Set::~Set() {

    delete\_list();

}

void Set::push\_back(int value) { *// Function of adding the last elem in list*

    Node\* newNode = new Node{ value, nullptr }; *// Create new node*

    if (!set) { *// If list is empty*

        set = newNode;

    }

    else { *// If list is not empty*

        Node\* current = set;

        while (current->next) { *// Find the last elem of list*

            current = current->next;

        }

        current->next = newNode;

    }

}

void Set::set\_the\_name(std::string name){

    this->name = name;

}

void Set::print\_set() {

    Node\* current = set; *// Создаем временный указатель, чтобы не изменить set*

    std::cout << name << ": ";

    while (current) {

        std::cout << current->data << " ";

        current = current->next;

    }

    std::cout << std::endl;

}

bool Set::is\_in\_set(int element){

    Node\* current = set; *// Создаем временный указатель*

    while (current) {

        if (element == current->data) {

            return true;

        }

        current = current->next;

    }

    return false;

}

void Set::association(*const* Set*&* additional) {

    Node\* current = additional.set;

    while (current) {

        if (!is\_in\_set(current->data)) {

            push\_back(current->data);

        }

        current = current->next;

    }

}

void Set::intersection(Set*&* additional) {

    Node\* current = set;

    Node\* prev = nullptr;

    while (current) {

        if (!additional.is\_in\_set(current->data)) {

            if (prev) {

                prev->next = current->next;

            }

            else {

                set = current->next;

            }

            delete current;

            current = prev ? prev->next : set;

        }

        else {

            prev = current;

            current = current->next;

        }

    }

}

void Set::fill\_random() {

    int count = rand() % 10;

    while (count > 0) {

        int num = rand() % 10;

        if (!is\_in\_set(num)) {

            this->push\_back(num);

            count--;

        }

    }

}

void Set::timer() {

    srand(time(0)); *// Инициализация генератора случайных чисел*

    int t1 = clock();

    for (int i = 0; i < 100000; i++) {

        Set \*A\_list = new Set;

        Set \*B\_list = new Set;

        Set \*C\_list = new Set;

        Set \*D\_list = new Set;

        Set \*CiD\_list = new Set;

        Set \*E\_list = new Set;

        A\_list->fill\_random();

        B\_list->fill\_random();

        C\_list->fill\_random();

        D\_list->fill\_random();

        E\_list->association(\*A\_list);

        E\_list->association(\*B\_list);

        CiD\_list->intersection(\*C\_list);

        E\_list->association(\*CiD\_list);

    }

    int t2 = clock();

    double t = double(t2 - t1) / CLOCKS\_PER\_SEC;

    std::cout << "Time: " << t << "\*10(-5) sec" << std::endl;

}

Barray.h

#include <vector>

#include <string>

#include <bitset>

#define SIZE 10

class Set {

private:

    std::bitset<SIZE> set;

    std::string name;

public:

    void set\_the\_name(std::string name);

    void print\_set() *const*;

    void association(*const* Set*&* additional);

    void intersection(*const* Set*&* additional);

    void fill\_random();

    void timer();

};

Barray.cpp

#include "Barray.h"

#include <iostream>

#include <vector>

#include <time.h>

#include <bitset>

#define SIZE 10

void Set::set\_the\_name(*const* std::string name){

    this->name = name;

}

void Set::association(*const* Set*&* additional) {

    set |= additional.set; *// Побитовое ИЛИ для объединения*

}

void Set::intersection(*const* Set*&* additional) {

    set &= additional.set; *// Побитовое И для пересечения*

}

void Set::print\_set() *const*{

    std::cout << name << ": ";

    for(int i=0; i<10; i++){

        if(set[i]==1){

            std::cout << i << " ";

        }

    }

    std::cout << "\n\t\t";

    for(int i=9; i>=0; i--){

        if(set[i]==1) std::cout << 1;

        else std::cout << 0;

    }

    std::cout << std::endl;

}

void Set::fill\_random(){

    set = std::bitset<SIZE> (rand() % 1024);

}

void Set::timer(){

    srand(time(0)); *// To random values*

    int t1 = clock();

    for(int i=0; i<10000000; i++){

        Set bA, bB, bC, bD, bE;

        bA.fill\_random();

        bB.fill\_random();

        bC.fill\_random();

        bD.fill\_random();

        bE = bA;

        bE.association(bB);

        bC.intersection(bD);

        bE.association(bC);

    }

    int t2 = clock();

    double t = double(t2-t1) / CLOCKS\_PER\_SEC;

    std::cout << "Time: " << t << "\*10^(-7) sec";

}

Mword.h

#include <vector>

#include <string>

class *Set* {

private:

    unsigned short set;

    std::*string* name;

public:

    void set\_the\_name(std::*string* name);

    void print\_set() *const*;

    void association(*const* *Set&* additional);

    void intersection(*const* *Set&* additional);

    void fill\_random();

    void timer();

};

Mword.cpp

#include "Mword.h"

#include <iostream>

#include <vector>

#include <time.h>

void Set::set\_the\_name(*const* std::string name){

    this->name = name;

}

void Set::association(*const* Set*&* additional) {

    set |= additional.set; *// Побитовое ИЛИ для объединения*

}

void Set::intersection(*const* Set*&* additional) {

    set &= additional.set; *// Побитовое И для пересечения*

}

void Set::print\_set() *const*{

    std::cout << name << ": ";

    for(int i=0; i<10; i++){

        if(set & (1 << i)){

            std::cout << i << " ";

        }

    }

    std::cout << "\n\t\t";

    for(int i=sizeof(set)\*8-1; i>=0; i--){

        if(set & (1 << i)){

            std::cout << 1;

        } else std::cout << 0;

    }

    std::cout <<std::endl;

}

void Set::fill\_random(){

    set = rand()%0x3FF;

}

void Set::timer(){

    srand(time(0)); *// To random values*

    int t1 = clock();

    for(int i=0; i<10000000; i++){

        Set wA, wB, wC, wD, wE;

        wA.fill\_random();

        wB.fill\_random();

        wC.fill\_random();

        wD.fill\_random();

        wE = wA;

        wE.association(wB);

        wC.intersection(wD);

        wE.association(wC);

    }

    int t2 = clock();

    double t = double(t2-t1) / CLOCKS\_PER\_SEC;

    std::cout << "Time: " << t << "\*10^(-7) sec";

}