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**Цель работы**

Исследование алгоритмов для работы с двоичным деревом

**Задание на работу с деревьями**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| № варианта | Вид дерева | Разметка | Способ обхода | Что надо вычислить |
| 21 | Двоичное | Прямая | Внутренний | Высоту правого поддерева для корня |

**Обоснование выбора способа представления деревьев в памяти ЭВМ**

По лабораторным работам №1 и №2 было принято решение о реализации лабораторной работе без использования класса по причине экономии времени выполнения программы, а также реализацию через структуру (списки). Для строчного задания дерева был использован класс.

**Постановка задачи**

1. Создать класс для представления узлов бинарного дерева. Каждый узел должен содержать значение и указатели на левого и правого детей.

2. Реализовать бинарное дерево с функциями:

- добавления узлов по заданному значению;

- визуализации структуры дерева в виде текстовой сетки;

- выполнения внутреннего (инфиксного) обхода дерева;

- вычисления высоты правого поддерева.

3. Визуализировать дерево в сетке размером 10x60, где каждый уровень дерева представлен на отдельной строке.

4. Выполнить внутренний обход дерева и вывести значения узлов в порядке возрастания.

5. Определить и вывести высоту правого поддерева относительно корня дерева.

**Тестовый пример**
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**Результаты прогона программы с генерацией случайного дерева**
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Оценки временной сложности каждой функции обхода дерева, использованной в программе: создание дерева, обработка, вывод.

Создание дерева имеет сложность O(N)

Обработка дерева также имеет сложность O(N)

Вывод дерева аналогично имеет сложность O(N), т.к. при выводе мы проходим по каждому из узлов.

(где N — количество узлов в дереве)

Поменяем вывод дерева на такой, где корень отображается снизу терминала
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Также добавим ввод дерева в виде строки, состоящий из единиц и нулей, где два последующих символа отображают сыновей исходного узла. Если у узла нет сыновей, то следующие введенные символы относятся к следующему свободному узлу
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![](data:image/png;base64,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)

Пример 3

**Ответы на контрольные вопросы**

*1. Чем отличаются алгоритмы для разных способов обхода деревьев?*

Алгоритмы обхода деревьев различаются порядком посещения узлов:

- Прямой (pre-order): сначала обрабатывается корневой узел, затем левое поддерево и правое поддерево. Порядок: корень → левый ребенок → правый ребенок.

- Внутренний (in-order): сначала обрабатывается левое поддерево, затем корневой узел, потом правое поддерево. Порядок: левый ребенок → корень → правый ребенок. Этот метод подходит для бинарных деревьев поиска, так как он выводит элементы в отсортированном порядке.

- Обратный (post-order): сначала обрабатываются оба поддерева (левое и правое), а потом корневой узел. Порядок: левый ребенок → правый ребенок → корень.

- Обход в ширину: посещаются все узлы на одном уровне дерева, а затем переходят к следующему уровню, начиная с корня.

Каждый из этих алгоритмов применяется в зависимости от задачи: поиск, сортировка или другие операции с деревьями.

*2. Нужно ли сочетать ввод данных для построения дерева с клавиатуры с его обходом?*

Не обязательно. Эти операции могут быть независимыми. Ввод данных можно реализовать на этапе построения дерева, а сам обход выполнять отдельно после того, как дерево построено. Однако в некоторых задачах может потребоваться ввод данных и немедленное выполнение обхода (например, если узлы добавляются динамически, и мы сразу хотим видеть изменения в дереве).

*3. Можно ли считать применённые вами алгоритмы обхода дерева эффективными?*

Да, алгоритмы, реализованные в коде (инфиксный обход и вычисление высоты дерева), считаются эффективными для большинства задач с бинарными деревьями. Время выполнения рекурсивных алгоритмов обхода — это \(O(n)\), где \(n\) — количество узлов в дереве. Каждый узел посещается один раз, что делает их достаточно производительными для стандартных бинарных деревьев.

*4. Нужно ли создавать отдельные классы для узла и для дерева в целом, или можно ограничиться одним универсальным, рассматривая любой узел как корень некоторого поддерева?*

Создание отдельных классов для узла и дерева — хороший объектно-ориентированный подход, так как он делает код более понятным и структурированным. Узел представляет базовый элемент дерева, а дерево управляет узлами и предоставляет методы для их обработки (например, добавление узлов, обходы и т.д.). Однако, если дерево имеет простую структуру, можно ограничиться одним классом, где каждый узел будет рассматриваться как корень поддерева. Это подходит для небольших программ, но в более сложных задачах отдельные классы улучшают читаемость и расширяемость кода.

**Выводы о результатах испытания алгоритмов обхода деревьев**

Программа работает корректно. Рекурсивные функции для обхода деревьев успешно применены. В ходе выполнения задания была разработана программа для построения и обхода бинарного дерева с использованием объектно-ориентированного подхода. Были реализованы основные алгоритмы работы с деревом, включая добавление узлов, внутренний (инфиксный) обход и вычисление высоты правого поддерева. Программа продемонстрировала возможность графического отображения дерева в консоли с использованием двумерной сетки.

Рассмотренные алгоритмы обладают оптимальной сложностью O(n), что делает их пригодными для применения в задачах с бинарными деревьями.

Таким образом, задание продемонстрировало важность правильного выбора алгоритмов обхода и структуры данных для решения различных задач с использованием бинарных деревьев.

**Приложение**

*Программа с вводом вручную*

#include <iostream>

#include <string>

#include <time.h>

#include <random>

#include <cmath>

#include <iomanip>

#include <queue>

struct *TreeNode* { *// structure of tree*

    int value; *// value of int data*

*TreeNode*\* left; *// left child*

*TreeNode*\* right; *// right child*

    std::*string* name;

    TreeNode(int val) : value(val), left(nullptr), right(nullptr), name("") {}

};

void fill\_levels(*TreeNode\** node, std::vector<std::vector<std::*string*>>*&* levels, int depth, int pos, int width) {

    if (node == nullptr) return;

    levels[depth][pos] = std::to\_string(node->value); *// добавляем значение узла*

*// levels[depth][pos] = node->name;*

    int offset = width / 2; *// Делим ширину пополам для следующего уровня*

    if (offset > 0) {

*// Рекурсивно добавляем дочерние узлы, сдвигая на половину оставшейся ширины*

        fill\_levels(node->left, levels, depth + 1, pos - offset, offset);

        fill\_levels(node->right, levels, depth + 1, pos + offset, offset);

    }

}

void print\_tree(*TreeNode\** root) {

    int depth = 5; *// Максимальная глубина (количество уровней)*

    int width = (1 << depth) - 1; *// Ширина для центрирования дерева*

    std::vector<std::vector<std::*string*>> levels(depth, std::vector<std::*string*>(width, "-")); *// Создаем пустую сетку*

    fill\_levels(root, levels, 0, (width - 1) / 2, (width - 1) / 2); *// Начинаем с ширины всего уровня*

*// Печатаем уровни*

    for (*const* auto& level : levels) {

        for (*const* auto& node : level) {

            std::cout << std::setw(3) << node;

        }

        std::cout << std::endl << std::endl;

    }

}

*TreeNode\** insert(*TreeNode\** root, int value) {

    if (root == nullptr) {

        return new *TreeNode*(value);

    }

    if (value < root->value) {

        root->left = insert(root->left, value);

    } else if (value > root->value) {

        root->right = insert(root->right, value);

    }

    return root;

}

*TreeNode\** create\_tree(*TreeNode\** root, int node\_count){

    int root\_value, value;

    std::cout << "Enter the root: ";

    std::cin >> root\_value;

    root = new *TreeNode*(root\_value);

    for(int i=0;i<node\_count;i++){

        std::cout << "Enter the node number " << i+1 << ": ";

        std::cin >> value;

        root = insert(root, value);

    }

    return root;

}

*// Функция для поуровневого присвоения имен узлам*

void assign\_names\_by\_level(*TreeNode\** root) {

    if (root == nullptr) return;

    std::queue<*TreeNode*\*> q;

    q.push(root);

    char current\_name = 'A';

*// Обходим дерево по уровням*

    while (!q.empty()) {

*TreeNode*\* node = q.front();

        q.pop();

        node->name = std::*string*(1, current\_name++); *// присваиваем текущий символ и инкрементируем*

        if (node->left) q.push(node->left);

        if (node->right) q.push(node->right);

    }

}

*// Рекурсивная функция для вычисления высоты дерева*

int calculate\_height(*TreeNode\** node) {

    if (node == nullptr) return 0;

    int left\_height = calculate\_height(node->left);

    int right\_height = calculate\_height(node->right);

    return 1 + std::max(left\_height, right\_height);

}

*// Функция для вычисления высоты правого поддерева корня*

int height\_of\_right\_subtree(*TreeNode\** root) {

    if (root == nullptr || root->right == nullptr) return 0;

    return calculate\_height(root->right);

}

int main(){

    int node\_count;

    srand(time(0));

    std::cout << "Enter the count of nodes: ";

    std::cin >> node\_count;

*TreeNode*\* root = nullptr;

    root = create\_tree(root ,node\_count);

    assign\_names\_by\_level(root);

    print\_tree(root);

    int height\_of\_r\_subtree = height\_of\_right\_subtree(root);

    std::cout << "Height of right subtree: " << height\_of\_r\_subtree << "\n" << std::endl;

    return 0;

}

*Программа с генерацией случайного дерева*

#include <iostream>

#include <string>

#include <time.h>

#include <random>

#include <cmath>

#include <iomanip>

#include <queue>

struct *TreeNode* { *// structure of tree*

    int value; *// value of int data*

*TreeNode*\* left; *// left child*

*TreeNode*\* right; *// right child*

    std::*string* name;

    TreeNode(int val) : value(val), left(nullptr), right(nullptr), name("") {}

};

void fill\_levels(*TreeNode\** node, std::vector<std::vector<std::*string*>>*&* levels, int depth, int pos, int width) {

    if (node == nullptr) return;

*// levels[depth][pos] = std::to\_string(node->value); // добавляем значение узла*

    levels[depth][pos] = node->name;

    int offset = width / 2; *// Делим ширину пополам для следующего уровня*

    if (offset > 0) {

*// Рекурсивно добавляем дочерние узлы, сдвигая на половину оставшейся ширины*

        fill\_levels(node->left, levels, depth + 1, pos - offset, offset);

        fill\_levels(node->right, levels, depth + 1, pos + offset, offset);

    }

}

void print\_tree(*TreeNode\** root) {

    int depth = 5; *// Максимальная глубина (количество уровней)*

    int width = (1 << depth) - 1; *// Ширина для центрирования дерева*

    std::vector<std::vector<std::*string*>> levels(depth, std::vector<std::*string*>(width, "-")); *// Создаем пустую сетку*

    fill\_levels(root, levels, 0, (width - 1) / 2, (width - 1) / 2); *// Начинаем с ширины всего уровня*

*// Печатаем уровни*

    for (*const* auto& level : levels) {

        for (*const* auto& node : level) {

            std::cout << std::setw(3) << node;

        }

        std::cout << std::endl << std::endl;

    }

}

*TreeNode\** insert(*TreeNode\** root, int value) {

    if (root == nullptr) {

        return new *TreeNode*(value);

    }

    if (value < root->value) {

        root->left = insert(root->left, value);

    } else if (value > root->value) {

        root->right = insert(root->right, value);

    }

    return root;

}

*TreeNode\** create\_tree(*TreeNode\** root, int node\_count){

    int root\_value;

    root\_value = rand()%100;

    root = new *TreeNode*(root\_value);

    for(int i=0; i<node\_count;i++){

        int value = rand()%100;

        root = insert(root, value);

    }

    return root;

}

*// Функция для поуровневого присвоения имен узлам*

void assign\_names\_by\_level(*TreeNode\** root) {

    if (root == nullptr) return;

    std::queue<*TreeNode*\*> q;

    q.push(root);

    char current\_name = 'A';

*// Обходим дерево по уровням*

    while (!q.empty()) {

*TreeNode*\* node = q.front();

        q.pop();

        node->name = std::*string*(1, current\_name++); *// присваиваем текущий символ и инкрементируем*

        if (node->left) q.push(node->left);

        if (node->right) q.push(node->right);

    }

}

*// Рекурсивная функция для вычисления высоты дерева*

int calculate\_height(*TreeNode\** node) {

    if (node == nullptr) return 0;

    int left\_height = calculate\_height(node->left);

    int right\_height = calculate\_height(node->right);

    return 1 + std::max(left\_height, right\_height);

}

*// Функция для вычисления высоты правого поддерева корня*

int height\_of\_right\_subtree(*TreeNode\** root) {

    if (root == nullptr || root->right == nullptr) return 0;

    return calculate\_height(root->right);

}

int main(){

    srand(time(0));

    int node\_count = 5 + rand() % 10;

*TreeNode*\* root = nullptr;

    root = create\_tree(root ,node\_count);

    assign\_names\_by\_level(root);

    print\_tree(root);

    int height\_of\_r\_subtree = height\_of\_right\_subtree(root);

    std::cout << "Height of right subtree: " << height\_of\_r\_subtree << "\n" << std::endl;

    return 0;

}

*Программа вывода дерева по вводу дерева в виде строки*

#include <iostream>

#include <cstring>

#include <cstdlib>

#include <ctime>

#include <limits>

#include <vector>

#include <iomanip>

using namespace std;

*const* int scale = 256;

class *Node* {

    public:

    char d; *// тег узла*

*Node* \*lft; *// левый сын*

*Node* \*rgt; *// правый сын*

    Node() : lft(nullptr), rgt(nullptr) {} *// конструктор узла*

    ~Node() {

        if (lft) delete lft; *// деструктор (уничтожает поддерево)*

        if (rgt) delete rgt;

    }

*friend* class *Tree*; *// дружественный класс «дерево»*

};

class *Tree* {

*Node* \*root; *// указатель на корень дерева*

    char num, maxnum; *// счётчик тегов и максимальный тег*

    int maxrow; *// максимальная глубина*

*Node\** MakeNode(*const* *string&* input, *size\_t&* index, int depth);

    void printTree(*Node\** node, *string* indent, bool isLast, char nodeType); *// красивый вывод поддерева*

public:

    Tree(char num, char maxnum, int maxrow);

    ~Tree();

    void fill\_levels(*Node\** node, vector<vector<*string*>>*&* levels, int depth, int pos, int width);

    void MakeTree(*const* *string&* input);

    bool exist() { return root != nullptr; } *// проверка «дерево не пусто»*

*Node\** getRoot() { return root; } *// геттер для корня*

    void OutTree(); *// выдача на экран*

};

*Tree*::Tree(char nm, char mnm, int mxr) :

      num(nm), maxnum(mnm), maxrow(mxr), root(nullptr) {}

*Tree*::~Tree() {

    delete root;

}

bool promptUser(int depth, *const* char*\** position, char currentSymbol) {

    char response;

    while (true) {

        cout << "Current symbol to add: " << currentSymbol << endl;

        cout << "Do you want to fill this " << position << " node (level " << depth << ")? (1 - yes / 0 - no): ";

        cin >> response;

        if (cin.fail() || (response != '1' && response != '0')) {

            cin.clear();

            cin.ignore(numeric\_limits<*streamsize*>::max(), '\n');

            cout << "Invalid input. Please enter 1 (yes) or 0 (no)." << endl;

        } else {

            break;

        }

    }

    return response == '1';

}

*Node\** *Tree*::MakeNode(*const* *string&* input, *size\_t&* index, int depth) {

    if (index >= input.length() || input[index] == '0') return nullptr; *// Проверка на максимальную глубину*

*Node*\* v = nullptr;

    if (num <= maxnum) {

        v = new *Node*;

        v->d = num++;

        index++;

        if (index < input.length() && input[index] != '0') {

            v->lft = MakeNode(input, index, depth + 1);

        }

        if (index < input.length() && input[index] == '0') {

            index++; *// Пропускаем '0' и возвращаемся на уровень выше*

        }

        if (index < input.length() && input[index] != '0') {

            v->rgt = MakeNode(input, index, depth + 1);

        }

    }

    return v;

}

void *Tree*::MakeTree(*const* *string&* input) {

*size\_t* index = 0;

    root = MakeNode(input, index, 0);

}

void *Tree*::fill\_levels(*Node\** node, vector<vector<*string*>>*&* levels, int depth, int pos, int width){

    if(node == nullptr) return;

    levels[depth][pos] = *string*(1, node->d);

    int offset = width/2;

    if(offset>0){

        fill\_levels(node->lft, levels, depth+1, pos-offset, offset);

        fill\_levels(node->rgt, levels, depth+1, pos+offset, offset);

    }

}

void *Tree*::OutTree() {

    int depth = maxrow;

    int width = (1<<depth)-1;

    vector<vector<*string*>> levels(depth, vector<*string*>(width, "-"));

    fill\_levels(root, levels, 0, (width-1)/2, (width-1)/2);

    for(int i =depth-1; i>=0; i--){

        for(int j=0;j<width;j++){

            cout << setw(1) << levels[i][j];

        }

        cout << endl << endl;

    }

}

template <class *Item*> class QUEUE {

*Item* \* Q; int h, t, N;

public:

    QUEUE(int maxQ) : h(0), t(0), N(maxQ), Q(new *Item*[maxQ + 1]) { }

    int empty() *const* { return (h % N) == t; }

    void push(*Item* item) { Q[t++] = item; t %= N; }

*Item* pop() { h %= N; return Q[h++]; }

};

// vechnaya pamyat steny li

int main(){

*// cout << "Enter tree manually:";*

*string* input\_string;

*Tree* Tr('A', 'Z', 7);

    srand(time(nullptr));

    cout << "Enter the string: ";

    cin >> input\_string;

    cout << "\n";

    Tr.MakeTree(input\_string);

    if (Tr.exist()) {

*// output*

        Tr.OutTree();

    } else cout << "Tree doesn't exist";

    return 0;

}