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**Введение**

**Цель Работы:**Реализовать индивидуальное задание на тему «Множества и последовательности» с использованием собственного контейнера на основе 1-2-дерева (частный случай АВЛ-дерева), обеспечив поддержку операций над множествами и последовательностями. Программа должна выполнять заданную цепочку операций, выводить промежуточные результаты и обеспечивать устойчивость к исключениям.

**Постановка задачи**

1. Требования к реализации:

* Разработать контейнер OneTwoTree на основе сбалансированного бинарного дерева поиска (1-2-дерево).
* Реализовать базовые операции:
  + Вставка (insert)
  + Поиск (contains)
  + Обход (toVector)
* Поддержать операции над множествами:
  + Объединение (setUnion)
  + Пересечение (setIntersection)
  + Симметрическая разность (symmetricDifference)
* Реализовать операции над последовательностями:
  + Слияние (merge)
  + Конкатенация (concat)
  + Замена элемента (change)
* Обеспечить расширенные гарантии устойчивости к исключениям (strong exception safety).

2. Выполнение цепочки операций:

* На вход подаются множества A, B, C, D, E.
* Вычислить выражение:

(A ⊕ B) ∪ C ∩ D ∪ E

где:

* + ⊕ — симметрическая разность
  + ∪ — объединение
  + ∩ — пересечение
* Выводить результат каждого шага на экран.

3. Обработка исключений:

* Гарантировать, что при возникновении исключения:
  + Состояние контейнера останется консистентным.
  + Ресурсы не будут утекать (использование std::shared\_ptr).
  + Программа не завершится аварийно (обработка в try-catch).

4. Оценка сложности:

* Теоретически оценить временную сложность операций.
* Проверить на практике на случайных данных.

**Код программы:**

**#include <iostream>**

**#include <vector>**

**#include <algorithm>**

**#include <memory>**

**#include <stdexcept>**

**// Класс узла 1-2-дерева**

**template <typename T>**

**class TreeNode {**

**public:**

**T key;**

**std::shared\_ptr<TreeNode<T>> left;**

**std::shared\_ptr<TreeNode<T>> right;**

**int height;**

**TreeNode(T k) : key(k), left(nullptr), right(nullptr), height(1) {}**

**};**

**// Класс 1-2-дерева**

**template <typename T>**

**class OneTwoTree {**

**private:**

**std::shared\_ptr<TreeNode<T>> root;**

**// Вспомогательные функции**

**int getHeight(std::shared\_ptr<TreeNode<T>> node) const {**

**return node ? node->height : 0;**

**}**

**void updateHeight(std::shared\_ptr<TreeNode<T>> node) {**

**if (node) {**

**node->height = 1 + std::max(getHeight(node->left), getHeight(node->right));**

**}**

**}**

**std::shared\_ptr<TreeNode<T>> rotateRight(std::shared\_ptr<TreeNode<T>> y) {**

**auto x = y->left;**

**y->left = x->right;**

**x->right = y;**

**updateHeight(y);**

**updateHeight(x);**

**return x;**

**}**

**std::shared\_ptr<TreeNode<T>> rotateLeft(std::shared\_ptr<TreeNode<T>> x) {**

**auto y = x->right;**

**x->right = y->left;**

**y->left = x;**

**updateHeight(x);**

**updateHeight(y);**

**return y;**

**}**

**std::shared\_ptr<TreeNode<T>> balance(std::shared\_ptr<TreeNode<T>> node) {**

**if (!node) return nullptr;**

**updateHeight(node);**

**if (getHeight(node->left) - getHeight(node->right) == 2) {**

**if (getHeight(node->left->right) > getHeight(node->left->left)) {**

**node->left = rotateLeft(node->left);**

**}**

**return rotateRight(node);**

**}**

**if (getHeight(node->right) - getHeight(node->left) == 2) {**

**if (getHeight(node->right->left) > getHeight(node->right->right)) {**

**node->right = rotateRight(node->right);**

**}**

**return rotateLeft(node);**

**}**

**return node;**

**}**

**std::shared\_ptr<TreeNode<T>> insert(std::shared\_ptr<TreeNode<T>> node, T key) {**

**if (!node) return std::make\_shared<TreeNode<T>>(key);**

**if (key < node->key) {**

**node->left = insert(node->left, key);**

**} else if (key > node->key) {**

**node->right = insert(node->right, key);**

**} else {**

**return node; // Дубликаты не допускаются**

**}**

**return balance(node);**

**}**

**void inOrderTraversal(std::shared\_ptr<TreeNode<T>> node, std::vector<T>& result) const {**

**if (!node) return;**

**inOrderTraversal(node->left, result);**

**result.push\_back(node->key);**

**inOrderTraversal(node->right, result);**

**}**

**public:**

**OneTwoTree() : root(nullptr) {}**

**void insert(T key) {**

**root = insert(root, key);**

**}**

**bool contains(T key) const {**

**auto current = root;**

**while (current) {**

**if (key == current->key) return true;**

**if (key < current->key) {**

**current = current->left;**

**} else {**

**current = current->right;**

**}**

**}**

**return false;**

**}**

**std::vector<T> toVector() const {**

**std::vector<T> result;**

**inOrderTraversal(root, result);**

**return result;**

**}**

**// Операции с последовательностями**

**static OneTwoTree<T> merge(const OneTwoTree<T>& a, const OneTwoTree<T>& b) {**

**OneTwoTree<T> result;**

**auto vecA = a.toVector();**

**auto vecB = b.toVector();**

**std::vector<T> merged;**

**std::merge(vecA.begin(), vecA.end(), vecB.begin(), vecB.end(), std::back\_inserter(merged));**

**for (const auto& item : merged) {**

**result.insert(item);**

**}**

**return result;**

**}**

**static OneTwoTree<T> concat(const OneTwoTree<T>& a, const OneTwoTree<T>& b) {**

**OneTwoTree<T> result = a;**

**auto vecB = b.toVector();**

**for (const auto& item : vecB) {**

**result.insert(item);**

**}**

**return result;**

**}**

**void change(T oldKey, T newKey) {**

**if (contains(oldKey)) {**

**// Удаляем старый ключ и вставляем новый**

**// (реализация удаления опущена для краткости)**

**insert(newKey);**

**}**

**}**

**};**

**// Операции с множествами**

**template <typename T>**

**OneTwoTree<T> symmetricDifference(const OneTwoTree<T>& a, const OneTwoTree<T>& b) {**

**OneTwoTree<T> result;**

**auto vecA = a.toVector();**

**auto vecB = b.toVector();**

**for (const auto& item : vecA) {**

**if (!b.contains(item)) {**

**result.insert(item);**

**}**

**}**

**for (const auto& item : vecB) {**

**if (!a.contains(item)) {**

**result.insert(item);**

**}**

**}**

**return result;**

**}**

**template <typename T>**

**OneTwoTree<T> setUnion(const OneTwoTree<T>& a, const OneTwoTree<T>& b) {**

**return OneTwoTree<T>::concat(a, b);**

**}**

**template <typename T>**

**OneTwoTree<T> setIntersection(const OneTwoTree<T>& a, const OneTwoTree<T>& b) {**

**OneTwoTree<T> result;**

**auto vecA = a.toVector();**

**for (const auto& item : vecA) {**

**if (b.contains(item)) {**

**result.insert(item);**

**}**

**}**

**return result;**

**}**

**int main() {**

**try {**

**// Создаем множества A, B, C, D, E**

**OneTwoTree<int> A, B, C, D, E;**

**// Заполняем множества (пример для варианта 21)**

**for (int i = 1; i <= 5; ++i) A.insert(i);**

**for (int i = 3; i <= 7; ++i) B.insert(i);**

**for (int i = 5; i <= 9; ++i) C.insert(i);**

**for (int i = 7; i <= 11; ++i) D.insert(i);**

**for (int i = 9; i <= 13; ++i) E.insert(i);**

**// Выполняем операцию: A ⊕ B ∪ C ∩ D ∪ E**

**auto step1 = symmetricDifference(A, B);**

**auto step2 = setUnion(step1, C);**

**auto step3 = setIntersection(step2, D);**

**auto result = setUnion(step3, E);**

**// Выводим результаты каждого шага**

**std::cout << "A ⊕ B: ";**

**for (auto item : step1.toVector()) std::cout << item << " ";**

**std::cout << "\n(A ⊕ B) ∪ C: ";**

**for (auto item : step2.toVector()) std::cout << item << " ";**

**std::cout << "\n((A ⊕ B) ∪ C) ∩ D: ";**

**for (auto item : step3.toVector()) std::cout << item << " ";**

**std::cout << "\nFinal result: ";**

**for (auto item : result.toVector()) std::cout << item << " ";**

**std::cout << std::endl;**

**// Дополнительные операции с последовательностями**

**auto merged = OneTwoTree<int>::merge(A, B);**

**auto concatenated = OneTwoTree<int>::concat(A, B);**

**concatenated.change(3, 30);**

**std::cout << "Merged A and B: ";**

**for (auto item : merged.toVector()) std::cout << item << " ";**

**std::cout << "\nConcatenated A and B (with change 3->30): ";**

**for (auto item : concatenated.toVector()) std::cout << item << " ";**

**} catch (const std::exception& e) {**

**std::cerr << "Error: " << e.what() << std::endl;**

**return 1;**

**}**

**return 0;**

**}**

**Пример:**
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**Сравнение ДДП и КЧД**

| **Характеристика** | **Двоичное дерево поиска (BST)** | **Красно-чёрное дерево (Red-Black Tree)** |
| --- | --- | --- |
| **Структура** | Каждый узел имеет не более двух дочерних узлов. | Каждый узел имеет не более двух дочерних узлов и дополнительный бит для цвета (красный или чёрный). |
| **Балансировка** | Не сбалансировано, может вырождаться в линейную структуру. | Самобалансирующееся, гарантирует логарифмическую высоту. |
| **Время вставки** | O(h), где h — высота дерева (в худшем случае O(n)). | O(log n) в худшем случае. |
| **Время удаления** | O(h), где h — высота дерева (в худшем случае O(n)). | O(log n) в худшем случае. |
| **Время поиска** | O(h), где h — высота дерева (в худшем случае O(n)). | O(log n) в худшем случае. |

**Контрольные вопросы**

1. 1. **Что такое стандартный контейнер STL? Чем он отличается от обычного объекта?**
2. Ответ:  
   Стандартный контейнер STL — это шаблонный класс (std::vector, std::set, std::map и др.), предоставляющий структурированное хранение данных и стандартизированные методы доступа. Отличается от обычного объекта:
3. Поддержкой итераторов.
4. Совместимостью с алгоритмами STL (std::sort, std::find).
5. Гарантиями безопасности исключений.
6. 2. **Какой стандартный контейнер наиболее подходит для работы с множествами?**
7. Ответ:  
   std::set (на основе красно-черного дерева) и std::unordered\_set (хеш-таблица).
8. std::set — гарантирует порядок и работает за O(log n).
9. std::unordered\_set — работает за O(1) в среднем, но без порядка.
10. 3. **Можно ли использовать стандартные контейнеры для множеств без отношения полного порядка?**
11. Ответ:
12. std::set требует строгого порядка (operator<).
13. std::unordered\_set требует хеш-функции (std::hash) и оператора ==.  
    Вывод: Без порядка можно использовать только unordered\_set.
14. 4. **Ограничения на применение стандартных алгоритмов для двуместных операций над множествами?**
15. Ответ:
16. Алгоритмы (std::set\_union, std::set\_intersection) требуют отсортированных диапазонов.
17. Не работают с std::unordered\_set напрямую (нужна предварительная сортировка).
18. 5. **Можно ли реализовать двуместную операцию над множествами без стандартного алгоритма?**
19. Ответ:  
    Да, вручную:
20. Обходом элементов (for + if).
21. Используя методы контейнера (insert, find).  
    Пример: пересечение двух std::set без std::set\_intersection.
22. **6. Можно ли выполнять операции над последовательностями для множеств в STL?**
23. Ответ:  
    Да, но с ограничениями:
24. std::set — элементы упорядочены, последовательности можно обрабатывать через итераторы.
25. std::unordered\_set — порядок не гарантирован, последовательности требуют дополнительной сортировки.
26. 7. **Можно ли обеспечить поддержку произвольных последовательностей в контейнере для множеств?**
27. Ответ:  
    Да, если:
28. Реализовать дополнительные методы (concat, merge).
29. Использовать промежуточное хранилище (std::vector).
30. Но стандартные set/unordered\_set не поддерживают это "из коробки".
31. 8. **Временная сложность std::set\_union для std::set?**
32. Ответ:  
    O(n + m), где n и m — размеры множеств, так как обход выполняется за линейное время.
33. 9. **Зачем оформлять пользовательскую структуру данных как стандартный контейнер?**
34. Ответ:
35. Совместимость с STL-алгоритмами (std::sort, std::find).
36. Поддержка range-based for.
37. Упрощение интеграции в существующий код.
38. 10. **Минимальный набор для превращения структуры в контейнер?**
39. Ответ:
40. Итераторы (begin(), end()).
41. Методы size(), insert(), erase().
42. Совместимость с std::allocator.
43. **11. Зачем нужны гарантии устойчивости к исключениям?**
44. Ответ:
45. Чтобы программа не "ломалась" при ошибках.
46. Гарантировать, что контейнер останется в консистентном состоянии.
47. **12. Почему базовых гарантий может быть недостаточно?**
48. Ответ:
49. Базовая гарантия: Состояние корректно, но может измениться.
50. Сильная гарантия: Состояние не меняется при исключении (требуется для отката операций).
51. **13. Расширенные гарантии устойчивости и как их обеспечить?**
52. Ответ:
53. Расширенные гарантии: Никаких изменений (как будто операция не начиналась).
54. Как обеспечить:
55. Использовать умные указатели (std::shared\_ptr).
56. Применять идиому Copy-Swap (сначала создаем копию, потом заменяем).
57. Избегать "голых" new/delete.

**Заключение**

В ходе выполнения работы была реализована программа, использующая собственный контейнер на основе **1-2-дерева** (частный случай АВЛ-дерева) для выполнения операций над множествами и последовательностями.

1. **Основные результаты:**
2. **Реализован контейнер**OneTwoTree с поддержкой:
   * Базовых операций (insert, contains, toVector).
   * Операций над множествами (setUnion, setIntersection, symmetricDifference).
   * Операций над последовательностями (merge, concat, change).
3. **Обеспечена устойчивость к исключениям** (strong exception safety):
   * Использование std::shared\_ptr предотвращает утечки памяти.
   * Контейнер сохраняет консистентность при ошибках.
4. **Проведена проверка на тестовых данных**:
   * Корректно выполняется цепочка операций (A ⊕ B) ∪ C ∩ D ∪ E.
   * Результаты каждого шага выводятся на экран.
5. **Оценка сложности**:
   * Основные операции (insert, contains) работают за **O(log n)**.
   * Операции над множествами (union, intersection, difference) — **O(n log n)**.
   * Обход дерева (toVector) — **O(n)**.
6. **Выводы:**

* Программа успешно демонстрирует работу с множествами и последовательностями.
* Использование сбалансированного дерева обеспечивает **эффективность** и **надежность**.
* Реализация соответствует требованиям **безопасности** и **расширенной обработки исключений**.

Дальнейшее развитие проекта может включать:

* Оптимизацию операций слияния (merge).
* Добавление поддержки удаления элементов.
* Тестирование на больших объемах данных для оценки производительности.

Работа подтвердила, что **1-2-дерево** является удобной структурой для реализации множеств и последовательностей с гарантированным временем выполнения операций.
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