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**Цель работы**

Знакомство и использование Jtest для модульного тестирования web-приложений

**Выполнение лабораторной работы**

Установим jtest и сделаем тесты нашего web-приложения

login.test.js – проверяющий авторизацию пользователя

const request = require('supertest');

const app = require('../server');

describe('POST /login', () => {

  test('успешный логин -> 200, текст и 2 cookie (user, pwd)', async () => {

    const res = await request(app)

      .post('/login')

      .send({ user: '12345', password: 'passw0rd' });

    expect(res.statusCode).toBe(200);

    expect(res.text.trim()).toBe('Login successfull...');

    const setCookie = res.headers['set-cookie'] || [];

*// Должны быть оба куки*

    const hasUser = setCookie.some(*c* => /^user=12345;/.test(c));

    const hasPwd  = setCookie.some(*c* => /^pwd=passw0rd;/.test(c));

    expect(hasUser).toBe(true);

    expect(hasPwd).toBe(true);

  });

  test('неверный пароль -> 401 и "ERROR"', async () => {

    const res = await request(app)

      .post('/login')

      .send({ user: '12345', password: 'wrong' });

    expect(res.statusCode).toBe(401);

    expect(res.text.trim()).toBe('ERROR');

*// Куки ставиться не должны*

    const setCookie = res.headers['set-cookie'] || [];

    expect(setCookie.length).toBe(0);

  });

});

movies.test.js – проверяющий работу с выводом и добавлением фильмов

*// \_\_tests\_\_/movies.test.js*

const fs = require('fs');

const path = require('path');

describe('Movies API', () => {

  const **realRead** = fs.readFileSync;

  const **realWrite** = fs.writeFileSync;

*// Фикстуры фильмов*

  const dataRU = [

    { id: 1, title: 'Фильм', year: 2001, genres: ['Драма'] },

    { id: 3, title: 'Кино',  year: 2005, genres: ['Комедия'] }

  ];

  const dataEN = [

    { id: 2, title: 'Movie',  year: 2002, genres: ['Drama'] },

    { id: 5, title: 'Cinema', year: 2008, genres: ['Comedy'] }

  ];

  beforeAll(() => {

*// Мокаем readFileSync: отдаём JSON по имени файла*

    jest.spyOn(fs, 'readFileSync').mockImplementation((*fname*, *enc*) => {

      const f = String(*fname*);

      if (f.endsWith('movies.ru.json'))  return JSON.stringify(dataRU);

      if (f.endsWith('movies.en.json'))  return JSON.stringify(dataEN);

      return realRead(*fname*, *enc*);

    });

*// Мокаем writeFileSync, чтобы не писать на диск*

    jest.spyOn(fs, 'writeFileSync').mockImplementation(() => {});

  });

  afterAll(() => {

    fs.readFileSync.mockRestore();

    fs.writeFileSync.mockRestore();

  });

*// Импортим app только после установки шпионов,*

*// чтобы server.js взял замоканный fs*

  const app = require('../server');

  test('GET /api/movies/all (en по умолчанию) -> lang cookie + JSON', async () => {

    const request = require('supertest');

    const res = await request(app).get('/api/movies/all');

    expect(res.statusCode).toBe(200);

    expect(res.body.meta.lang).toBe('en');

    expect(res.body.items.length).toBe(dataEN.length);

    const setCookie = res.headers['set-cookie'] || [];

    const hasLang = setCookie.some(*c* => /^lang=en;/.test(*c*));

    expect(hasLang).toBe(true);

  });

  test('GET /api/movies/all?lang=ru -> ru данные и lang=ru cookie', async () => {

    const request = require('supertest');

    const res = await request(app).get('/api/movies/all?lang=ru');

    expect(res.statusCode).toBe(200);

    expect(res.body.meta.lang).toBe('ru');

    expect(res.body.items.length).toBe(dataRU.length);

    const setCookie = res.headers['set-cookie'] || [];

    const hasLang = setCookie.some(*c* => /^lang=ru;/.test(c));

    expect(hasLang).toBe(true);

  });

  test('GET /api/movies?title=cin -> фильтр по title (en)', async () => {

    const request = require('supertest');

    const res = await request(app).get('/api/movies').query({ title: 'cin' });

    expect(res.statusCode).toBe(200);

    expect(res.body.meta.mode).toBe('title');

*// В наших EN фикстурах 'Cinema' матчится*

    expect(res.body.items.map(*x* => x.title)).toEqual(['Cinema']);

  });

  test('GET /api/movies без title и без ids -> 400', async () => {

    const request = require('supertest');

    const res = await request(app).get('/api/movies');

    expect(res.statusCode).toBe(400);

    expect(res.body.error).toMatch(/title/i);

  });

  test('GET /api/movies?ids=1,5,999 -> выборка по id (из en по умолчанию)', async () => {

    const request = require('supertest');

    const res = await request(app).get('/api/movies').query({ ids: '1,5,999' });

    expect(res.statusCode).toBe(200);

    expect(res.body.meta.mode).toBe('ids');

*// Т.к. язык по умолчанию en, id=5 присутствует, id=1 (есть в ru) — не попадёт*

    expect(res.body.items.map(*x* => x.id)).toEqual([5]);

  });

  test('POST /api/movies -> создаёт запись в ru+en, id = max(ru,en)+1', async () => {

    const request = require('supertest');

    const body = {

      title\_ru: 'Новый',

      title\_en: 'New',

      year: 2020,

      genres: 'drama,comedy',

      director: 'John D.',

      rating: 7.5

    };

    const res = await request(app).post('/api/movies').send(body);

    expect(res.statusCode).toBe(201);

*// max id среди фикстур = 5 => ожидаем 6*

    expect(res.body.item\_ru.id).toBe(6);

    expect(res.body.item\_en.id).toBe(6);

    expect(fs.writeFileSync).toHaveBeenCalledTimes(2);

    const calls = fs.writeFileSync.mock.calls.map(*c* => path.basename(c[0]));

    expect(calls.sort()).toEqual(['movies.en.json', 'movies.ru.json'].sort());

  });

});

prefs.test.js – проверяющий установку и корректное сохранение Cookie-файлов

*// \_\_tests\_\_/prefs.test.js*

const request = require('supertest');

const app = require('../server');

describe('Prefs (cookies)', () => {

  test('POST /api/prefs без username -> 400', async () => {

    const res = await request(app).post('/api/prefs').send({ color: '#ff00ff' });

    expect(res.statusCode).toBe(400);

    expect(res.body.error).toMatch(/username/i);

  });

  test('POST /api/prefs с persistDays -> Set-Cookie c Max-Age', async () => {

    const res = await request(app)

      .post('/api/prefs')

      .set('X-Forwarded-Proto', 'https') *// чтобы secure=true*

      .send({ username: 'Rafael', color: '00ffaa', persistDays: 7 });

    expect(res.statusCode).toBe(200);

    expect(res.body.ok).toBe(true);

    const raw = res.headers['set-cookie'];

    const setCookie = Array.isArray(raw) ? raw : (raw ? [raw] : []);

*// username, page.color, lang*

    expect(setCookie.length).toBeGreaterThanOrEqual(3);

    const hasUser = setCookie.some(*c* => /username=Rafael/.test(decodeURIComponent(*c*)) && /Max-Age=/.test(*c*));

    const hasColor = setCookie.some(*c* => /page\.color=%2300ffaa/.test(*c*) && /Max-Age=/.test(*c*));

    const hasLang = setCookie.some(*c* => /lang=/.test(*c*) && /Max-Age=/.test(*c*));

    expect(hasUser && hasColor && hasLang).toBe(true);

  });

  test('GET /api/prefs возвращает значения из кук', async () => {

    const agent = request.agent(app);

*// сначала установим куки*

    const res1 = await agent

      .post('/api/prefs')

      .send({ username: 'UserX', color: '#123456' });

    expect(res1.statusCode).toBe(200);

*// теперь читаем их тем же агентом (cookie-jar)*

    const res2 = await agent.get('/api/prefs');

    expect(res2.statusCode).toBe(200);

    expect(res2.body.prefs).toEqual(

      expect.objectContaining({ username: 'UserX', color: '#123456' })

    );

  });

});

session.test.js – проверяющий корректную информацию о сессиях

*// \_\_tests\_\_/session.test.js*

const request = require('supertest');

const app = require('../server');

describe('Session counters', () => {

  test('GET /api/session инкрементирует visits в рамках одной сессии', async () => {

    const agent = request.agent(app);

    const r1 = await agent.get('/api/session');

    expect(r1.statusCode).toBe(200);

    const v1 = r1.body.session.visits;

    const r2 = await agent.get('/api/session');

    expect(r2.statusCode).toBe(200);

    const v2 = r2.body.session.visits;

    expect(typeof v1).toBe('number');

    expect(v2).toBe(v1 + 1);

*// lastVisit должен обновляться*

    expect(r2.body.session.lastVisit).toBeTruthy();

  });

});

**Пример работоспособности программы**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWsAAAEaCAYAAADXOHYcAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAADm1SURBVHhe7Z1tqCTXeef/ykgay1FpkPoqu7rWTGpWoJZ3XEbKjpHdi7HupqQGC1doa0Q+XAc0S2NWIbRpQwV/URD2F7EN7qi/GEKTEcR3YYmshgoStNXJdTDcrIl2NVBWrBZMpqIx18QzbTEqxcpYkr0f6v3Ua7/ernv/P2i4t06dt3r516nnnHqemzY2Nn6Do4Tex6hmo9dowxDTysJh6MOsrLrvq67vyLCN/g91VHYfROPPpkk7utx05MSaELIGZAlyVtrR5bfEDYSQVaCjPxphlPbr62IGcsThyJoQQkoAR9aEEFICKNaEEFICKNaEEFICDr1Y6/0RBl1N3FwQdxJo0MWsJRRDQ3cwQtqc0nx9KDeL7/vsx1rrDmaYAMyubxlk9YGUl1yxvumue3DLH/wJjv/xn+P4H/85bvmDP8FNd90j7hYiYZY7cqXG0wtfyHo/lG+AItdjxzABeStVbCM3YMEykXZD6H2MRn1EupO0bUry+lB29H769bDqvmfVZ7QbUFUVPdMWk5aEI/RF7qPwtZjVh6PONwcX8cP+trh5LpZRZhKZYn3TfzyNW778NfzWqQeAYzcDx27Gb516wNn2H35X3D2CNVShqipUtQezUncvNA3dQR0Vs+emOb9mR8wdR+sOMKpXYPa8fBcArcCI19iFBQVaglrq/RFaygRDvy1imR00VRXqQX8QkdGHw0CnGVwLas9EpR56aK6676uuLwO934IyGbrHZghLrruiLN5HQ0yUVvCQW3Uf9P4UbxpkVlLF+qZjx3Ds934fN912u5iEm267Hb/1Xx7FTceOiUkJGGjvWYBcBbQtyJINa3da6dOhKRKsYQNtP6uBdjMsou5II3bROPXLNUHYtS5qsg2z10TwrAjKTHvl9bbXZUBSWon7JNFJeB3WuoOM0VJ4NJ7SB4/IG0d4lCW8xfjmnOy2eG8N4WMQ7CuM9iLtzBoJFsTYxyS6IbHviW82kX7ltWXGY52KUF/MdJZWXwre9Wl4V2cHhmlDkrcAXYMiWdjzbwYnTa56pWb1Ia2dGrqDAbpaUjuz0gB0DGdAFutzNjvPP4adB+7B9194ApdeeAKXXvgc/mde2uOfw6Vn7sfO80/g0guPYefx+/H6C0/g0vP346lo8RG2+z/ExYsXoZ0GpLM6Ll686PwG3/T2QP+H7rbI9oS0iwN8s1CZiyVVrPGx38axu0+KW32O3X0S+Nhvi5uzMXZh2RKUVnFzAwBAr0KGhXGBEXginTEsScZWqE5tS4ZkW0h7bqS98nrbhxZgh98Qirwe5CDXa7DdN4ehJaMesQfE+wC4Qh1541DRaBvuDRYeffVgQkErJlrJSEoLLWnPPwbeja91z4dGeypUNXjYRUeCzhtVXFBz0KuQxfOS0PexbUOSqqGdouS1ZaZjnYHW1YAL3jFxjvX5ovUlUZWi16feR0uRAEly/rdtjEO7G/sToLIZiGVKH7LbKUFppbUzK81Au6FiOFHQKvIg8pHw2W8ouPrc93DfU9/D/7m+iUef9gaH0bTvXdrEE8+45tf7FNz9/e/he5ckfPbJCl59ag+XTsh49IFw2VF2mp/Hgw8+COMyYL/WwYMPPuj83E8kvznQcfaa4W7v4LUNzTdtbPf/RyjtQTz4YAN/VqDMRZMu1gtDR78uwzYN/6T2TEBpOU/oqW/mVFyTRaJodmCYgJL2Xqh1MYiNNGZFRt0ffYwwqsviDqmE3xw6Y+dtJGhxUh80dGsybPNC6I3DJTb6MtC+YMKW0wUugm2i5x5LY9eCLUnwc0ba5aGjKlsY+sffGd1JhWynodFeXYa1J5qd4n039oPxdzDKrkKSbDQ76W3xmP5YZ2O0m5G3vl0r+jDJri8D79qsA0N1CAsVV4jDZg7nHouS3Iep21nZzEwLn9tOU0XPrKA+xdzPpb/+PrbfdP5+9U0bd2y4DyMh7U//3z7gpV038b9edv5890cm/hQ/8/PMxjehnL4MwxfZHTR3L0OqbsG3RJ9WsJzxcnHSxfrf/w0fXb0ibvX56OoV4N//TdzsI9c9wXJGd85oz8EbnaqOaie8oi4eY9eCnXaDGG00VBXq0BJTZsAK2cDnKHNsQ5zGivehCkkCJvuiUrsIo69psK3dQDCNNhruCNpoN5xRlfsw8h+22iYqWQ+q8ANRfI12H+LeaM+uxR/isb6PbdiVTWjQUYWFiS84k/y2iBQ61jkI/WspgejESKgvEUlBqyVhz3uD0TZRwQQ6OmgOrdA9VsV4aAGT/chDLrEP07QTCEbySYQf4BGk2ENiIZyoiFsWw/YmNnAamm/muIiL2mk/eaf5eRiXg/RVTCYmkSrWv/noI/z6/76K37z/npiE37z/npP20Udikk8wwei9lidgtHHBtGNP6BhjGzZk+Ca5WTDa2LNk1FwRMPYnQMJr4tpQlSCJYiv0ARjDzrrrxZupKiHj1itMMCHoTGwFwio8qNTQ5Kz3QPR/4bmCMPHRnrNZ6Luxj4kkoapXUbENjFGFrm2i4h+Q5LYkUuhYZ6Gj31KAkFlMNJ9FSKpPZGzDhjCnEs7XaUaO5XizAtsWSoz1Ycp2wnngpyL0ITJhn/iGOyfXo7MZi+UyDN/M4f4+38SOm/pnDW+7gWtn9QMR7FSxBoBf/+u/4IOXnsev334T+OhD4KMP8eu333S2/eu/iLvPgIYtWYqNCGIYbexZgFwXJrP6YZNF2gRjQGccei3vGDBtCcr52cweY9uZ7Jk2b2XTzeHZIBNxzRvh0a1LpA+usEWPi78jLIRvVM9kEpRYrC1ZhB4Wxi4su4AtNhd3MjlhgiLad4fNTcDaNTC2K6hqEqTJ/pRtKXqs8/HfcLQuzqcez/T6InjzO/71mZ5P6w7Qki1cSBgUJfWhWDtd86W1KyZE0rwa9f4I9YqJXupDeD6+/+Qm3n1zX9w8NeOJHTVvAMDOLsb2aWiFJgbHmAjPr8Qyl8ASHDnp6DsGtviSPL0ffx21hoWfwnrfWYXhYMPshVeHOPXKmeVp6A5akPaCtkXLdGy1amMX3UELses4UrZTlr+PNYQ6rrq2xdAFq/eDbVoXg5bijG5t0zEnSHtQm+NYfbZgOgqI90HrDiJiG+R1j4mXEG5/als60Psj1Oyk+oU+I+eYZPbDI57HSrp2AKHvbj6Yjq9ptz/w64uX67QFKduT2phQX8o1ET0HFkyzAmXqcysSrTPIl3DtJR+w2PUyWzvjfY/0Qe9jVB1ntCGZneefwN3f/x4ec+3PTz39GJ7ZMHHft36GneefwGdPBPu++6MhHvrOe85qkMcm+NbX3sJ/fuYJPHrN2f79Fx7D1ecCG3c6jvvVs15fLhvuhKCwHc6k4eebiG0P8niklblYliDWa85hcCZ/GPowK6vu+6rrWwaF+hAfBBRLWw6ikJOjKNaEkASyBDkrbTlQrONk2qwJIcsi7nYh8itkbydHCY6sCSGkBHBkTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJYBiTQghJWCtxFrrDmaI7qyhOxih8O5rjRvxetCFJiatnMW2ZbZz66J1MfAjf/cxZW5CDgVrJdZGuwFVVdEzbTFpDhwxjwlFRABCvwWJE4ky87nV+xi1JOypKlRVhToE6pFzNMtDJeWayGXWfIDeH2HQLd7CIiyjTLK+LEes9f5UF/Iy0fstKJOhc6OrQ1hy3bnAjTYangC4v6EFYLIPQyxkZXTQVFWojfYBtsFjHdqioVurwOw10fE2dQyYkLGludfZqAp7ygdA6jWRw6z5CFkEN21sbPxG3Dg/GrqDFhSY6M1ws2vdAVrSHtSmf4sGZUruv7ZXtrNd2hsC9TpkAICFodpER+ti0JJh9Rpou43QugO0ZCuhXTr6oxrs0L6J6H2MqjbMigJFsmEOLch1BZLfHh39kdeOUDv1PkZ1OO0Kl+VuG3cHaHmds4bZfY+kC2le371/U0nPp6W1JaPvamMX3cF54MIepJZwHrwqip5br069j1F1LOzrlGG099AfbMJotIHUc5rAVNdEiBnzRY5lGP+4pvQdiKe5xzNyrYSJXTfkMLGckTUMtBsqhhMFrQXZGLWuBlzwRsE9mFBwPjSqkes12D1vhCyj3teBqgTJtrDr3Ul637nIJQlVP6eD1q1BtvayhdpDViDtqRhaEpS6hD11CEuS3QdHHRWzF2lnq68DnTEsyKiGDoa2WQGsMTo5ZoLoiK4HsxKM6LTu+VCaCrWQUGfny2pLWt8dJCithPOQQ1r/9KoMa9wJTB2uuQP7Ewy6YzQzRDKVKa6JCDPm847l0AJs/7pQfVFN6zsyzlFemeRwsiSxdug0VfTMCuqjAeZ9WzTazZCQGti1bEhScJtYw2DE0xlbgBy6hTz7dB0YqkNYqGAz0h4dmgKYRsGL3Tbh7WqbRmikrEGRLOz5DTXQvmDClqvQ0YFh2pB9tdawJRepU0dVtjD0b0QD7T0LkrwV2Gjl6mwPxFnypfXdJXYeKps5tuTk/jXawGbFhj0G9L77ABxaizNT5V4TKcyaL5Hkvi/k3JJDx1LFOkCCos15yQkTgomvgR5jG/6YUFLQ8ieomuhom6hggv3QHa91a5DDoyZnozABWfANwbYxFre5GLuWK9wAtC3IEOpMQttEBTLq4bbUfSMLjHbDGcG6aREbakYfMvMtkpyRZ3b/Jtg3HEHbaxvQNiuw7bSjOwUFrolEZs2XRmbfV3iOSClYqljr/RFaygTDuV/RdPRbChB65Ut8RfeoSpBs2xVtOzpB5aYFt7wOTZFg7Qmv1LEJyGLmhZg4VSX4jxVjF5btmEK0LRmwdguOEi3nGIZ/IRNAp+ltH2KitIKbOqcPqfkWScbDKyDeP6AKSfIEzaEqSZjsO6I9mVUhC10TCcyaL5d43wudW3LkWJpY6/0R6hUTvaIiVwD/BtW6OJ86stbQrcmwrV1XHCUo571lXUGadzM4o+rg1X4uXLt0zb+h3Pp8c4Fjvqls6tiSJyFzSQauwBex/QJj2BnPsHRmzZeFjn49eqwTSe2f2CYdVRnwzEeFBtjem0V4WV+Ba2LmfBmMbTtq3kBW35MQj0dKmeTQspzVICmz+NmIM98u7gx3dFbdgmlWoEh7UJvjWD7b7KHhC2G03Eia1sWgpWAyVFG4qXofo5qNXqONan+Emt1Do10NrSQRVoPEZujd9MxZf5e0FQN+PxDbHq8viXh5WXX56eNqat+b6oVYvuBYZ5SZUqeq9tzVJReA8y1n9Yk5gaLIbr74eQfCq4SC8xus1PHIuCbmyZdJ2qqPeN+Ln9u0MslhZDliTY4gjnBIe1M8+HLQ/QdCUUEk5PCyNDMIIfPSMUxAOR9aSaSjX8hkQMjhg2JN1hejjcZwAqXlrZaoA+MFDdsJKRk0gxBCSAngyJoQQkoAxZoQQkoAxZoQQkrAmoq15vgNnspHMZkH+kZeHTzWZBbWVKwXC2+Oo4b7sI/4RSlyDYS8+3k/LhUka8JyxHru4AOOi9WDdXxPyot7/ag9mHbgRrToxzXWMPDHYcn1QxIyjpSdJS3dcz+DnSr4QPyz28inw2J65ufaB+mkPa2dWrpz/pzABOktzSgTCD5t93bPOp5Zn4cv9XgFXypewHn/fFlDFc1O/KvIIHjBOKfv8PshW6L7gbR8zvFCyP1A9CtK4bhEAmCklenVmXasCSnGckbWMwUf8EZDzk/0qlcWJ+1Z7Yw65+/BtF2nTzmBCbJJKRNaeiCEWDvdkGYu2X1YDpLSckTYPfdyrSvukkBa3/Momk9HVbZhuX5sswNgpJeZdawJKcqSxNphccEHyuKkPb2dHoFz/nAAhazABAl2VNcjXGaZGYEQoHVRi7QzTHof5jqFedgmem6dxq4FW0p4I0ogse8FyMon14MvJivmBT+YQvEAGKG0zGNNSHGWKtYBcwYfOAgn7RmO+1PTctqZRXpgAjdwrfhrtMUi4szia3mOPqQel7w0IOpq1GijoTZDqaslsFn3YMmtYP5lmgAYhCyYpYr14oIPwLUBxgXLu8EX7qQ9y3F/VlpKO3NJDUyQP7JOJSsQQibJfci1sGYdl6y0tcV5q0Bl0zkP0wTAIGTBLE2sFxp8oCxO2qdqp0haYIIZR9YZgRBg7GMSspFr3QH8wfNcfVgOFS/IoRekdmWEAlm4FAuAESLrWBMyBcsRa72POobFRmOFMNBuOBNd4dGlM3rWhDW1zmROeKbdaF9wJte8fZYmRFntzMdo72Gi1KFMikws5tFB033LiB+XDppDy7fNtqS90Chxvj4sFsfODq8PNRvDQqNZ75pwVmBIbv6ifQhs1tFjZph2kNaSYBVqS9axJqQ4S1q6Nz/BEq35ZYsQQsrOckbWc+MEsV1IJGtCCDkErM/I2ot75/2/5A8xCCGkTKyPWBNCCEllTc0ghBBCwlCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBFCsCSGkBCw8UsyZb39Z3LSWvPH1l8RNhBCytnBkTQghJYBiTQghJYBiTXKpads4V68C0NAdjDAaeb8+dHHnmdHRH40wGnShiUmHBu/4DdA9vJ0kS2LlYn316y/hjfDvL69E0j94/R/ctH/A9XcjSdG8f/uLwmmrJhC3xbGMMgtRrWNTsrE/HAMw0G6oUNUeTFvccUFIEhbTS08YF/lAWUaZhBRj5WINAHj8EZz59pdx5tnPQPrxP0YE+5ev/wx4/Ax+Bz/D9Uv/7m+/+vWX8PNPfcbJ9+0v48x9V3HVyk8j81GVJeDaGHtiwsLpoKmqUNUmOmLSocF72DXQNsQ0QrJZ+WqQq19/CT9//BGc+f27AAC//NuXcPnle3Dvs5/DiTucdLS+iFv/7hX8FJ/Bmf9+Enj3Ct5+9h+BP/oiTj30sWiBWWkZLGM1SLV+Dmc3joubAfsydgxH7urntuHvEtoeS4ONyzsGJtOW6eZbjLjWoG1v4sZrL2I4Dm/X0B20oEgWhhFx1dEf1SH7/4fTxTQHVe25ZXlb4nkqpomJorh5bZi9bLHTugO0ggIDrCHUZifUfne7baLXaMMpUmynU9/uVl6ZaYjlQeiDmJ7fP3I0OZiRdYy7cOIOANYYP8c9uPWuj+HjD90D/PiXTvIdJ3EbAPuvXsEbX4+oRnbaihkPX8TOzg4u28CNa69hZ2fH+bmiWtO2sfGry/72a7ee9k0b1fq5SNqOK7h5ZablWwTV+iYke18Q6jRc0bFN9FQVqjqEBRn1QdcVx1Baz4QNwDZ7hUwrkqIAQ69MCYqWbYQw2o1QeRaGqgpVVQWh9rYPYUkKWn093k41GAVnl5mF98bg/IaRN770+ggROVixfvcKrr0M4PG7AQC/vPQG8Kl7ceIO4JY77wLwhm/OuPvZz8AZ17wRs2lnpa0PNWxINi6HRtLDfRvHpdCYS9pALfivOLPmy0GWjsO+VlD69SpkANaeN0LtwDBtQJIBVCFJgG3tOmnGPiZi/iysISKaWNmcfRJS24IsAbZpuKP3DsYWADlkKZcU5DwPFsuq6yOl5GDE+uUfOKL67D/CDplE/u1lAL/7284+chW/A+Dnl9zJwjtO4pRrkz79OAD8DD990bV1Z6WtC1UJt0LC6e1tbHu/08Fr9Xj4Ii7bQXrRycRZ8+VS07CBawg9WzLRNiviphBj2DYgSW7bXGGf7B/AELIqQQIgKS1/VUvdfV7qMNC+4Iz65bq34mWZKzdWXR8pMwcj1t4E47e/7As13r2C9xES8q+/hJ8DwMtXo3kBfPz3v4x7P4XATFIw7eCxcdk3V7i/F4d+6p7hbb+MX22cLSy8s+bLorYh4YY93yxtVRJsvHLdEaS6HB8tz4rWxWCaJX9j2zfBeKYJ5+fayY02Gu62nmkDBcwuPtO2BXPWR44UByPWCXxw6aewcQ/ufdYV8W9/Gff/0T0AfgFYY7z9erAyBO9ewfUfu+aTrLQDYnLjRtS8AQDjIewbEk5rRQwWe7hxI7olscwY8XwzEVmuVwyjvQcLgFzzhEpH1bGL+KYHaxgSx4UoNaBtyY4JTJKxFVFIA/sTAKhgM7zd2IVlA5Ki5S6/M3YtRM3oKWW6pLelGPH6CAk48NUgHtf/8qVg9YeHNcYbvTcg/dEXsfGLV3D55VCG2IqS5LQ0lrEaJEzaqo/oyg1n0vDF4Ti2XVwpAjGvm14k37RU6+dw9vh+QjniygUPdwWH1sWgpbjzB9GVEno/MDf4WEOoTSSXaZtQG/tOml9OaBLTW73h1RlZ0eEhtFcsJ7xrWlti5aaVmdcWB+c4eCs+EtqRkZccbVYu1uvCssW6vKQt15sDvY9RXYY1VH3Th7O8DkdumVpUrMVUQtJZGzMIWRf2YOwsUKhTJh9j9uzDitZF35sx1LqoyQBsC7sUajIlHFknoG1vB6/yIXZ2LkPbPp2YBizGBLEYaqntPKg+xM0gR2d0Gek7zRxkRijWhBBSAmgGIYSQEkCxJoSQEkCxJoSQEkCxJrmsxpf2UQg+kAUDE5BsVi7WDD4wG8sosxAzfM04FwsLPpDFMoIILKNMQgJWLtYAgw+UCQYfWBUMTECyWfnSPfFzcwYfCGQwKYjAOgUf0Psj1GHBkmXIsGGaEyiKHAoYIH4+7WxH0ld77leN2cEH4I5YpwsUkCV2DExAysqaiPUZnPl21fUF8gvc++zn8PFL/4C3/uouZ7uXDwDg7iuWmZKWxjLE2qOmbWPzhuPzQ9x+GlGRlWxnv3R/HA5pZeblmwex7OBT6QvA+RYUmHD+VNBQh4LfjsCPh7onYVSXYZs9NFylccoKC3NS9Blxm1umNYTaHDtpmOUjE7HctO3T1CfmnZ7op+huean1kaPGwZhBPBh8oHzBB0KfSvvBBIDs4AMdA86fW4JHvnG2qK06UMCq6yvCqusja8vBiDWDDxyp4ANdzcCu5Qj3luYJuw3TyJTq1QcKWHV9may6PrLuHIxYM/jAkQs+4Pi7liBvadCrcjFnRvMGCpg2GMC89WUxbVswZ33k0HEwYp0Agw+EiQcRSCwzRjzfTMywXC8r+IBjpnZMCpJ8HjVZMKGkMVeggKxgAClBBOaqL6VMl/S2FCNeHzlqHPgEoweDD+QHEUgqs0i+aREnFj30/gj1ioleYxdbgxZkq4fG7hYGLQWToYrmOD34gFuAE9IrsuJDXPHgIk5UhtOKBgrIDAaQFkRgjvrEvAxMQBbIysV6XVi2WJeXJQQfIIVgYAKSxdqYQci6sPjgAyQFBiYgU8CRdQIMPrAOfTgaMDABKQrFmhBCSgDNIIQQUgIo1oQQUgIo1oQQUgIo1iSXVfnS1roD/zPvw/lpNQMMkNlZuVgz+MBsLKPMQszwNeNMaF2cVyTnQxJ1EX6dlxEMYBllElKMlYs1wOADZWJVwQe8z7GtcY5zp1LDAANkdla+dE/83JzBBwIZTAoisE7BB7zPqSumiYmiuJ9CJ/hfdn1cS3CcIjk+rLOc+gdBAayhiqi/fvGz6/wv/BhggBxG1kSsGXwgzR+HR1qZefnmIV52ICyOqAYCrTZ23b9t2LBwwfUfokgWVNVId+o/rrr+QgQKOfzPIi0YgLidAQZIOTgYM4gHgw+UL/gAHCF1BpOup7lIHwDrQhsGXB/WqGQ69dc7zZALUOchoKpqdLS6SAf8GW3xWWR9RVh1faSUHIxYM/jAoQk+MLZFx50T7LtDRKPdgKo2Mp36Z7MEB/wZbWGAAbLOHIxYM/jAoQk+4AQYmIibo+Q59c8izwH/tE7989qSV18W07YFc9ZHjhQHI9YJMPhAmHgQgcQyY8TzzUTR5XqepzgrZ78pnPpnkeSAP92pf0owgCnaEq8vpUyX9LYUI14fIQEHPsHoweAD+UEEksoskm9a4hOLHuLKhaQVFmmTb1l501aDJOQRPdNlOvVPCwaQUC4DDJA1Z+VivS4sW6zLi7hcL0x45URcjkk+DDBAZmVtzCBkXWDwgYXCAANkQXBknQCDD6T1gSPrWWCAAbIIKNaEEFICaAYhhJASQLEmhJASQLEmhJASQLEmuRyYL20fHf1pvww8VDBoATkAsWbwgdlYRpmFKPo14yqQJCz/CCwjwMAyyiRHjZWLNcDgA2ViVcEHsumgWdSXyKGEQQvIASzdEz83Z/CBQAaTggisV/ABxD+3jjjLn96pf7YDfqE8iJ+yi/miPqqTgyT4O8dg0AKyzqyJWDP4QLo/Doe0MvPyzUO87Cxn+aJvkPAHNFlO/bPK9BDLRiBWvmAG/6uNfV/IHF8j03zMk1RX0vai/UvKOz0MWkAOxgziweAD5Qw+kOQsf16n/llpSehVR4z3PLHqwDDtaCAEP0iCS2Vz9gnKefu3DFZdHzlQDkasGXygpMEHMpzlz+zUPystHW2zIm5aLjP3bxmsuj6yDhyMWDP4QHmDD6Q5y5/HqX9W2hQ4gRAKMm2ggHn6l8e0bcGc9ZFScjBinQCDD4SJBxFILDNGPN9MFFyuF3GWP5dT/4CstDBGew8WALnmCZyOqmMXEXdNJD1QQEqAgbn6l1KmS3pbihGvjxxGDnyC0YPBB/KDCCSVWSTftMQnFj3EFQh5KyKKOPVPyJOVFk73nP1728XgAuL/4bZmBgoQ6hXLCe+a2z+PtDLz2uLAoAVk5WK9LixbrMtL0nI9ctAwaAFZGzMIWRcYfGAtYNACIsCRdQIMPrAOfSAMWkDCUKwJIaQELFysCSGELB7arAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrAkhpARQrDPR0R+NMBp0oYlJZEmcwRde0PGV5x8VEw4lWneA0Wjk/Pq6mEyIz8LFOnLxRX4DdOdSPA3dwQijUR/TXdKu4M5zQ0gSqpENs7Zledzx9FfxlRd0fOWFPxSTjjZaF4MpH7h6f4TBDBfrLPmMdgOqqqJn2mISIREWLtbexaeqQ1gAYJvoqSpUtYG2Ie69bHT0R3XIfhtUqOMqiut1B01Vhao20RGT1okHHsUXHj4hbiXQ0D2vYGJZYgIhpeOmjY2N34gbF0NIKBttBDqtoTtoQZHcfyPpbh5/Xxtmr4HdrQFafoYQ1hBqM0NGtS4GLQUwe2jEnhRuXX4ZQXvVxm60jbAwdAVb6+a1Zfr++U1z2yvFjlk29z6j45GNi/jBm6fxyMPX8d2n/re4i8AZfOGFL+KOH13Euw8/iJMAgOt4/bm/wBtvBunOdgB4O1SmmJaVL5wGnHlex0PeM+X6RXz3a6+6/4j5xPTZ0LoDtGQLvT0JrZqde0zzz61w/tzzhNx8WdeEg9YdoCXtZV/P5Eiz8JF1Nt5Fa2Hojb4lBa2+7qYJo2B3NO6M1ntw3hS9vGr+hW3sYwJAUlpTmSw0GGg31FCdAdltma1/c/H4H+KR+4Ar338V74ppOZx4+EHgrzv47lMdvH79BB562rET3/vMp/D3Tznbv/vcRVzHKXzlmTMAgDPPfxEnr1900p7q4LtPhcU4K03HQyfedre/gisnHnTLdIXaz/cKrvgtnAOti/MKYF7IFugw3lvh0AJss+eeo/C5raPib+/BhHNus/MBWlcDLnjn3Ml3fkpzCSGrFWttC7IE2KbhmhU6GFsA5JBFWFKgFVXVXDpo9kw4eiujvhDbeQbz9s9oo6GqUHNGgGHOPHYKuH4Rf/+ymFKAS6/4+a5fA3DiNM48APz0W6GR+Zv7zkNgYzPYduJBfOHx4N8ISWkPPIr/dAK4/qO/cze8gUuXANz3KeDxT+EknIfNItE1BTAvzP8w9NA1KJKFPb9AA+0LJmy5mjsIMNrNUDsM7Fo2JCk6C0JIHqsV66oEyR/pOhN+dfedUvcufgByfVGTkiEBdEc+gATlfFfcazGsuH93PP1VPHTiOl7/zvxC9+6168E/j/+hO1mp4yuCeeKN71zEdQAnn/TSv4ozD+Sk3XcXTgA48fBTfrmP3OfkuePUEmzteh/1iokLC1NqF9vGWNxWBG+S0/0lmkwIyWG1Yj22YUN4VVTVYAIvJKzO7LgEJXUYOj2dpmu+kJZ0s6y4fycfOAHgBB76hiOA2sMnAJzCV17Q46PbHO7YOAHgOt7Ao/jSk6eAS68kmyXefBV/45o5jB9dd+p/0jGRpKZd+gWuA7j+oxdCJpJOAdv6bOhVGZAUtDyBrAf/F59cTkBcFeQ+nLPR0XfnTbzrgSs/yCysVqyNXVg2ICla/qvjruWaL/wt2J8AQAWbRUejej+6lMo1U8AKjY8qm9AA6P3wxF8eKW2Zq3+hEVjBZWZvfC0sfJ5AOnbhqcwiDzyKh+4DcOnH/qbr134OALjj6f8anfgL8e7uZYTG4xEiaW++in++Dpx4+L9Fdwrtd/L3HMG/9xlhohHTH5dOM/ygVKE6xmT0VBV50xwAMLZtSPJWtK7OGBZk1PzrSUO3JodMXin5XCb77ihf6+I8R9ZkBg5gNYi4IsKbNUd8e17evNUgcNa+eqYIQMij951Rl7t9iDrqFRNqYz/eFojtSWvLHP2bcTWIxx1PfxXaFKtBIqJ46RV891tvAN7qEtdMgUuv4Af4Ih7ZuIjvfm0/ns9ftZFQZt6KD7dOp92uOSRSn5c3PHE7wzJKvY9RgdUgAcLqjbRzG7v+kvNFV5lYMM0KFGkPanMsrDqK5iMkzBLFmqwvrnCGBHrd0fsj1CuzPcQIOQys1gxCyLTofWeilkJNjjgcWR9JyjeyJuSoQ7EmhJASQDMIIYSUAIo1IYSUAIo1IYSUANqsSYkIOX2a0yNf2Yms3ea67CPBwsU61c2k6A50aub8MOIw88Cj+NI3HsSJiCtT18fHk6eC/0u/+mORYp3y0Zb3YZL7rzUs9tUj3LXgNTvJHW82s+aDd7/RteqRYOFmkPUKPnD4uePpr+Ir33gQcXdIZ/CFJ0/g9edCn6Lf90V86em7xR2PHnofo1EVdsxHh4bueRlWL/hMXa7P52yLkEWx8JF1QMrIRfwkN+sT7sLBB5LzzevUf+154FF86Run8c/P/QWuP6njkfuEkXUYb/SdO7o+7IEJdPQHmzC8oAGylXFNONcVckbXqW+TadcngxaQGVj4yDqb2Zzz5zv8T8536HnzVfxNyMF/Jq6bUs9BUx6HNzBBB81UcZ6N7OADDFpAFsNqxXpe5/xZZOWbwan/YePMY6cAvI2/+c5VMSmZQxyYoCh63xkEGPMMWhm0gCyI1Yr1Upzzz5rv6OCMXK/j9edSTCQ5HKrABAXRugPUZQvDRTzgGbSALIDVivWynPPPmu8IcO8zji34yl8XNJckcJgCExTBsUEDZm9Bq44YtIAsgNWK9VzO+VMc/gvE84VGKAWd1x8W7nj6q3jkPkcIpwpGEOaQBSbIIxDq6ec9EoMPMGgBWRAHsBpEXLkxhXN+MW/RfId1NUjSSgnAWaHx3C/ctdciGStGgOQyD1VgAmGFhYddNOhEFsnBB5Kv23BLk/MxaAEJs0SxJuWkfO5TGZiAHAVWawYhZJEwMAE5QnBkTQTKN7Im5ChAsSaEkBJAMwghhJQAijUhhJQAijUhhJSAQy7WOvqjEUb9vE9wyLLRugP/s2meD0KmZ0li7YpkqW9ODd3BCKNRP/dry4PFa+f0x1rvjzCYwYnKLPk8D3P8ZJqQ2ViCWIe+XPR8f4yrmEJDyBTo/RaUydD1HzGEJdenFlJCyPqz+KV77qfdMJPCFDlCXjFNTBTF/fw2HChA/BTd+4R42nxemrvdMmFWFPfz3Kx8Tn3jXKfwYr4DCnagdTFoybBCdWu5DvXpLJ+QMrL4kbWxj4nvBjXZhCApCjB0R4IhD3l6v4qxNxrvmbAhox4akgf5ejBtCcr5risQOcEHZAXSnlif+AYwhAUZ9UEXKEuwg6oEybaw69Wt9x0xFb28CWQ7vaezfELWkcWLNTpo9hz/0oCMepJ/aWsYDZNU2YQGoNMMOeJxRR+VkGN7P5/rgU8KudzJCj6QUB/0KmQA1p438uvAMG1AkrFVRF+y6lt1sAPP81wdGKpDWDmeCTOhs3xC1pIliHXUv/TQguNf+nxX3CuO6+vB+SV4Pwsxtp3HQVebLfiAtlkRNxVktvqWhqSg1ZKwp6qOX3BtExVM4HnWnAk6yydk7ViOWIfoNF1zgpR94xpaF4O67Ng/fbNEOlVJAjxRWlDwAafMAiyovrkZ27BhR53kVyVIs4qth2hGobN8Qg6cxYu13o+uRnDjLsIqJh+27eyndWvpI2uti5rslClOUyUGH0jAaO/BAiDXPKf1OqqOXcR9lS9BsANjF5Zru3fqcR3bW7uFzC+JTu/pLJ+QtWTxq0Hg+hcOK624ykD83101UA3ns4YYoo56JcUpvFhGOM1fhZBdn+Gt2oiV6SGUvZbBDqIrMOzEVThpJDu9T+53+Lgk56OzfEKWx1LEevGIoksIIUeLxZtBCCGELByKNSGElICSmEEIIeRow5E1IYSUAIo1IYSUAIo1IYSUgAMSa93xd73sj0YImYn1vD5n8SNODg8LF+tIRJDIL8F/hvhZM5mRGcRF8OMR9Tfuluf/Qt4TM/OVh1UL30rrOyTniERZuFh7bjR93x6+K9GwG9EOmp7joUhuMjV6H6NRFfZUfjg0dM/LsHquO9OhBbnuPUwdF6mOK1rPGZfnqjYr32HCvT6X/vXpMjgq5+joscSle8Kn3UD8M2U/uID7iTosWLIMGTZMcwJFkUP75Di2X+kn3uuCjv5gE4YXGCAn6EA6zrnCUEWzo6M/qsEWAxokBgwI5xOSYqSf+9lJ/uw9Ma1gYInIJ/Ph8vQ+RlXbDWJhwxxakOvh6y35+pw6YENmH6Z1J4A1OEdkUSx8ZJ2NgXbDdUyfNBCUK7B7bmAB2UbPDUAQCLUXCGAIS3Ic4h9tOmjOJM5ZdDC2JCgt1/ThOmSyxvPdslr3fCj82GLeqqIhzXowK0FIs7T68gIoZMaKdINYDC0JSl3CnjqE5fo/Twu8kFdfVh+iaZ674eWRdszIerBisc4hFPUk4jnO9dwXeH7rYGwBCDvEX7XD/0OE3nfegAz3zuw0VahDOIEjWs4rddKoTMyXS4EABsXRUZUtDP2GGWjvWVFvgAutzxkte30NeyEEZg28kN4Hx7NkOG02DvYckUWyXmKdhutP2QkV5kyaRLz6kZnRugPUZQvD0ENO748wqtnOXMNwAqUVnxxLypeF0W44tm/3/InlTY22iYoficj9hS6KhdeXxyyBF3L6MC8Hfo7IQimHWI9t2K69LnhF42vavDj2WUSDF2hd1GQb5gX3Bu80oQ4tSIrmj7gS8xWg0/TO2xATpbUAMQjFx/R+IWFafH3JtI15Ai8k92Fe1ucckUVRDrE2dmHZiAhGjFU5/C8bKccluJmTgv1KCL/B61XZD/WVna8oY7hR2QJS2pmKsQvLjgZUTideX1YAhVnJCryQWF9WH4x9TCCj6iY5o2Rxp2SWdo7IgbLi1SAJgQLg2AKHEwX1ioleYxdbgxZkq4fG7hYGLQUTf5VCWgAC92Y/cqtBxNl7l/AxSDwuCccynE/vR1/HxWAO4TyR9DQS2hnzTR6eRC46GoyX66yWQGx7en3h9IwgCeOqYxpyg2TU7B4a7aq/cmZ3Ky3wgldnUn2d+Pbwio/webCG6Nk1nMeFnNUgyzxH5CBZolgTMh16f+Q+sLNEhZCjCcWaHDzeCDJ39EfI0YViTQghJaAcE4yEEHLEoVgTQkgJoFgTQkgJoFgTQkgJOPQTjNX6OZzdOO78Y1/GjrFXKO1oUIO2fRrSjWvYeXEoJhJC1ohjH//4x58VN85L/dw2PvvQp/HpT7u/0xLM8RVxt5UwufRPME0Tv9qsYvNmO9KOrLQ8ato2HpZ/hX+6NBGTZmYZZWZzEtVP34njH/0S5j9diqSsvi2EkCyWZgaxL+9gZ2cHOzuXYUunca6e54GMrJ49GDs7HFUTUgKWYgapn9vG8f0deFaF+rltSPZreHE49v/3rA8IvYLXz50DzH0cP3sazlevNi7vGChinEgr06NaP4ezx/cTTR1ZaSIR00mYkBkl0hbBvBJJc/s3KVBmFkll7iWch3A/00xAy+hffg8IIXksX6yrdZw7u4FfXXb+r9Y1yJYBV7cjQu7c6Ddw7bUXMRzHRT6NrDKDfdIFOSstjZq2jc0b8bbVtG2cRlTYvLbk1ZNWZhZZZWaJtUfSNmS0ZZ7+EUJmZ2lmEOn0Nra3t7F9VoL9WiAY42EgqgBg2Tdw/HjF/9++7Ah1UloaeWWujho2JBuXQ2I13LdxXAq51ZE2UAv+WwzLKDORA+ofIWR5Yu3ZrK/dOA5JDtmrq3Wc23aFfHs7+ZV7WpZR5ixUJdwKCadDbdk+HbgxGw9fxGU7SF+EHX8ZZaZyAP0jhDgsTaw9hvs2jm9U3dFWDdrZDeDaa+7k4w5eu3ZDzDIlyyhzHmxcdtvh/0L28z0jmHj91cbZhQjaMspMZ/X9I4SsQKyxZ+DaDQmboZv2V7Zrs6jWoSxoFLyMMrOY3LgRff0HgPEQ9g0Jp7UihoA93BCeKYllTkW8zFu9KAI1bao3jsS2zNk//w3oXF1IIITksfwJRjhCsX36Vlx77UVYcni1gY1r127FhjspJeYrOmEVXcEQLzOmUe4Khqy0IqStihDLvXEtPIEabE+qK63MNDLLdCd3j8NZIXPZlnC6wHHxSGuLmLdw/7z2JKzWIYRksxSxJoQQsliWbwYhhBAyNxRrQggpARRrQggpAbRZE0JWzg9+8ANxk88jjzwibiIcWRNCSDmgWBNCSAk49GKt90cYdDVxc0F09EcjjAZdzFpCMTR0ByP0dXG7w3x9KDeL7/vsx1rrDjAajZxfWgExsutbBll9IOUlV6w/8YlP4OzZs6jVaqjVajh79iw+8YlPiLuFcAUu/ItcqfH0whey3g/lG6DI9dgxTEDeShXbyA1YsEyk3RB6H6NRH5HuJG2bkrw+lB29n349rLrvWfUZ7QZUVUXPtMWkJeEIfZH7KHwtZvWBlJdMsT558iROnTqFY8eO4Z133sE777yDY8eO4dSpUzh58qS4ewRrqEJVVahqD2al7l5oGrqDOipmz01zfs2OmDuO1h1gVK/A7Hn5LgBagRGvsQsLCrQEtdT7I7SUCYZ+W8QyO2iqKtRGG0Yk54rJ6MNhoNMMrgW1Z6JSDz00V933VdeXgd5vQZkM3WMzhCXXXVEW76MhJkoreMitug96f4o3DTIrqWJ922234e6778aHH36It956Cz/5yU/wk5/8BG+99RY+/PBD3H333bjtttvEbAkYaO9ZgFwFtC3Ikg1rd1rp06EpEqxhA20/q4F2Myyi7kgjdtE49cs1Qdi1LmqyDbPXRPCsCMpMe+X1ttdlQFJaifsk0Ul4Hda6g4zRUng0ntIHj8gbR3iUJbzF+Oac7LZ4bw3hYxDsK4z2Iu3MGgkWxNhHNJBYct8T32wi/cpry4zHOhWhvpjpLK2+FLzr0/Cuzg4M04YkbwG6BkWysOffDE6aXPVKzepDWjs1dAcDdLWkdmalAegYzoAs1meySFLF+vbbb8ctt9yC9957D++8846//Z133sF7772HW265BbfffnskTy7GLixbgtIqbm4AAOhVyLAwLjACT6QzhiXJ2ArVqW3JkGwLac+NtFdeb/vQAuzwG0KR14Mc5HoNtvvmMLRk1CP2gHgfAFeoI28cKhptw73BwqOvHkwoaMVEKxlJaaEl7fnHwLvxte750GhPhaoGD7voSNB5o4oLag56FbJ4XhL6PrZtSJ6TqgTy2jLTsc5A62rABe+YOMf6fNH6kqhK0etT76OlSIDkuqS1bYTDQhj7E6CyGYhlSh+y2ylBaaW1MyvNQLuhYjhR0CryICIzkSrWi0NHvy7DNg3/pPZMQGk5T+ipb+ZUXJNFomh2YJiAkvZeqHUxiI00ZkVG3R99jDCqF/eiF35z6Iydt5GgxUl90NCtybDNC6E3DpfY6MtA+4IJO+xbPAvbRM89lsauBVuS4OeMtMtDR1W2MPSPvzO6kwrZTkOjvboMa080O8X7buwH4+9glF2FJNlodtLb4jH9sc7GaDcjb327VvRhkl1fBt61WQeG6hAWKq4Qh80czj0WJbkPU7ezspmZFj63naaKnllBfYq5H1KcVLF+77338MEHH+D222/HnXfe6W+/8847cfvtt+ODDz7Ae++9F8kTRq57guWM7pzRnoM3OlUd1U54RV08xq4FO+0GMdpoqCrUoSWmzIAVsoHPUebYhjiNFe9DFZIETPZFpXYRRl/TYFu7gWAabTTcEbTRbjijKvdh5D9stU1Ush5U4Qei+BrtPsS90Z5diz/EY30f27Arm9CgowoLE19wJvltESl0rHMQ+tdSgqAMMRLqS0RS0GpJ2PPeYLRNVDCBjg6aQyt0j1UxHlrAZD/ykEvswzTtBIKRfBLhB3gEKfaQIPOTKtbvv/8+rl69iptvvhn3338/PvnJT+KTn/wk7r//ftx88824evUq3n//fTGbTzDB6L2WJ2C0ccG0Y0/oGGMbNmT4JrlZMNrYs2TUXBEw9idAwmvi2lCVIIliK/QBGMPOuuvFm6kquYGI5yOYEHQmtgJhFR5Uamhy1nsg+r/wXEGY+GjP2Sz03djHRJJQ1auo2AbGqELXNlHxD0hyWxIpdKyz0NFvKUDILCaazyIk1ScytmFDmFMJ5+s0I8dyvFmB7fl094j1Ycp2wnngpyL0ITJhn/iGS+YhVawB4MqVK3j77bfx0Ucf4c4778Sdd96Jjz76CG+//TauXLki7j4DGrZkKTYiiGG0sWcBcl2YzOqHTRZpE4wBnXHotbxjwLQlKOdnM3uMbWeyZ9q8lU03h2eDTMQ1b4RHty6RPrjCFj0u/o6wEL5RPZNJUGKxtmQRelgYu7DsArbYXNzJ5IQJimjfHTY3AWvXwNiuoKpJkCb7U7al6LHOx3/D0bo4n3o80+uL4M3v+Ndnej6tO0BLtnAhYVCU1Idi7XTNl9aumBBJ82rU+yPUKyZ6qQ9hMi9L8A2io+8Y2OJL8vR+/HXUGhZ+Cut9ZxWGgw2zF14d4tQrZ5anoTtoQdoL2hYt07HVqo1ddActxK7jSNlOWf4+1hDquOraFkMXrN4PtmldDFqKM7q1TcecIO1BbY5j9dmC6Sgg3getO4iIbZDXPSZeQrj9qW3pQO+PULOT6hf6jJxjktkPj3geK+naAYS+u/lgotdow3D7A7++eLlOW5CyPamNCfWlXBPRc2DBNCtQpj63ItE6g3wJ117yAYtdL7O1M973SB/0PkbVcUYb4tA3yPQsQazXHL2PUc12bnAxrSwchj7Myqr7vur6lkGhPsQHAcXSZoNiPT1HT6wJIQlkCXJW2mxQrKcn02ZNCFkWcbcLkV8hezs5SnBkTQhZORxZTw/FmhBCSgDNIIQQUgIo1oQQUgIo1oQQUgIo1oQQUgIo1oQQUgL+P2mG2Cuwi3fUAAAAAElFTkSuQmCC)

Все тесты успешно прошли проверку

**Заключение**

В данной лабораторной работе мы подвели итоги нашего веб-приложения, познакомились и использовали Jtest для модульного тестирования получившегося итогового web-приложения