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# **Введение**

Работа с геометрическими объектами, это важная и сложная задача. Важно иметь возможность описания и отображения объектов, обладающих геометрическими свойствами.  Поэтому необходимо продумать возможность работать на прямую с такими объектами, как точка, прямая, квадрат, круг и т. д.

# **Постановка задачи**

Написать структуру данных для работы с геометрическими объектами в N мерном пространстве. Тип данных определяется пользователем (шаблоны). Должны быть реализованы простейшие геометрические объекты, такие как: точка, линия, круг, квадрат, прямоугольник, треугольник, трапеция.

Кроме самих геом. объектов должен быть реализован класс осуществляющий обобщение действий со всеми созданными пользователями объектами - "контейнер".

Контейнер должен иметь следующие функции: добавить новый объект, удалить существующий объект, отобразить все имеющиеся объекты, отобразить выбранный объект.

Продемонстрировать (написать в main пример) работоспособность.

Должны быть использованы и продемонстрированы: абстракция, инкапсуляция, наследование, полиморфизм, перегрузка операций, шаблоны.

# **Руководство пользователя**

Шаги, совершаемые пользователем:

1. Создаются объекты типа Point, Line, Circle, Square, Cube, Rectangle, Triangle в зависимости от необходимости;
2. Выбранные объекты определяются при помощи конструкторов, помимо этого, в дальнейшем можно изменять размеры объектов с помощью set-методов;
3. Объекты помещаются в контейнер;
4. Производятся необходимые действия с объектами;

# **Руководство программиста**

# **Описание структуры программы**

В проекте PAINt существует 10 файлов: main.cpp, Container.h, Circle.h, Triangle.h, Square.h, Rectangle.h, Line.h, Point.h, Cube.h, Objects.h.

* В модуле main.cpp содержится стандартная функция int main(), внутри которой определён набор действий с геометрическими объектами.
* В модуле Container.h создан класс Container, а также объявлены все его методы и их определения.
* В модуле Objects.h создан класс Objects, а также объявлены все его методы и их определения.
* В модуле Point.h создан класс Point (наследник класса Objects), а также объявлены все его методы и их определения, аналогично с остальными файлами объектов.

# **Описание структур данных**

В программе определен один абстрактный(виртуальный) класс: Objects.

Внутри класса Objects определены следующие виртуальные функции:

* virtual ~ Objects (){} – виртуальный деструктор
* virtual float Area() = 0 - виртуальный метод вычисления площади
* virtual ostream& print(ostream& os) = 0; - виртуальный метод вывода print
* friend ostream& operator<<(ostream& os, Objects& other) – виртуальный метод вывода
* bool operator > (Objects& other) – перегруженный оператор больше, сравнивающий фигуры по площади;
* bool operator < (Objects& other) – перегруженный оператор меньше, сравнивающий фигуры по площади;

В программе определены 7 следующих шаблонных класса: Circle, Triangle, Square, Rectangle, Line, Point, Cube.

Внутри класса Point определено следующее поле:

* T mark – шаблонное значение точки;

Внутри класса Point определен следующий набор public-методов

(плюс конструкторы):

* Point () – конструктор по умолчанию, не принимает никаких параметров, инициализирует все два поля 0, через списки инициализации;
* Point (T \_mark) – конструктор инциализатор, принимает на вход шаблонный параметр и инициализирует поле mark значением переданным в конструктор соответственно;
* Point (const Point& point) – конструктор копирования, принимает на вход объект типа Point, создает объект с теми же характеристиками;
* bool operator ==(const Point& other) – перегрузка оператора = =;
* ostream& print(ostream& os) override - override функция вывода;
* T Get() – метод возвращающий значение точки;
* float Area() override – override функция подсчета площади;

Внутри класса Line определены следующие поля:

* int length – длинна отрезка;
* T\* Array – шаблонный динамический массив значений отрезка;

Внутри класса Line определен следующий набор public-методов

(плюс конструкторы и деструктор):

* Line () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле length 10, а массив заполняет символом \*;
* Line (int len, T \_mark) – конструктор инциализатор, принимает на вход параметр тип int и один шаблонный параметр, инициализирует поле length, и заполняет массив соответственно;
* Line (const Line& line) – конструктор копирования, принимает на вход объект типа Line, создает объект с теми же характеристиками;
* ~Line () – деструктор;
* int GetLen () – метод возвращающий длину отрезка;
* T GetMark () – метод возвращающий значение массива;
* bool operator ==(const Line& other) – перегрузка оператора ==;
* ostream& print(ostream& os) override – override функция вывода;
* float Area () override - метод возвращающий площадь отрезка;

Внутри класса Circle определены следующие поля:

* int radius – радиус круга;
* T\*\* Array – шаблонный двойной динамический массив значений круга;

Внутри класса Circle определен следующий набор public-методов

(плюс конструкторы и деструктор):

* Circle () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле radius двойкой, а массив заполняет символом \*;
* Circle (int rad, T \_mark) – конструктор инциализатор, принимает на вход параметр типа int и шаблонный параметр, инициализирует поле radius, и заполняет массив соответственно;
* Circle (const Circle& circle) – конструктор копирования, принимает на вход объект типа Circle, создает объект с теми же характеристиками;
* ~Circle () – деструктор;
* int GetRadius() – метод возвращающий радиус круга;
* T GetMark () – метод возвращающий значение массива;
* void SetRadius(int \_radius) – метод изменяющий радиус круга;
* bool operator ==(const Circle& other) – перегрузка оператора ==;
* ostream& print(ostream& os) override – override функция вывода;
* float Area () override - метод возвращающий площадь круга;

Внутри класса Square определены следующие поля:

* int side – сторона квадрата;
* T\*\* Array – шаблонный двойной динамический массив значений квадрата;

Внутри класса Square определен следующий набор public-методов

(плюс конструкторы и деструктор):

* Square () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле side единицей, а массив заполняет символом \*;
* Square (int a, T \_mark) – конструктор инциализатор, принимает на вход параметр типа int и шаблонный параметр, инициализирует поле side, и заполняет массив соответственно;
* Square (const Square & square) – конструктор копирования, принимает на вход объект типа Square, создает объект с теми же характеристиками;
* ~Square () – деструктор;
* int GetSide() – метод возвращающий длину стороны квадрата;
* T GetMark () – метод возвращающий значение массива;
* void SetSide(int \_side) – метод изменяющий длину стороны квадрата;
* bool operator ==(const Square& other) – перегрузка оператора ==;
* ostream& print(ostream& os) override – override функция вывода;
* float Area () override - метод возвращающий площадь квадрата;

Внутри класса Triangle определены следующие поля:

* int height – высота прямоугольного равнобедренного треугольника +1;
* T\*\* Array – шаблонный двойной динамический массив значений треугольника;

Внутри класса Triangle определен следующий набор public-методов

(плюс конструкторы и деструктор):

* Triangle () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле height тройкой, а массив заполняет символом \*;
* Triangle (int \_height, T \_mark) – конструктор инциализатор, принимает на вход параметр типа int и шаблонный параметр, инициализирует поле height, и заполняет массив соответственно;
* Triangle (const Triangle & square) – конструктор копирования, принимает на вход объект типа Triangle, создает объект с теми же характеристиками;
* ~ Triangle () – деструктор;
* int GetHeight () – метод возвращающий длину высоты треугольника;
* T GetMark () – метод возвращающий значение массива;
* void SetHeight(int \_height) – метод изменяющий длину высоты треугольника;
* bool operator ==(const Triangle & other) – перегрузка оператора ==;
* ostream& print(ostream& os) override – override функция вывода;
* float Area () override - метод возвращающий площадь треугольника;

Внутри класса Rectangle определены следующие поля:

* int side1 – первая сторона прямоугольника;
* int side1 – вторая сторона прямоугольника, отличная от предыдущей;
* T\*\* Array – шаблонный двойной динамический массив значений прямоугольника;

Внутри класса Rectangle определен следующий набор public-методов

(плюс конструкторы и деструктор):

* Rectangle () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле side1 и side2 единицей, а массив заполняет символом \*;
* Rectangle (int \_side1, int \_side2, T \_mark) – конструктор инциализатор, принимает на вход два параметра типа int и шаблонный параметр, инициализирует поля side1 и side2, и заполняет массив соответственно;
* Rectangle (const Rectangle & rectangle) – конструктор копирования, принимает на вход объект типа Rectangle, создает объект с теми же характеристиками;
* ~ Rectangle () – деструктор;
* int GetSide1() – метод возвращающий длину первой стороны прямоугольника;
* int GetSide1() – метод возвращающий длину второй стороны прямоугольника;
* T GetMark () – метод возвращающий значение массива;
* void SetSide(int \_side1, int \_side2) – метод изменяющий длины сторон прямоугольника;
* bool operator ==(const Rectangle & other) – перегрузка оператора ==;
* ostream& print(ostream& os) override – override функция вывода;
* float Area () override - метод возвращающий площадь прямоугольника;

Внутри класса Cube определены следующие поля:

* int side – ребро куба;
* T\*\*\* Array – шаблонный тройной динамический массив значений куба;

Внутри класса Cube определен следующий набор public-методов

(плюс конструкторы и деструктор):

* Cube () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле side единицей, а массив заполняет символом \*;
* Cube (int a, T \_mark) – конструктор инциализатор, принимает на вход параметр типа int и шаблонный параметр, инициализирует поле side, и заполняет массив соответственно;
* Cube (const Cube & cube) – конструктор копирования, принимает на вход объект типа Cube, создает объект с теми же характеристиками;
* ~ Cube () – деструктор;
* int GetSide() – метод возвращающий длину ребра куба;
* T GetMark () – метод возвращающий значение массива;
* void SetSide(int \_side) – метод изменяющий длину ребра куба;
* bool operator ==(const Cube & other) – перегрузка оператора ==;
* ostream& print(ostream& os) override – override функция вывода (возвращает проекцию куба на плоскость);
* float Area () override - метод возвращающий площадь поверхности куба;

В программе есть один класс-контейнер – Container.

Внутри класса Container, определены следующие поля:

* Objects \*\* Array;
* int size;

Внутри класса Container определен следующий набор public-методов

(плюс конструкторы и деструктор):

* Container () – конструктор по умолчанию, не принимает никаких параметров;
* void Add(A& elem) – принимает на вход шаблонный аргумент, ничего не возвращает, записывает этот объект в Container;
* void Delete(A& elem) – принимает на вход шаблонный аргумент, ищет его в контейнере, и удаляет его;
* ~Container () – деструктор;
* Objects\* operator[](const int i) – перегрузка оператора возврата объекта по индексу;
* friend ostream& operator<<(ostream& out, Container& other) – перегрузка оператора вывода для класса Container;
* void Out(A& elem) - принимает на вход шаблонный аргумент и выводит его на экран.

# **Описание алгоритмов**

Никаких особых алгоритмов в проекте не содержится и не используется.

# 

# **Эксперименты**

Запустим программу:![](data:image/png;base64,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)

# **Заключение**

В данной программе получилось реализовать класс-контейнер, содержащий в себе различные геометрические фигуры.

# 
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# **Приложения**

**Circle.h**

#pragma once

#include"Objects.h"

#include <iostream>

using namespace std;

template <class T>

class Circle : public Objects

{

private:

int radius;

T\*\* Array;

public:

Circle();

Circle(int rad, T \_mark);

Circle(const Circle& circle);

~Circle();

int GetRadius();

T GetMark();

void SetRadius(int \_radius);

float Area() override;

ostream& print(ostream& os) override;

bool operator ==(const Circle& other);

};

inline Circle<char>::Circle()

{

radius = 2;

Array = new char\* [2 \* radius - 1];

for (int i = 0; i < 2 \* radius - 1; i++)

Array[i] = new char[2 \* radius];

for (int i = 0; i < radius; i++)

for (int j = radius - 1 - i; j < radius + i + 1; j++)

Array[i][j] = '\*';

for (int i = radius; i < 2 \* radius - 1; i++)

for (int j = 1 + i - radius; j < 3 \* radius - 1 - i; j++)

Array[i][j] = '\*';

}

template<class T>

inline Circle<T>::Circle(int rad, T \_mark)

{

radius = rad;

Array = new T \* [2 \* radius - 1];

for (int i = 0; i < 2 \* radius - 1; i++)

Array[i] = new T[2 \* radius];

for (int i = 0; i < radius; i++)

for (int j = radius - 1 - i; j < radius + i + 1; j++)

Array[i][j] = \_mark;

for (int i = radius; i < 2 \* radius - 1; i++)

for (int j = 1 + i - radius; j < 3 \* radius - 1 - i; j++)

Array[i][j] = \_mark;

}

template<class T>

inline Circle<T>::Circle(const Circle& circle)

{

if (Array != 0)

{

for (int i = 0; i < 2 \* radius - 1; i++)

delete[] Array[i];

delete[] Array;

}

radius = circle.radius;

Array = new T \* [2 \* radius - 1];

for (int i = 0; i < 2 \* radius - 1; i++)

Array[i] = new T[2 \* radius];

for (int i = 0; i < radius; i++)

for (int j = radius - 1 - i; j < radius + i + 1; j++)

Array[i][j] = circle.Array[i][j];

for (int i = radius; i < 2 \* radius - 1; i++)

for (int j = 1 + i - radius; j < 3 \* radius - 1 - i; j++)

Array[i][j] = circle.Array[i][j];

}

template<class T>

inline Circle<T>::~Circle()

{

if (Array != 0)

{

for (int i = 0; i < 2 \* radius - 1; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

radius = 0;

}

}

template<class T>

inline int Circle<T>::GetRadius()

{

return radius;

}

template<class T>

inline T Circle<T>::GetMark()

{

return Array[radius][radius];

}

template<class T>

inline void Circle<T>::SetRadius(int \_radius)

{

T tmp = this->GetMark();

if (Array != 0)

{

for (int i = 0; i < 2 \* radius - 1; i++)

delete[] Array[i];

delete[] Array;

}

radius = \_radius;

Array = new T \* [2 \* radius - 1];

for (int i = 0; i < 2 \* radius - 1; i++)

Array[i] = new T[2 \* radius];

for (int i = 0; i < radius; i++)

for (int j = radius - 1 - i; j < radius + i + 1; j++)

Array[i][j] = tmp;

for (int i = radius; i < 2 \* radius - 1; i++)

for (int j = 1 + i - radius; j < 3 \* radius - 1 - i; j++)

Array[i][j] = tmp;

}

template<class T>

inline float Circle<T>::Area()

{

return radius \* radius \* 3.14;

}

template<class T>

inline ostream& Circle<T>::print(ostream& os)

{

for (int i = 0; i < 2 \* radius - 1; i++)

{

for (int j = 0; j < 2 \* radius; j++)

{

if ((i < radius && j >= (radius - 1 - i) && j < (radius + i + 1)) || (i >= radius && i < (2 \* radius - 1) && j >= (1 + i - radius) && j < (3 \* radius - 1 - i)))

os << Array[i][j];

else os << " ";

}

os << endl;

}

return os;

}

template<class T>

inline bool Circle<T>::operator==(const Circle& other)

{

if (radius == other.radius && Array[radius][radius] == other.Array[radius][radius])

return true;

return false;

}

**Container.h**

#pragma once

#include"Circle.h"

#include"Triangle.h"

#include"Square.h"

#include"Rectangle.h"

#include"Line.h"

#include"Point.h"

#include"Cube.h"

#include"Objects.h"

class Container

{

private:

Objects\*\* Array;

int size;

public:

Container();

~Container();

template <class A>

void Add(A& elem);

template <class A>

void Delete(A& elem);

template <class A>

void Show(A& elem);

Objects\* operator[](const int i);

friend ostream& operator<<(ostream& out, Container& other);

};

Container::Container()

{

size = 0;

Array = 0;

}

Container::~Container()

{

delete[] Array;

}

Objects\* Container::operator[](const int i)

{

return Array[i];

}

template<class A>

void Container::Add(A& elem)

{

Objects\*\* tmp = new Objects \* [size];

for (int i = 0; i < size; i++)

{

tmp[i] = Array[i];

}

delete[]Array;

size++;

Array = new Objects \* [size];

for (int i = 0; i < size - 1; i++)

{

Array[i] = tmp[i];

}

Array[size - 1] = &elem;

delete[]tmp;

}

template<class A>

void Container::Delete(A& elem)

{

Objects\*\* tmp = new Objects \* [size];

int j = 0;

int k = 0;

for (int i = 0; i < size; i++)

{

if (Array[i] == &elem)

{

k = 1;

}

else

{

tmp[j] = Array[i];

j++;

}

}

if (k == 0)

throw - 1;

delete[] Array;

Array = new Objects \* [size - 1];

size = size - 1;

for (int i = 0; i < size; i++)

Array[i] = tmp[i];

delete tmp;

}

template<class A>

void Container::Show(A& elem)

{

cout << elem;

}

ostream& operator<<(ostream& out, Container& other)

{

for (int i = 0; i < other.size; i++)

{

out << \*(other[i]) << endl;

}

return out;

}

**Cube.h**

#pragma once

#include"Objects.h"

#include"Square.h"

#include <iostream>

using namespace std;

template <class T>

class Cube : public Objects

{

private:

int side;

T\*\*\* Array;

public:

Cube();

Cube(int a, T \_mark);

Cube(const Cube& cube);

~Cube();

int GetSide();

T GetMark();

void SetSide(int \_side);

float Area() override;

ostream& print(ostream& os) override;

bool operator ==(const Cube& other);

};

template<class T>

inline Cube<T>::Cube()

{

side = 1;

Array = new T \* \*[side];

for (int i = 0; i < side; i++)

{

Array[i] = new T \* [side];

for (int j = 0; j < side; j++)

Array[i][j] = new T[side];

}

Array[0][0][0] = '\*';

}

template<class T>

inline Cube<T>::Cube(int a, T \_mark)

{

side = a;

Array = new T \* \*[side];

for (int i = 0; i < side; i++)

{

Array[i] = new T \* [side];

for (int j = 0; j < side; j++)

Array[i][j] = new T[side];

}

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

for (int l = 0; l < side; l++)

Array[i][j][l] = \_mark;

}

template<class T>

inline Cube<T>::Cube(const Cube& cube)

{

if (Array != 0)

{

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

delete[] Array[i][j];

for (int i = 0; i < side; i++)

delete[] Array[i];

delete[] Array;

}

side = cube.side;

Array = new T \* \*[side];

for (int i = 0; i < side; i++)

{

Array[i] = new T \* [side];

for (int j = 0; j < side; j++)

Array[i][j] = new T[side];

}

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

for (int l = 0; l < side; l++)

Array[i][j][l] = cube.Array[i][j][l];

}

template<class T>

inline Cube<T>::~Cube()

{

if (Array != 0)

{

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

delete[] Array[i][j];

for (int i = 0; i < side; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

side = 0;

}

}

template<class T>

inline int Cube<T>::GetSide()

{

return side;

}

template<class T>

inline T Cube<T>::GetMark()

{

return Array[0][0][0];

}

template<class T>

inline void Cube<T>::SetSide(int \_side)

{

T tmp = Array[0][0][0];

if (Array != 0)

{

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

delete[] Array[i][j];

for (int i = 0; i < side; i++)

delete[] Array[i];

delete[] Array;

}

side = \_side;

Array = new T \* \*[side];

for (int i = 0; i < side; i++)

{

Array[i] = new T \* [side];

for (int j = 0; j < side; j++)

Array[i][j] = new T[side];

}

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

for (int l = 0; l < side; l++)

Array[i][j][l] = tmp;

}

template<class T>

inline float Cube<T>::Area()

{

return side \* side \* 6;

}

template<class T>

inline ostream& Cube<T>::print(ostream& os)

{

Square<T> tmp(side, Array[0][0][0]);

tmp.print(os);

return os;

}

template<class T>

inline bool Cube<T>::operator==(const Cube& other)

{

if (side == other.side && Array[0][0][0] == other.Array[0][0][0])

return true;

return false;

}

**Line.h**

#pragma once

#include"Objects.h"

#include <iostream>

using namespace std;

template <class T>

class Line : public Objects

{

private:

int length;

T\* Array;

public:

Line();

Line(int len, T \_mark);

Line(const Line& line);

~Line();

int GetLen();

T GetMark();

void SetLen(int len);

float Area() override;

ostream& print(ostream& os) override;

bool operator ==(const Line& other);

};

template<class T>

inline Line<T>::Line()

{

length = 10;

Array = new char[length];

for (int i = 0; i < length; i++)

Array[i] = "\*";

}

template<class T>

inline Line<T>::Line(int len, T \_mark)

{

length = len;

Array = new T[length];

for (int i = 0; i < length; i++)

Array[i] = \_mark;

}

template<class T>

inline Line<T>::Line(const Line& line)

{

if (Array != 0)

delete[] Array;

length = line.length;

Array = new T[length];

for (int i = 0; i < length; i++)

Array[i] = line.Array[i];

}

template<class T>

inline Line<T>::~Line()

{

if (Array != 0)

{

delete[] Array;

Array = 0;

length = 0;

}

}

template<class T>

inline int Line<T>::GetLen()

{

return length;

}

template<class T>

inline T Line<T>::GetMark()

{

return Array[0];

}

template<class T>

inline void Line<T>::SetLen(int len)

{

T tmp = Array[0];

if (Array != 0)

delete[] Array;

length = len;

Array = new T[length];

for (int i = 0; i < length; i++)

Array[i] = tmp;

}

template<class T>

inline float Line<T>::Area()

{

return 0;

}

template<class T>

inline ostream& Line<T>::print(ostream& os)

{

for (int i = 0; i < length; i++)

os << Array[i];

os << endl;

return os;

}

template<class T>

inline bool Line<T>::operator==(const Line& other)

{

if (length == other.length && Array[0] == other.Array[0])

return true;

return false;

}

**Objects.h**

#pragma once

#include <iostream>

using namespace std;

class Objects

{

public:

virtual ~Objects() {}

virtual float Area() = 0;

virtual ostream& print(ostream& os) = 0;

friend ostream& operator<<(ostream& os, Objects& other)

{

return other.print(os);

}

bool operator > (Objects& other)

{

if (this->Area() > other.Area())

return true;

return false;

}

bool operator < (Objects& other)

{

if (this->Area() < other.Area())

return true;

return false;

}

};

**Point.h**

#pragma once

#include"Objects.h"

#include <iostream>

using namespace std;

template <class T>

class Point : public Objects

{

private:

T mark;

public:

Point();

Point(T \_mark);

Point(const Point& point);

T Get();

float Area() override;

ostream& print(ostream& os) override;

bool operator ==(const Point& other);

};

template<class T>

inline Point<T>::Point()

{

mark = '.';

}

template<class T>

inline Point<T>::Point(T \_mark)

{

mark = \_mark;

}

template<class T>

inline Point<T>::Point(const Point& point)

{

mark = point.mark;

}

template<class T>

inline T Point<T>::Get()

{

return mark;

}

template<class T>

inline float Point<T>::Area()

{

return 0;

}

template<class T>

inline ostream& Point<T>::print(ostream& os)

{

os << this->Get();

return os;

}

template<class T>

inline bool Point<T>::operator==(const Point& other)

{

if (mark == other.mark)

return true;

return false;

}

**Rectangle.h**

#pragma once

#include"Objects.h"

#include <iostream>

using namespace std;

template <class T>

class Rectangle : public Objects

{

private:

int side1;

int side2;

T\*\* Array;

public:

Rectangle();

Rectangle(int \_side1, int \_side2, T \_mark);

Rectangle(const Rectangle& rectangle);

~Rectangle();

int GetSide1();

int GetSide2();

T GetMark();

void SetSide(int \_side1, int \_side2);

float Area() override;

ostream& print(ostream& os) override;

bool operator ==(const Rectangle& other);

};

inline Rectangle<char>::Rectangle()

{

side1 = 1;

side2 = 1;

Array = new char\* [1];

Array[0] = new char[1];

Array[0][0] = '\*';

}

template<class T>

inline Rectangle<T>::Rectangle(int \_side1, int \_side2, T \_mark)

{

side1 = \_side1;

side2 = \_side2;

Array = new T \* [side1];

for (int i = 0; i < side1; i++)

Array[i] = new T[side2];

for (int i = 0; i < side1; i++)

for (int j = 0; j < side2; j++)

Array[i][j] = \_mark;

}

template<class T>

inline Rectangle<T>::Rectangle(const Rectangle& rectangle)

{

if (Array != 0)

{

for (int i = 0; i < side1; i++)

delete[] Array[i];

delete[] Array;

}

side1 = rectangle.side1;

side2 = rectangle.side2;

Array = new T \* [side1];

for (int i = 0; i < side1; i++)

Array[i] = new T[side2];

for (int i = 0; i < side1; i++)

for (int j = 0; j < side2; j++)

Array[i][j] = rectangle.Array[i][j];

}

template<class T>

inline Rectangle<T>::~Rectangle()

{

if (Array != 0)

{

for (int i = 0; i < side1; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

side1 = 0;

side2 = 0;

}

}

template<class T>

inline int Rectangle<T>::GetSide1()

{

return side1;

}

template<class T>

inline int Rectangle<T>::GetSide2()

{

return side2;

}

template<class T>

inline T Rectangle<T>::GetMark()

{

return Array[0][0];

}

template<class T>

inline void Rectangle<T>::SetSide(int \_side1, int \_side2)

{

T tmp = Array[0][0];

if (Array != 0)

{

for (int i = 0; i < side1; i++)

delete[] Array[i];

delete[] Array;

}

side1 = \_side1;

side2 = \_side2;

Array = new T \* [side1];

for (int i = 0; i < side1; i++)

Array[i] = new T[side2];

for (int i = 0; i < side1; i++)

for (int j = 0; j < side2; j++)

Array[i][j] = tmp;

}

template<class T>

inline float Rectangle<T>::Area()

{

return side1 \* side2;

}

template<class T>

inline ostream& Rectangle<T>::print(ostream& os)

{

for (int i = 0; i < side1; i++)

{

for (int j = 0; j < side2; j++)

os << Array[i][j];

os << endl;

}

return os;

}

template<class T>

inline bool Rectangle<T>::operator==(const Rectangle& other)

{

if (side1 == other.side1 && side2 == other.side2 && Array[0][0] == other.Array[0][0])

return true;

return false;

}

**Square.h**

#pragma once

#include"Objects.h"

#include <iostream>

using namespace std;

template <class T>

class Square : public Objects

{

private:

int side;

T\*\* Array;

public:

Square();

Square(int a, T \_mark);

Square(const Square& square);

~Square();

int GetSide();

T GetMark();

void SetSide(int \_side);

float Area() override;

ostream& print(ostream& os) override;

bool operator ==(const Square& other);

};

inline Square<char>::Square()

{

side = 1;

Array = new char\* [1];

Array[0] = new char[1];

Array[0][0] = '\*';

}

template<class T>

inline Square<T>::Square(int a, T \_mark)

{

side = a;

Array = new T \* [side];

for (int i = 0; i < side; i++)

Array[i] = new T[side];

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

Array[i][j] = \_mark;

}

template<class T>

inline Square<T>::Square(const Square& square)

{

if (Array != 0)

{

for (int i = 0; i < side; i++)

delete[] Array[i];

delete[] Array;

}

side = square.side;

Array = new T \* [side];

for (int i = 0; i < side; i++)

Array[i] = new T[side];

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

Array[i][j] = square.Array[i][j];

}

template<class T>

inline Square<T>::~Square()

{

if (Array != 0)

{

for (int i = 0; i < side; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

side = 0;

}

}

template<class T>

inline int Square<T>::GetSide()

{

return side;

}

template<class T>

inline T Square<T>::GetMark()

{

return Array[0][0];

}

template<class T>

inline void Square<T>::SetSide(int \_side)

{

T tmp = Array[0][0];

if (Array != 0)

{

for (int i = 0; i < side; i++)

delete[] Array[i];

delete[] Array;

}

side = \_side;

Array = new T \* [side];

for (int i = 0; i < side; i++)

Array[i] = new T[side];

for (int i = 0; i < side; i++)

for (int j = 0; j < side; j++)

Array[i][j] = tmp;

}

template<class T>

inline float Square<T>::Area()

{

return side \* side;

}

template<class T>

inline ostream& Square<T>::print(ostream& os)

{

for (int i = 0; i < side; i++)

{

for (int j = 0; j < side; j++)

os << Array[i][j];

os << endl;

}

return os;

}

template<class T>

inline bool Square<T>::operator==(const Square& other)

{

if (side == other.side && Array[0][0] == other.Array[0][0])

return true;

return false;

}

**Triangle.h**

#pragma once

#include"Objects.h"

#include <iostream>

using namespace std;

template <class T>

class Triangle : public Objects

{

private:

int height;

T\*\* Array;

public:

Triangle();

Triangle(int \_height, T \_mark);

Triangle(const Triangle& triangle);

~Triangle();

int GetHeight();

T GetMark();

void SetHeight(int \_height);

float Area() override;

ostream& print(ostream& os) override;

bool operator ==(const Triangle& other);

};

inline Triangle<char>::Triangle()

{

height = 3;

Array = new char\* [height];

for (int i = 0; i < height; i++)

Array[i] = new char[height];

for (int i = 0; i < height; i++)

for (int j = 0; j < i; j++)

Array[i][j] = '\*';

}

template<class T>

inline Triangle<T>::Triangle(int \_height, T \_mark)

{

height = \_height + 1;

Array = new T \* [height];

for (int i = 0; i < height; i++)

Array[i] = new T[height];

for (int i = 0; i < height; i++)

for (int j = 0; j < i; j++)

Array[i][j] = \_mark;

}

template<class T>

inline Triangle<T>::Triangle(const Triangle& triangle)

{

if (Array != 0)

{

for (int i = 0; i < height; i++)

delete[] Array[i];

delete[] Array;

}

height = triangle.height;

Array = new T \* [height];

for (int i = 0; i < height; i++)

Array[i] = new T[height];

for (int i = 0; i < height; i++)

for (int j = 0; j < i; j++)

Array[i][j] = triangle.Array[i][j];

}

template<class T>

inline Triangle<T>::~Triangle()

{

if (Array != 0)

{

for (int i = 0; i < height; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

height = 0;

}

}

template<class T>

inline int Triangle<T>::GetHeight()

{

return height - 1;

}

template<class T>

inline T Triangle<T>::GetMark()

{

return T();

}

template<class T>

inline void Triangle<T>::SetHeight(int \_height)

{

T tmp = this->GetMark();

if (Array != 0)

{

for (int i = 0; i < height; i++)

delete[] Array[i];

delete[] Array;

}

height = \_height + 1;

Array = new T \* [height];

for (int i = 0; i < height; i++)

Array[i] = new T[height];

for (int i = 0; i < height; i++)

for (int j = 0; j < i; j++)

Array[i][j] = tmp;

}

template<class T>

inline float Triangle<T>::Area()

{

return ((height - 1) \* (height - 1)) / 2;

}

template<class T>

inline ostream& Triangle<T>::print(ostream& os)

{

for (int i = 0; i < height; i++)

{

for (int j = 0; j < i; j++)

os << Array[i][j];

os << endl;

}

return os;

}

template<class T>

inline bool Triangle<T>::operator==(const Triangle& other)

{

if (height == other.height && Array[0][0] == other.Array[0][0])

return true;

return false;

}

**main.cpp**

#include <iostream>

#include "Container.h"

#include"Circle.h"

#include"Triangle.h"

#include"Square.h"

#include"Rectangle.h"

#include"Line.h"

#include"Point.h"

#include"Cube.h"

#include"Objects.h"

#include <locale.h>

using namespace std;

int main()

{

setlocale(LC\_ALL, "Rus");

Container Container;

Point<char> point;

Line<char> line(10, '-');

Square<int> square(3, 'H');

Rectangle<int> rectangle(3, 6, 0);

Triangle<char> triangle(4, '\*');

Circle<char> circle(3, '.');

Cube<char> cube(3, '\*');

Container.Add(point);

Container.Add(line);

Container.Add(square);

Container.Add(rectangle);

Container.Add(triangle);

Container.Add(circle);

Container.Add(cube);

cout << "Точка:" << endl;

Container.Show(point);

cout << endl;

cout << "Линия:" << endl;

Container.Show(line);

cout << endl;

cout << "Квадрат:" << endl;

Container.Show(square);

cout << endl;

cout << "Прямоугольник:" << endl;

Container.Show(rectangle);

cout << endl;

cout << "Треугольник:" << endl;

Container.Show(triangle);

cout << endl;

cout << "Круг:" << endl;

Container.Show(circle);

cout << endl;

cout << "Куб:" << endl;

Container.Show(cube);

if (square.Area() > cube.Area())

Container.Delete(cube);

if (square.Area() < cube.Area())

Container.Delete(square);

cout << "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*А вот что лежит в Контейнере\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*" << endl << Container;

return 0;

}