Bivariate Analysis in R

# Quantifying More than One Variable

So far we’ve only focused on exploring a single variable by considering its frequency, histogram, and descriptive statistics. Doing this allows us to know a great deal about how some set of measured values, i.e., a sample, are distributed across a set of possible values and how those values are dispersed around some notion of the ‘middle’ of the data. That’s a lot of work, but what about moving beyond thinking only about a single variable?

Often, we want to consider the relationship between a pair of variables and the effect that one variable may have on the values of another – this is known as bivariate analysis, and we’ll explore it this week with our trusty North Carolina employment data.

For this Module, we’ll use the NC Shapefile from previous R Modules (NC\_REGION.shp), which contains four important “employment” variables (MNEM2000, MNEM1990, TOTJOB2000, TOTJOB1990), and two variables for population (POP2000 and POP1990).

library(sf)  
library(tidyverse)  
  
NC <- read\_sf("data/NC\_REGION.shp")

Let’s create a plot of just the “geometry” of the shapefile, in order to make sure it loaded correctly.

plot(st\_geometry(NC))
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## Questions

As in previous R Modules, write up this document as an R Markdown report, and export the results to a .pdf. Include both your results, your R code, and the answers to the questions.

1. Create a histogram for the POP2000 variable. Include the histogram itself, the density, the mean and median lines, and the axis labels and title. If you’re using base R, look into the probability argument for the hist() function.

# Covariance

An important consideration in our analysis is *co-variation*, that is, how the values of one variable change with the values of another. In our case, it is necessary to consider that the number of manufacturing jobs likely changes (*co-varies*) with population; i.e., counties with a higher population likely have a larger number of manufacturing jobs. Note that we’re also assuming *causality* in our speculative statement, that manufacturing depends to some degree on population values (e.g., larger population centers have more need for manufacturing jobs, too).

Before we formally test covariance, we should establish if these variables actually co-vary; let’s try a basic scatter plot:

library(ggplot2)  
  
ggplot(  
 data = NC,  
 mapping = aes(x = MNEM2000, y = POP2000)  
) +  
 geom\_point() +  
 labs(  
 x = "Manufacturing Jobs",  
 y = "Population",  
 # The "\n" character is a "newline" escape character and can be used to  
 # break up long titles onto more than one line.  
 title = "Covariance of Manufacturing Jobs vs.\nPopulation in 2000"  
 )
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Do we have visual evidence of a relationship? Maybe, but because the distribution of the observations clusters so many towards the origin, it makes it difficult to see the actual pattern. We can apply a transformation to each variable to see what’s going on:

ggplot(  
 data = NC,  
 mapping = aes(  
 x = sqrt(MNEM2000),  
 y = sqrt(POP2000)  
 )  
) +  
 geom\_point()
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Much better; the sqrt() function doesn’t change small values as much as it does large ones. The outliers were brought “closer in” but the overall pattern is the same, just easier to visually interpret. Note that our data trends from lower left to upper right in a generally linear manner. This is visual evidence to suggest linear covariance, but we need to formally test this relationship. For this, we’ll use *Pearson’s R*

## Pearson’s R

Testing covariance and performing bivariate analysis in R are fortunately quite easy; most of the basic functions we need are in the base package, which comes pre-loaded when we start R Studio. However, we’ll use some functions from the corrr package, as they work better with “tidy” format data (see [the Tidyverse](https://www.tidyverse.org)). We’ll use dplyr (included when we load tidyverse) to choose our two columns we wish to correlate.

library(corrr)  
  
cor <- NC %>%  
 # We'll drop the 'geometry' on the fly, as it can potentially break the  
 # function. We're not actually getting rid of it from our original data, of  
 # course.  
 st\_drop\_geometry() %>%  
 dplyr::select(MNEM2000, POP2000) %>%  
 correlate(use = "pairwise.complete.obs",  
 method = "pearson")  
  
# The fashion() function in corrr is used to format the results of correlation  
# for printing; all it does is make things look nicer in our output!  
  
fashion(cor, decimals = 4)

## term MNEM2000 POP2000  
## 1 MNEM2000 .8702  
## 2 POP2000 .8702

The Pearson’s R for these two variables seems like a strongly positive result – as the population increases, so does manufacturing employment. We might also like to explore correlations between numerous variables at the same time; it’s easy to do with the corrr package and dplyr. Because we’re only looking at numeric data, we can filter out both the geometry column, as well as any character columns:

NC\_filter <- NC %>%   
   
 # Again, we need to drop the geometry  
 st\_drop\_geometry() %>%   
   
 # Using select\_if, we can choose only the columns that are numeric  
 select\_if(is.numeric) %>%  
   
 # Finally, we can choose the columns we actually want to correlate. Note that  
 # this is a bit redundant with the `select\_if()` above, but I wanted to show  
 # how to select columns programmatically with a logical test.  
 dplyr::select(  
 c(  
 POP2000,  
 MNEM2000,  
 HOUSEHOLDS,  
 MEDIANRENT,  
 TOTJOB2000,  
 WHITE,  
 BLACK,  
 AMERI\_ES,  
 ASIAN\_PI,  
 OTHER,  
 HISPANIC  
 )  
 )

Now, we can correlate our data:

# We can plot a correlogram with the GGally package. Install and load it, and use the `ggcorr()` function on our filtered data to get a plot  
library(GGally)  
  
NC\_filter %>%   
 # We can set a diverging color palette if we set the nbreaks argument. Use  
 # RColorBrewer::brewer.pal.info to see some of the available color palettes in  
 # R.  
 ggcorr(nbreaks = 7, palette = "RdBu")

![](data:image/png;base64,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)

## Questions

**Using the correlate() and fashion() functions in corrr, create a Pearson’s *r* correlation matrix of your filtered data. When filtering and selecting columns, choose different/additional columns to compare (don’t just use the ones in the Lab!). Provide the matrix and the correlogram (and your R code used to make it!) in your R Markdown report. Identify the strongest and weakest correlation coefficients where r 1.**

# Linear Regression

We’ve assessed the covariance visually and computationally. There seems to be a strong, positive, and linear relationship between manufacturing and population. Now, we can run a regression – what R was really made to do – and explore this relationship further.

Running a linear regression in R is done with the linear model (lm()) function, and its primary argument is written in “formula syntax”, a special way of describing a formula. Formula syntax looks like y ~ x, which is read as “y as a function of x”. In the context of lm(), this means our dependent variable y is a function of our independent variable x.

model <- lm(MNEM2000 ~ POP2000, data = NC)  
model

##   
## Call:  
## lm(formula = MNEM2000 ~ POP2000, data = NC)  
##   
## Coefficients:  
## (Intercept) POP2000   
## 1.891e+03 7.294e-02

What we get is the classic equation of a line: , where is our (Intercept) and is our POP2000 coefficient. We can plot this in R on top of a scatter plot:

model <- lm(MNEM2000 ~ POP2000, data = NC)  
  
  
plot(MNEM2000 ~ POP2000, data = NC)  
abline(model)
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Or alternatively in ggplot2, with stat\_smooth():

library(ggplot2)  
  
ggplot(NC, aes(x = POP2000, y = MNEM2000)) +  
 geom\_point() +   
 # `se = FALSE` means we don't plot a confidence interval around our line.  
 stat\_smooth(method = "lm", se = FALSE)
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Now we have our regression line. However, we need to measure whether it’s actually a good fit. We can use the “goodness of fit measure” to determine this.

s <- summary(model)  
  
s

##   
## Call:  
## lm(formula = MNEM2000 ~ POP2000, data = NC)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -10836.5 -2051.7 -973.5 912.1 16942.0   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.891e+03 5.368e+02 3.522 0.000652 \*\*\*  
## POP2000 7.294e-02 4.171e-03 17.485 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 4281 on 98 degrees of freedom  
## Multiple R-squared: 0.7573, Adjusted R-squared: 0.7548   
## F-statistic: 305.7 on 1 and 98 DF, p-value: < 2.2e-16

Here, it’s the Multiple R-squared value. If we assign the summary of our linear model to an object, e.g. s, we can return the r-squared (and by extension, other attributes) with s$r.squared, which gives us 0.7572621.

Larger values for a bivariate regression line indicate that more of the variance in y is explained by the variance in x. In other words, this means that roughly 76% of manufacturing in each county is explained by the population of that county; this also means that 24% of variance is **not** explained by population. There’s clearly more to the story, such as how manufacturing is distributed geographically around the state in a certain way, but we’ve now established that population is an important part of our model.

# Residuals

Next, we should consider our other “goodness of fit” measure. We need to assess how the differences between the manufacturing values predicted by the regression line differ from the actual observed values. These differences are called residuals, and we can call a list of the residuals in R:

model <- lm(MNEM2000 ~ POP2000, data = NC)  
  
  
head(model$residuals)

## 1 2 3 4 5 6   
## -640.8329 -1265.6555 3589.3870 -2683.4450 -1682.8900 -1520.8310

Examining the results tells us a lot about our regression; for most regressions, the ideal is to have the residuals symmetrically distributed around the mean of the residuals, which should be close to 0. When the mean of the residuals is close to 0, and the residuals are normally distributed around this mean, it indicates that when our regression misses its prediction, we’re missing both “above” and “below” the actual value (which is good).

Think of it like target shooting: a good regression line is going to hit the bulls-eye some of the time, but not all the time. When it misses the bulls-eye, we want it to miss both high and low, left and right of it evenly. If we consistently missed below the bulls-eye, for example, we’d have a clue about a systematic problem in our estimate (in the target shooting example, perhaps we’ve forgotten to account for the wind direction or the speed of our arrow).

## Questions

1. Calculate and report the mean value of the set of residuals from your regression results (in other words, the mean difference between predicted and observed values of our dependent variable). Next, create an absolute value histogram of the residuals from your regression using the ‘fd’ breaks method. Add the mean value of the residuals to your plot as a vertical line. Include a legend, appropriate axis labels, and a title. As always, provide your R code to do this in your R Markdown report.

We now have two “goodness of fit” measures to help us decide if our prediction line fits our data well. A higher value in combination with a lower standard error estimate gives us some confidence that our line of fit is suitable.

# Geographic Distribution

Geographers work with residuals quite a bit, but why? Just as we want to know how are “misses” are distributed around the regression line, we also want to know how the misses are distributed across geographic space. If we see evidence of spatial dependence in our regressions, we have reason to think that our model might perform well in some geographic areas and poorly in others. To do this, we start with something called a “residual map”. We’ll do more with the residuals later, but for now, let’s add the residuals to our shapefile attribute table, then create a simple map that visualizes the distribution of the residuals around the state.

We can append the residuals of our model to our original Shapefile quite easily:

NC$Residuals <- model$residuals

If you want to save your shapefile, use the write\_sf() function from sf:

write\_sf(NC, "NC.shp")

## Questions:

1. Create a choropleth map of the residuals of the regression with an appropriate legend and title. You may explore the spatial patterning fo residuals through altering your break methods and number of categories, but for your final map, use 4 classes and a quartiles classification theme. Why? This utilizes the median and 1st/3rd quartiles as breakpoints. In other words, our map will be connected to a measure of central tendency of the residuals, which can aid interpretation. Explain in writing if there is visual evidence for spatial dependence in the map. Provide the map and your R code.

You can use any R package you wish to generate this map, but I recommend tmap, as it’s designed to work well with choropleth mapping.