Scraping HTML Tables Tutorial

Sports-Reference and its sub-sites make it very easy to take data from their site. You simply go to the table you want, click "Share & More", and then click "Download as CSV (for Excel)". However, very few fun data science problems can be solved with only one data table. What happens if you need an entire season’s worth of box scores ? Two seasons ? Ten ? Nobody is going to sit there and manually download each one. This tutorial is to show you step-by-step how to get a load of data at once, with minimal programming (and no experience needed) !

1. Download Required Software

There are only two things required for this. Both are free! The first is R, a programming lan- guage devoted to statistics. You should be able to search "Download R" in your search engine and find the installation file that corresponds to your machine.

The second thing you need to download is R Studio, which is just an easy way to see your code. It is especially great for beginners, but I use it too. Again, acquiring it should be as easy as a Google search. Once you have everything installed, and you open R Studio, it should look something like this :

The top left box is where we will primarily be working. It is where we write our code so that we can save it for later, just like a Word document. The bottom left box is called the console, and
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that is where our code is actually executed. If we type a command there, it will run. If we type it in the top-left, it will just sit there, until we hit the run button in the bar across the top.

The top right box shows our variables. Variables in code are just as they are in mathematics; they’re names that represent something else, like a number, a vector, or a data frame. Naturally, we have none yet, but it will begin to fill up. The bottom right corner shows any graphics we create or documents if we ask for help about a certain command. We probably will not use it.

2. Install Packages and Setup

There are certain commands that simply come with R. For example, if we were to type max(c(1,2,3,4)), the result would be 4. (c(...) is the syntax for writing a vector, or a list, in R). However, certain commands require that we first install the package, or library, in which they are contained. There are three packages we need, and two steps we need to take in order to be able to use the functions inside of them. (To be totally honest, we may even be able to accomplish our goal without three packages, but I’m going to explain to you the way I am comfortable with. If any of you have easier ways, please feel free to share !) The following are the names of the packages :

rvest XML RCurl

Installing the packages is a one-time deal. If you are doing a second project a year from now where you need to scrape more data tables, you do not need to do this step again (unless you have changed computers). Because of this, we will type commands in the console, since we do not need to save the command for next time. The syntax is as follows : install.packages("<name of package>"). So, basically, we will type the following three lines, hitting Enter after each one :

install.packages("rvest") install.packages("XML") install.packages("RCurl")

Now we have reached the part where we should start typing in the upper left box, in case we want to reuse our code for later. The library() command tells the software which libraries we are going to need for our code, so it’s good to take care of that first. It’s very similar to the previous syntax :library(rvest) library(XML) library(RCurl)

There is one last thing for setup that isn’t required, but it is a good habit, and it makes it easy to keep track of things. We our going to set our working directory. That means we are going to pick a folder where all of our tables and our code are going to be stored. I made a folder within my Documents folder called "NBADraftData" to store mine, but you can name yours anything you want and put it anywhere you want, as long as you can put the exact directory (path of folders) in the command. As you can see below, the syntax is :

setwd(" /Documents/NBADraftData")
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Except you, of course, would put your own directory and names within the quotes. Each folder should be separated by a /, and the folders get more and more specific from left to right. The just represents the home directory, which is the default. Finally, I am going to save my file as "nbadraftscrape.R", and it will be saved in that folder.

3. Getting URLs

This is probably the hardest part of this entire tutorial. Our code has to know where the tables are coming from, so it has to know all the URL’s. There are two different situations we can have. Either the URL’s can be generated by a simple sequence function, or we first have to scrape the URL’s in order to scrape the data. It depends on the complexity of the problem.

URL Generation Through Sequences

If you navigate to the professional basketball side of sports-reference, then to "Draft", then click some random year (2003 is shown below), and finally scroll down a bit, you’ll see something like this.

The important part of this image is the URL. Every draft has the same URL structure, and the only thing that changes is year toward the end. Therefore, all we have to do is make a list (or rather, vector) of URLs where the date is changed.

One very easy way to do this is an R command called seq(). You simply give it the beginning (from) and end (to) of the sequence you want to create, as well as the step (e.g., the step would be 2 if you wanted every year.) If your step size is one, you do not need to include that part because that is the default. These three things are the three arguments, or things that go inside the parentheses.

seq(from=1947,to=2017,by=1), OR seq(1947,2017) because this is the default order, and the default step is already one.

I’ll save the result of seq() in an object called draft\_years. It is a list of the years where the draft took place. Then, I’ll want to combine it with the rest of the URL using a function called paste() which simply combines strings. paste() takes any number of strings that you want to combine and separates them with whatever you want - the default is a space. Since we want there to be no separation at all, we will make sure to add sep="" inside the parentheses, after all of the things we want to paste together. The code is shown below.
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URL Generation Through Scraping

What happens if I’m not interested in this table, but I’m interested in what it links to ? Maybe I want the statistics of all the players that were drafted in 2003, instead. Below you can see the statistics page for Lebron James.

Unfortunately, making changes to this URL is not as intuitive. It seems that each player has his
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own code name, where Lebron’s is jamesle01. In this case, the best thing to do would be to scrape the URL’s first from the draft table, then using those URL’s, scrape the individual player data tables. As you can see, you can link to any of the drafted players’ pages by clicking their names. Therefore, all of their URL’s have to be stored on that page somewhere. You can find them with the following steps :

Right click somewhere on the page, preferably on a row of the data. Select "Inspect." This is the HTML for the current webpage. Find the link you’re looking for in the HTML. You may have to hit the arrows to the left

of the code to show all of the HTML. Below, you can see where Lebron’s link is.

As you can see, the URL itself is several layers deep into the HTML. Starting at the part that begins with "<table ...", where the ellipsis ... acts as a replacement for the remainder of the attributes between the <>. the layers are as follows :

<table ...>. This is the main table on the page. <tbody> This is the table body - after headers, and such. <tr data-row="0"> This is the first table row. It is very common to start counting at 0

instead of 1. <td ... data-stat="player"...> td stands for table data, or the column. There are a few other <td>s before the one for which data-stat="player", and these merely represent the couple of columns that occur before the player’s name, but we aren’t concerned about those. <a href="/players/j/jamesle01.html"> Here is where the URL we need is located. If you

append this to "www.basketball-reference.com" then you will reach Lebron’s page.

This structure is the same for every player in the table. We will come back to it. First, we have to get the HTML and save it. We can take the data directly from the site, but it is good practice to save it as a .html on your computer. The function to do so is getURL(), and you put your URL (with quotes) in the parentheses. You also must save it as some object - mine is called mydata.

mydata <- getURL("your\_url\_goes\_here")
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Then, we will save it. This is done using the writeLines() function. The two arguments that go in the parentheses are your data object (mydata) and the name of the file that you want it to be saved as. Remember which directory you are working in - that is where it will be saved, unless you specify in the file name a subdirectory. It is also important to close files after you are done with them.

writeLines(mydata,"NBA\_Draft\_03.html") close(file("NBA\_Draft\_03.html"))

The next step is to parse the file and store it in some variable; I called mine mydoc. Parsing basically analyzes the HTML to determine its structure, similarly to what we did above manually to determine where the URL was.

mydoc <- htmlParse("NBA\_Draft\_03.html")

Finally we have reached the part where we must use the information above to create the XML Path to our URL. An XML path is very similar to your file path, where folders are separated by slashes. Instead, the different "layers" as I called them (technically HTML commands) are separated by slashes.

We started with the table command, but that wasn’t the start of the document. There were several layers before that. However, we don’t have to manually write out them all. If we write a double slash, "//", it indicates that any sort of commands can come before it. Thus, the start of our path will be "//table[@id=’stats’]". There are a couple of tables, so we have to clarify the unique id of the table we want. This is the syntax for it. The next part was the body, then the row and several different columns. We want the data from every row, so the rows and the first couple columns don’t need to be specified. Therefore we can rope them into another "//" until we reach what we really care about - the column for "player". Thus, we so far have "//table[@id=’stats’]/tbody//td[@data- stat=’player’]". Finally, we must tell XML that we are looking for looking for the "a" command that follows it. Thus, our final path is :

"//table[@id=’stats’]/tbody//td[@data-stat=’player’]/a"

This will serve as one of our arguments to the xpathSApply function. The first argument will be our parsed document, then the path. Then, we must tell it what we want to extract. In our case, we want the href attribute. An attribute is what modifies, or makes specifications in, a command. Thus it appears within the <> after the command itself. For example, the href attribute specifies that "/players/j/jamesle01.html" is the URL that this section of the document must link to. In short, the third argument is xmlGetAttr. Finally, we tell it which attribute - href.

player\_data\_urls <- xpathSApply(mydoc, "//table[@id=’stats’]/tbody//td[@data-stat=’player’]/a",

xmlGetAttr, "href")

Running this should get those URL segments. However, we still need to append them to our root URL, "www.basketball-reference.com". We can come back to our paste function for that.

paste("https ://www.basketball-reference.com",player\_data\_urls,sep="")

The final product is shown below.

4. Scraping HTML Tables

For this portion, I’m going to use the draft URLs rather than the player statistics URLs.

Again, the first thing we must do is get the data from the link and save it as an HTML file. However, we must go through 71 years of draft data, so 71 URLs. That’d be extremely tedious to do by hand, so we can create our own function that takes URL as an argument, and at the end, we can simply apply that function to the entire URL vector. For now, however, let’s write a function that will work for one URL.

The syntax for a function is just like naming a variable and can be seen below. The code that we want our function to execute will be placed inside the braces.
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First, we use getURL() to get the HTML code from the website. Then, we want to save it to a file. However, we will have to write it in such a way that each file name is unique for when we apply the function the entire set of URLs. We will use the year because that is what differentiates each one. Therefore, we will have to extract the year from the URL string. This can be done with the strsplit() function, which splits a string into a list of parts at a given character. As a reminder, our URL is "https ://www.basketball-reference.com/draft/NBA\_2003.html", so we want the last part of that.mydata <- getURL(https ://www.basketball-reference.com/draft/NBA\_2003.html)

myfilename <- unlist(strsplit(url,"/"))[5]. This picks the fifth element of the list, which is

NBA\_2003.html (or whatever year we’re on). writeLines(mydata,myfilename) close(file(myfilename))

Instead of the parsing function we used before, we will use read\_html() which does essentially the same thing. We save that in a variable called mydoc. Then, we will use a function called html\_nodes() that says we want to extract from mydoc only the "table" nodes. This returns a list of all the tables on the page - there is only one on this page, so we want tables[1], and we would like to convert it into a data frame, which is the easiest thing to work with in R.

mydoc <- read\_html(myfilename) tables <- html\_nodes(mydoc,"table") draft\_info <- data.frame(html\_table(tables[1])) Below, we display the resultant draft\_info !
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5. Fixing Up the Data

It looks pretty good, except for the first row should actually be the headers. Your code likely will have to deal with other formatting issues, but I’ll show you how I took care of those. We also have other issues about formatting, but we will take care of them another time.

colnames(draft\_info) <- draft\_info[1,] This is assigning the column names of draft\_info to

be the values in row one. draft\_info <- draft\_info[-1,] This will get rid of the first row. year <- substr(myfilename,5,8) This is a substring function that takes a portion of the string

from position 5 to position 8.

6. Save As CSV

It’s important to save the data frame each time we make it, so that will be the last thing we do in the function. There is a command called write.csv() which will take the first argument and save it under a file name given in the second argument.

Finally, using sapply, we will apply the function get\_draft\_data to every url in draft\_data\_urls.
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