1. What does the compiler do when it encounters the await keyword?

My answer: delegetas the “async” code to the thread pool, thread pool then yields one of the threads (might be a new one, might not be), stages the current state of the state machine (held in the Task object), returns the Task object to the thread calling context whose state is at that moment “captured” so the execution may return to it

In essence the execution will “continue” (continuation context) right after the calling context was “captured and suspended” by means of a callback (through the Task object)

1. What is ConfigureAwait(false)

My answer: this one is relevant only in pre-netcore contexts, and for “UI thread” apps like webforms, where you caller (thread) is the one that the execution will return to after the async task has been completed, the default is ConfigureAwait(true) meaning - return to the exact calling thread, this can cause deadlocks/not responding because the returning context encounters a blocked calling thread and is unable to return, whilst the calling context is stuck waiting for the called context to return (deadlock)

1. How are errors handled in async await?

My answer: the compiler internally creates a try catch block and uses the Task object (which is a form of a promise) to hold the error (if it were to happen) so the calling context can evaluate it, if theres is no Task object, no errors will be caught (which is a classic junior level error)

This is the what they wanted to have a discussion about (the relevant compiler output)

URL: <https://gist.github.com/brunobozic/5df4e9f3a6533479cff87da97ea564cf>

[CompilerGenerated]

private sealed class <GetValueAsync3>d\_\_2 : IAsyncStateMachine

{

public int <>1\_\_state;

public AsyncTaskMethodBuilder<int> <>t\_\_builder;

public C <>4\_\_this;

private int <>s\_\_1;

private TaskAwaiter<int> <>u\_\_1;

private void MoveNext()

{

int num = <>1\_\_state;

int result;

try

{

TaskAwaiter<int> awaiter;

if (num != 0)

{

awaiter = Task.FromResult(42).GetAwaiter();

if (!awaiter.IsCompleted)

{

num = (<>1\_\_state = 0);

<>u\_\_1 = awaiter;

<GetValueAsync3>d\_\_2 stateMachine = this;

<>t\_\_builder.AwaitUnsafeOnCompleted(ref awaiter, ref stateMachine);

return;

}

}

else

{

awaiter = <>u\_\_1;

<>u\_\_1 = default(TaskAwaiter<int>);

num = (<>1\_\_state = -1);

}

<>s\_\_1 = awaiter.GetResult();

result = <>s\_\_1;

}

catch (Exception exception)

{

<>1\_\_state = -2;

<>t\_\_builder.SetException(exception);

return;

}

<>1\_\_state = -2;

<>t\_\_builder.SetResult(result);

}

void IAsyncStateMachine.MoveNext()

{

//ILSpy generated this explicit interface implementation from .override directive in MoveNext

this.MoveNext();

}

[DebuggerHidden]

private void SetStateMachine(IAsyncStateMachine stateMachine)

{

}

void IAsyncStateMachine.SetStateMachine(IAsyncStateMachine stateMachine)

{

//ILSpy generated this explicit interface implementation from .override directive in SetStateMachine

this.SetStateMachine(stateMachine);

}

}

Also important:

But, you might ask, what about what's often called "**fire and forget**"? This refers to the situation where you do not want to await an asynchronous method and you're not particularly concerned about when it finishes. In that case, consider, at the very least, adding a **ContinueWith** with **TaskContinuationOptions.OnlyOnFaulted** where you can **log any exceptions that may arise**.

1. How exactly does it return the captured context (compiler output inspection)?

My answer: did not know this one

All I knew was it had captured the “before async” context somehow, embedded the info somewhere (Task object?) and will use this info to return to the exact line where it needs to

Probable answer because they mentioned the **UnsafeStart** at one point:

**Thread.UnsafeStart (new in .NET 6)**

The new function for starting threads is called “unsafe” because it does not capture the execution context. David Fowler explains,

We added [UnsafeStart](https://github.com/dotnet/runtime/issues/46594) in this PR #46181 because we needed to lazily create thread pool threads and the timer thread **on the default execution context**. UnsafeStart **avoids capturing the current execution context and restoring it when the thread runs**. There are other places where we create threads that could use similar logic

Found some more information on how exactly the compiler does its thing

at OnButtonClick()

at System.Threading.ExecutionContext.RunInternal(ExecutionContext executionContext, ContextCallback callback, Object state)

at System.Runtime.CompilerServices.AsyncTaskMethodBuilder`1.AsyncStateMachineBox`1.MoveNext()

at System.Threading.Tasks.AwaitTaskContinuation.RunOrScheduleAction(IAsyncStateMachineBox box, Boolean allowInlining)

at System.Threading.Tasks.Task.RunContinuations(Object continuationObject)

at System.Threading.Tasks.Task`1.TrySetResult(TResult result)

at System.Runtime.CompilerServices.AsyncTaskMethodBuilder`1.SetExistingTaskResult(TResult result)

at System.Runtime.CompilerServices.AsyncTaskMethodBuilder.SetResult()

at DownloadAndBlur()

at System.Threading.ExecutionContext.RunInternal

Notice that there are a lot of methods being called here that we did not define in our code, including AsyncStateMachineBox.MoveNext() and AsyncTaskMethodBuilder.SetResult. It's apparent that the compiler is generating a bunch of code on our behalf to keep track of the execution state.

The details of the generated code are outside the scope of this guide (and vary depending on the C# compiler and version), but suffice it to say that there is a state machine produced that uses goto statements in combination with the Task Parallel Library methods, along with some exception and context (i.e. thread) tracking.

1. How to create a stack overflow condition using for loop?

My answer: concatenate strings, you will end up having a stack overflow

* 1. Why? My answer: reference type
  2. How to fix this?

My answer: use stringbuilder

1. Why is a string class/object made immutable?

My answer: design choice as strings are most often mutated

1. Can we iterate over a set of data without using window functions?

My answer: yes, via cursors

1. How do cursors work (implemented on db engine)?

My answer: didn't know, said I didn't care much how they work, I just use them and they work

need to look it up

1. What is the core difference between triggers on MSSQL vs Oracle

My answer: did not know this one, said I just use triggers, I don't care how they work internally

Looked it up later: Oracle (as most other vendors) has a different trigger concept as MS SQL Server. MS SQL (such as Sybase) has a set based approach. Rows that are affected by a data modification (insert, update, delete) are stored in the inserted and deleted tables. A regular DML trigger in MS SQL is always executed after the statement. The before image is stored in the deleted table, the after image in the inserted table. Both can be accessed from within the trigger. It is also possible to join the inserted and deleted table and use them to update the table on which the trigger was executed.

In Oracle there are before and after triggers and a trigger can be defined to be executed per row or per statement (there are also compound triggers that can have a section for per row and per statement). Before per statement triggers are executed before the statement (insert, update, delete) is executed and only have access to the table before the modification. After per statement triggers are executed after the statement has completed (which is why they are sometimes called deferred, which is a bit misleading as deferred in SQL usually means that an execution is deferred till commit in a transaction that may consist of more than one statement) and only have access to the table after the modification.

1. You have database (single instance), you want to scale it, the callers (rest api apps) want to get immediate results and you \*have\* to make it work.

The interviewers are well aware of eventual consistency problems and the CAP theorem, still you have to make it work, how would you do it?

**So both immediate consistency and scale out are a must.**

My answer: shard the data, create n clusters where each cluster has one master and n read slaves, and each shard holds a portion (shard) of data

1. How is the data organized in a clustered index as opposed to non clustered?

My answer: it's always a IOT (index organized table) hit in that case, without using a heap, this is considered fastest

1. Elaborate on that (IoT tables and heap tables)

My answer: couldn't, really have no idea what happens at that level (really low level)

need to look it up

1. When do we use heap tables?

My answer: tables with one index only are best implemented as clustered indexes or index-organized tables.. tables with more indexes can often benefit from heap tables

need to look it up

1. Why?

My answer: didn't know, couldn't explain

Expected answer: heap tables have the benefit of providing a stationary master copy that can be easily referenced

Need to look up further.

1. How do we turn a clustered index into a heap table

My answer: dropping a clustered index transforms the table into a heap table

1. What is ValueTask, why do we have it?

My answer: didn't know (read a bit on ValueTasks, but haven't remembered anything)

Expected answer: we can utilize ValueTask<T> to **avoid allocations when methods complete synchronously**

Explain - couldn't, has something to do with GC probably there are no allocations so there's less of an overhead (and I was right, just couldn't explain)

Expected answer (I guess):

Task is a class. As a class, that means that any operation which needs to create one needs to allocate an object, and the more objects that are allocated, the more work the garbage collector (GC) needs to do, and the more resources we spend on it that could be spent doing other things.

When ValueTask<TResult> was introduced in .NET Core 2.0, it was purely about optimizing for the synchronous completion case, in order to avoid having to allocate a Task<TResult> to store the TResult already available.

ValueTask<TResult> was introduced in .NET Core 2.0 as a struct capable of wrapping either a TResult or a Task<TResult>. This means it can be returned from an async method, and if that method completes **synchronously and successfully, nothing need be allocated: we can simply initialize this** ValueTask<TResult> struct with the TResult and return that.

Only if the method completes **asynchronously** does a Task<TResult> need to be allocated, with the ValueTask<TResult> created to wrap that instance (to minimize the size of ValueTask<TResult> and to optimize for the success path, an async method that faults with an **unhandled exception will also allocate** a Task<TResult>, so that the ValueTask<TResult> can simply wrap that Task<TResult> rather than always having to carry around an additional field to store an Exception).

Caveats (do not use this type when):

* Awaiting a ValueTask / ValueTask<TResult> **multiple** times. The underlying object may have been recycled already and be in use by another operation. In contrast, a Task / Task<TResult> will never transition from a complete to incomplete state, so you can await it as many times as you need to, and will always get the same answer every time.
* Awaiting a ValueTask / ValueTask<TResult> **concurrently**. The underlying object expects to work with only a single callback from a single consumer at a time, and attempting to await it concurrently could easily introduce race conditions and subtle program errors. It’s also just a more specific case of the above bad operation: “awaiting a ValueTask / ValueTask<TResult> multiple times.” In contrast, Task / Task<TResult> do support any number of concurrent awaits.
* Using .GetAwaiter().GetResult() when the operation hasn’t yet completed. The IValueTaskSource / IValueTaskSource<TResult> implementation need not support blocking until the operation completes, and likely doesn’t, so such an operation is inherently a **race condition** and is unlikely to behave the way the caller intends. In contrast, Task / Task<TResult> do enable this, blocking the caller until the task completes.

However, ValueTask / ValueTask<TResult> are great choices when a) you expect consumers of your API to only await them directly, b) allocation-related overhead is important to avoid for your API, and c) either you expect synchronous completion to be a very common case, or you’re able to effectively pool objects for use with asynchronous completion. When adding abstract, virtual, or interface methods, you also need to consider whether these situations will exist for overrides/implementations of that method.

**In fact, the C# compiler takes advantage of this when implementing async iterators to make async iterators as allocation-free as possible.**

At some point they asked about iterators, so this is what they were getting at -> implementing allocation free iterators

In essence, the issue the .net devs were trying to solve by ValueTaskis is -> how to make async/await (both sync and async situations) allocate less (or none) Task objects on the heap in order to save space - which is especially important in all large “for each” (iteration) scenarios.

Basically in **sync** scenario - you have a **cached Task object to return**, so the same object gets returned, whereas in **async** scenarios the .net runtime will make a “best effort” to **reuse already created Task classes** (obviously this is not viable for multithreaded access - it simply would not work in that case).

You can approach the performance problem by using **Span<>** as an object of iteration (the thing that gets iterated over), and by using **ValueTask<>** when using async/await pattern.

The perfect structure (that is also thread safe) for producing and consuming a huge number of async tasks is the new **Channel** construct, it already uses ValueTasks and is already made thread safe by design. Also, it implements a form of **backpressure (a form of load balancing)**.

TODO: async iterators

1. Why would we use Span<>? **(new in .NET 6)**

My answer: didn't know (did read something on the topic at some point, couldn't remember)

Expected answer:

Span<T> is a [ref struct](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/builtin-types/struct#ref-struct) that is allocated on the stack rather than on the managed heap. Ref struct types have a number of restrictions to ensure that they cannot be promoted to the managed heap, including that they can't be boxed, they can't be assigned to variables of type [Object](https://docs.microsoft.com/en-us/dotnet/api/system.object?view=net-5.0), dynamic or to any interface type, they can't be fields in a reference type, and they can't be used across await and yield boundaries. In addition, calls to two methods, [Equals(Object)](https://docs.microsoft.com/en-us/dotnet/api/system.span-1.equals?view=net-5.0#system-span-1-equals(system-object)) and [GetHashCode](https://docs.microsoft.com/en-us/dotnet/api/system.span-1.gethashcode?view=net-5.0), throw a [NotSupportedException](https://docs.microsoft.com/en-us/dotnet/api/system.notsupportedexception?view=net-5.0).

A Span<T> represents a contiguous region of arbitrary memory. A Span<T> instance is often used to hold the elements of an array or a portion of an array. Unlike an array, however, a Span<T> instance can point to managed memory, native memory, or memory managed on the **stack**.

using System;

var array = new int[] { 2, 4, 6, 8, 10, 12, 14, 16, 18, 20 };

var slice = new Span<int>(array, 2, 5);

for (int ctr = 0; ctr < slice.Length; ctr++)

slice[ctr] \*= 2;

// Examine the original array values.

foreach (var value in array)

Console.Write($"{value} ");

Console.WriteLine();

// The example displays the following output:

// 2 4 12 16 20 24 28 16 18 20

The [CollectionsMarshal.AsSpan method](https://docs.microsoft.com/en-us/dotnet/api/system.runtime.interopservices.collectionsmarshal.asspan?WT.mc_id=DT-MVP-5003978) is **unsafe** and should be used only if you know what you're doing. CollectionsMarshal.AsSpan returns a Span<T> on the private array of List<T>. Iterating over a Span<T> is fast as the JIT uses the same tricks as for optimizing arrays. Using this method, it won't check the list is not modified during the enumeration.

As said, this method is unsafe and you may get weird behaviors if you don't know what you are doing. For instance, you may iterate over items that are not part of the list anymore in some cases

Sample code:

public int Sum(List<int> source) => Sum(CollectionsMarshal.AsSpan(source));

![](data:image/png;base64,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)

Using foreach makes it 1.28 times slower, while using AsSpan() makes it 5.6 times faster.

Benchmark (source: <https://www.meziantou.net/fastest-way-to-enumerate-a-list-t.htm> ):
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A lot of their questions resolved around array iteration, iterators, yield, benchmarks etc. so I think this might be relevant as well: <https://antao-almada.medium.com/array-iteration-performance-in-c-f9801a2c7a3c>

<https://ikbalkazanc.medium.com/c-6-performance-tricks-ae749a7a8c45>

From these two articles it becomes apparent that the idea they were trying to put light on was the idea that **foreach will always be slower** because it implements IEnumerator, the compiler output for foreach shows this and this is the reason why foreach will almost always be a tiny bit slower UNLESS you turn the array you're iterating over into a Span<> -> if you can live with the side effects ([CollectionsMarshal.AsSpan method](https://docs.microsoft.com/en-us/dotnet/api/system.runtime.interopservices.collectionsmarshal.asspan?WT.mc_id=DT-MVP-5003978)). You can expect as much a 6x speed improvement when iterating over an array if you first Marshal it unsafely as a Span.

Compiler output for sum, take notice of enumerator.MoveNext and enumerator.Dispose() -> this is what makes iterating via foreach a bit slower…

static int Sum(IEnumerable<int> source)

{

var sum = 0;

IEnumerator<int> enumerator = source.GetEnumerator();

try

{

while(enumerator.MoveNext())

sum += enumerator.Current;

}

finally

{

enumerator.Dispose()

}

return sum;

}

1. Explain double lock pattern in regards to processor architecture?

My answer: did the best I could, haven't been using locks in a really long time, the lock is a keyword that enables, well locking a reference type (usually its a private readonly object) to “serialize” access to a mutable property to ensure it behaves nicely in a multithreaded scenario (where you have multiple threads mutating the same property), the access is anchored (blocked/released) via the object, sometimes we have to use 2 locks due to processor optimizations that may “go around” a single lock (couldn't explain further)

lock statement is syntactic sugar for a try/finally statement with Monitor.Enter and Monitor.Exit

A thread blocked while awaiting a contended lock has a [ThreadState](https://www.albahari.com/threading/part2.aspx#_ThreadState) of **WaitSleepJoin**

Expected answer: there is no double lock but there is a double boolean check one implements manually to check if a lock has been already set/evaluated to prevent fringe case race conditions on certain processor architectures

Sample of a simple locking code:

class ThreadSafe

{

static readonly object \_locker = new object();

static int \_val1, \_val2;

static void Go()

{

lock (\_locker)

{

if (\_val2 != 0) Console.WriteLine (\_val1 / \_val2);

\_val2 = 0;

}

}

}

See the compiler output for this: <https://gist.github.com/brunobozic/898fc52fdc6e8753e3dd3b6bca706a76>

Take notice of Monitor.Enter and Exit.

1. Why can't we use value type as a lock object?

My answer: boxing would happen automatically and you would get a **different object each time**, preventing lock

1. Are “finally” clauses run when a thread is aborted?

My answer: they don't

1. Are “finally” clauses run when you kill an app via Task Manager?

My answer: they don't

1. Explain semaphore structure?

My answer: structure to manually control threading to avoid deadlocks, if implemented correctly

Expected answer:

A semaphore with a capacity of one is similar to a Mutex or lock, except that the semaphore has no “owner” — **it’s thread-agnostic**. Any thread can call Release on a Semaphore, whereas with Mutex and lock, only the thread that obtained the lock can release it. Semaphores can be useful in limiting concurrency — preventing too many threads from executing a particular piece of code at once.

1. How is semaphore implemented in .net (low level)? - didn't know, did know about the lock keyword thou

My answer: the lock has “under the cover” a Monitor.Enter and Monitor.Exit (inside a finally block)

the semaphore on the other hand .. TBD need to look it up

1. Why do we have .GetAwaiter()?

My answer: so we can get a handle on internal “state machine” to read/interact with the current state of the “promise” structure that is Task

Proper answer (what they wanted to hear):

Task.GetAwaiter().GetResult() is preferred over Task.Wait and Task.Result because it **propagates exceptions** rather than wrapping them in an AggregateException, there's probably more…

1. How is the stack overflow exception handled by the .net runtime, and how does it arrive at userland?

My answer: no idea

1. What is a channel construct in TPL **(new in .NET 6)**

My answer: didn't know

It's a brand new thing in newest .net

This is the relevant code sample, special attention to ValueTask and Channel

using BenchmarkDotNet.Attributes;

using BenchmarkDotNet.Running;

using System.Threading.Channels;

using System.Threading.Tasks;

using System.Threading.Tasks.Dataflow;

[MemoryDiagnoser]

public class Program

{

static void Main() => BenchmarkRunner.Run<Program>();

private readonly Channel<int> \_channel = Channel.CreateUnbounded<int>();

private readonly BufferBlock<int> \_bufferBlock = new BufferBlock<int>();

[Benchmark]

public async Task Channel\_ReadThenWrite()

{

ChannelWriter<int> writer = \_channel.Writer;

ChannelReader<int> reader = \_channel.Reader;

for (int i = 0; i < 10\_000\_000; i++)

{

ValueTask<int> vt = reader.ReadAsync();

writer.TryWrite(i);

await vt;

}

}

[Benchmark]

public async Task BufferBlock\_ReadThenWrite()

{

for (int i = 0; i < 10\_000\_000; i++)

{

Task<int> t = \_bufferBlock.ReceiveAsync();

\_bufferBlock.Post(i);

await t;

}

}

}

Expected answer:

**Channels give us a way to communicate between concurrent (async) operations in .NET.**

We can think of a channel as a sort of thread-safe queue. This means that we can add items to a channel in one concurrent operation and read those items in another. (We can also have multiple readers and multiple writers.)

Since channels are thread-safe, we can have multiple processes writing to and reading from the channel without worrying about missed writes or duplicate reads

Here is how these look on the inside:

public abstract class ChannelWriter<T>

{

public abstract bool TryWrite(T item);

public virtual ValueTask WriteAsync(T item, CancellationToken cancellationToken = default);

public abstract ValueTask<bool> WaitToWriteAsync(CancellationToken cancellationToken = default);

public void Complete(Exception error);

public virtual bool TryComplete(Exception error);

}

public abstract class ChannelReader<T>

{

public abstract bool TryRead(out T item);

public virtual ValueTask<T> ReadAsync(CancellationToken cancellationToken = default)

public abstract ValueTask<bool> WaitToReadAsync(CancellationToken cancellationToken = default);

public virtual IAsyncEnumerable<T> ReadAllAsync([EnumeratorCancellation] CancellationToken cancellationToken = default);

public virtual Task Completion { get; }

}

WriteAsync can be used, with the producer awaiting the result of WriteAsync and only being allowed to continue when room becomes available

A producer can await for WaitToWriteAsync to return true, and only then choose to produce a value that it then TryWrites or WriteAsyncs to the channel.

channels by default can be used by any number of producers and any number of consumers concurrently

Channels support the notion of completion, where a producer can signal to a consumer that there won’t be any further items produced, enabling the consumer to gracefully stop trying to consume. This is done via the Complete or TryComplete methods previously shown on ChannelWriter<T> (Complete is just implemented to call TryComplete and throw if it returns false). But if one producer marks the channel as complete, other producers need to know they’re no longer welcome to write into the channel; in that case, TryWrite returns false, WaitToWriteAsync also returns false, and WriteAsync throws a ChannelCompletedException.

The final member of ChannelReader<T> is Completion. This simply returns a Task that will complete when the channel reader is completed, meaning the channel was marked for completion by a writer and all data has been consumed.

You may have noticed that many of the methods in the surface area return ValueTask and ValueTask<T> rather than Task and Task<T>. As we saw in our trivial example implementation at the beginning of this article, we can utilize ValueTask<T> to avoid allocations when methods complete synchronously, but the System.Threading.Channels implementation also takes advantage of the advanced IValueTaskSource and IValueTaskSource<T> interfaces to avoid allocations even when the various methods complete asynchronously and need to return tasks.

**Need to be careful because**:

while ChannelReader<T> bears many similarities to IEnumerator<T>, this example can’t be implemented well on top of IEnumerator<T> (or IAsyncEnumerator<T>). I{Async}Enumerator<T> exposes a MoveNext{Async} method, which moves the cursor ahead to the next item, which is then exposed from Current. If we tried to implement such a WhenAny on top of IAsyncEnumerator<T>, we would need to invoke MoveNextAsync on each. In doing so, we would potentially move both ahead to their next item. If we then used that method in a loop, we would likely end up missing items from one or both enumerators, because we would potentially have advanced the enumerator that we didn’t return from the method.

Also take notice that using channels you can also construct arbitrary pipelines as in the code that follows:

var generator = new ThumbnailGenerator();

await Channel

.CreateBounded<string>(50000)

.Source(Directory.GetFiles(Constants.PostsDirectory))

.PipeAsync(

maxConcurrency: 2,

capacity: 100,

transform: async postPath =>

{

var frontMatter = await generator.ReadFrontMatterAsync(postPath);

return (postPath, frontMatter);

})

.Filter(tuple => tuple.Item2 != null)

.PipeAsync(

maxConcurrency: 10,

capacity: 20,

transform: async tuple =>

{

var (postPath, frontMatter) = tuple;

var cardImage = await generator.CreateImageAsync(frontMatter!);

return (postPath, frontMatter, cardImage);

})

.ReadAllAsync(async tuple =>

{

var (postPath, \_, cardImage) = tuple;

await generator.SaveImageAsync(

cardImage, Path.GetFileName(postPath) + ".png");

});

1. How would you write a combinator?

My answer: didn't know

Answer (googled afterwards):

public static async ValueTask<ChannelReader<T>> WhenAny<T>(

ChannelReader<T> reader1, ChannelReader<T> reader2)

{

var cts = new CancellationTokenSource();

Task<bool> t1 = reader1.WaitToReadAsync(cts.Token).AsTask();

Task<bool> t2 = reader2.WaitToReadAsync(cts.Token).AsTask();

Task<bool> completed = await Task.WhenAny(t1, t2);

cts.Cancel();

return completed == t1 ? reader1 : reader2;

}

1. What is the latest C# you know and what are your thoughts on what if offers?

My answer: managed to get around the question by babbling about the new Record type (the immutable one) it's basically this:

public Task<IEnumerable<string>> ReadStreamsAsync(IEnumerable<Request> requests) =>

requests

.Select(r => r.Stream.ReadToEndAsync())

.WhenAllAsync();

public **record** Request(Stream Stream); // <= **immutable**

Expected anwer: they probably wanted to know if I had worked on C# 10 (I didn't have that opportunity), and simply proceeded asking questions pertaining C# 10 (Span<>, Channels, ValueTask<> etc.)

Should have hijacked the discussion by talking about these things that are new to c# 10:

1. Global Using Statements
2. Implicit Using statements
3. FileScoped Namespaces

// Namespace without parentheses but with a semicolon

namespace Medium;

public class Program

{

public static void Main() {

Console.WriteLine(new Reader( "Arnold", "Abraham"));

}

}

public record Reader(string firstName, string lastName);

1. Extended Property Patterns
2. Constant Interpolated Strings
3. DateOnly
4. TimeOnly
5. Check Strings for Null

// Safer check through the CallerArgumentExpression

public void ProcessName(string name, string firstName)

{

ArgumentNullException.ThrowIfNull(name);

ArgumentNullException.ThrowIfNull(firstName);

}

1. PriorityQueue

using System;

class Program

{

public static void Main()

{

var queue = new PriorityQueue<string, int>();

queue.Enqueue("Element 1", 9);

queue.Enqueue("Element 2", 11);

queue.Enqueue("Element 3", 27);

queue.Enqueue("Element 4", 7);

queue.Enqueue("Element 5", 13);

queue.Enqueue("Element 6", 0);

while (queue.TryDequeue(out string element, out int priority))

Console.WriteLine($"element: {element} - priority: {priority}");

}

}

1. Process data in Chunks

using System;

class Program

{

public static void Main()

{

// Iterate with chunks

var list = Enumerable.Range(1, 30);

const int size = 10;

int chunkCounter = 0;

foreach (var chunk in list.Chunk(size))

{

Console.WriteLine($"CHUNK: #{chunkCounter++}");

foreach (var item in chunk)

{

Console.WriteLine($"-> {item}");

}

}

}

}

1. What happens in runtime if GC is getting choked, how would you troubleshoot that?

My answer: someone is probably creating ton load of classes in rapid succession, probably in a for loop, that are not being collected

This question has a connection to ValueTask<> questions, for more info see there.

1. How does the GC decide if an object can be cleaned up?

My answer: root graphing then propagating gen0 -> gen2, gen0 get popped off the stack immediately, long lived ones survive all the way to gen2

1. Any fringe cases?

My answer: yes, the finalizer queue and finalizer thread where we can have objects “living a little bit longer” so that the finalizer can complete, does not work all that well combined with GC.Collect

1. What does the yield keyword signify?

My answer: Ienumerable implementation

1. What are statistics?

My answer: The query optimizer uses these to decide on the strategy

1. Explain?

My answer: didn't know

1. Are statistics row based or column based?

My answer: didn't know

Expected answer: they are **column** based need to look it up

1. Are null values calculated into statistics

My answer: didn't know

Expected answer: need to look it up

1. How are function based indexes shown in statistics

My answer: didn't know,

Expected answer: they are kept on TABLE level as VIRTUAL COLUMNS

don't really know, nor care, why this is so, need to look it up

1. Are they ever renewed automatically by db?

My answer: didn't know (answer: it depends)

1. Do statistics auto-update when a new index is created

My answer: yes (but -> no)

1. On all databases?

My answer: yes (wrong, Oracle does **not** recalculate)

1. What is an index?

My answer: explained root, leaf nodes, page, b-tree, doubly linked list and why those as used, what problems to they solve (all boils down to how data is laid out on the disk level, need to be able to explain why leaf nodes are a linked list (for fast inserts))

1. What is a covering index?

My answer: an index that includes all the attributes from where part and the select

1. Does a covering index read data from the disk?

My answer: nope, that's their advantage, the data they need is already contained at the leaf level so no actual disk access is actually needed

1. Is there a limit?

My answer: Obviously, the size

* 1. what is the max allowed size?

My answer: Depends

* 1. for MSSQL?

My answer: didn't know, said 8000 bytes but that's the size of a page not the limit for a covering index - should I be memorizing these things? For Oracle, for MSSQL, for Postgresql and every other database etc.? Why?

1. What is a secondary index and why do we use it?

My answer: didn't know need to look it up

1. Does it (the secondary index) contain ROWID?

My answer: didn't know

Expected answer: contains only the primary key of the primary index, this might be Oracle specific though, need to read up on this

1. When would you use constructor injection (IoC/DI) and when property injection and why?

My answer: constructor injection is better because by the constructor signature you can dictate all required dependencies and the container will immediately tell you if any are not resolvable, makes coding easier, also convention, I read code faster if all dependencies are listed inside constructor signature

Expected answer: we usually advise people to use constructor injection for all mandatory collaborators and setter injection for all other properties. Again, constructor injection ensures all mandatory properties have been satisfied, and it is simply not possible to instantiate an object in an invalid state (not having passed its collaborators). In other words, when using constructor injection you do not have to use a dedicated mechanism to ensure required properties are set (other than normal Java mechanisms).

One of the arguments for not using constructor injection is the lack of argument names in constructors and the fact that these do not appear in the XML. I would argue that in **most** applications, this does not matter that much.