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## 预处理

1.读取任何形式的数据(包括mp3数据):

G:\R\datascience\Getting and Cleaning Data\quiz2

2.展示数据结构和概况:

list.dir()  
list.files()   
ls.str()

plot(airquality) #二维散点图
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boxplot(airquality) #框须图

![](data:image/png;base64,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)

summary(airquality)

Ozone Solar.R Wind Temp   
 Min. : 1.00 Min. : 7.0 Min. : 1.700 Min. :56.00   
 1st Qu.: 18.00 1st Qu.:115.8 1st Qu.: 7.400 1st Qu.:72.00   
 Median : 31.50 Median :205.0 Median : 9.700 Median :79.00   
 Mean : 42.13 Mean :185.9 Mean : 9.958 Mean :77.88   
 3rd Qu.: 63.25 3rd Qu.:258.8 3rd Qu.:11.500 3rd Qu.:85.00   
 Max. :168.00 Max. :334.0 Max. :20.700 Max. :97.00   
 NA's :37 NA's :7   
 Month Day   
 Min. :5.000 Min. : 1.0   
 1st Qu.:6.000 1st Qu.: 8.0   
 Median :7.000 Median :16.0   
 Mean :6.993 Mean :15.8   
 3rd Qu.:8.000 3rd Qu.:23.0   
 Max. :9.000 Max. :31.0

str(airquality)

'data.frame': 153 obs. of 6 variables:  
 $ Ozone : int 41 36 12 18 NA 28 23 19 8 NA ...  
 $ Solar.R: int 190 118 149 313 NA NA 299 99 19 194 ...  
 $ Wind : num 7.4 8 12.6 11.5 14.3 14.9 8.6 13.8 20.1 8.6 ...  
 $ Temp : int 67 72 74 62 56 66 65 59 61 69 ...  
 $ Month : int 5 5 5 5 5 5 5 5 5 5 ...  
 $ Day : int 1 2 3 4 5 6 7 8 9 10 ...

attributes(airquality)

$names  
[1] "Ozone" "Solar.R" "Wind" "Temp" "Month" "Day"   
  
$class  
[1] "data.frame"  
  
$row.names  
 [1] 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17  
 [18] 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34  
 [35] 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51  
 [52] 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66 67 68  
 [69] 69 70 71 72 73 74 75 76 77 78 79 80 81 82 83 84 85  
 [86] 86 87 88 89 90 91 92 93 94 95 96 97 98 99 100 101 102  
[103] 103 104 105 106 107 108 109 110 111 112 113 114 115 116 117 118 119  
[120] 120 121 122 123 124 125 126 127 128 129 130 131 132 133 134 135 136  
[137] 137 138 139 140 141 142 143 144 145 146 147 148 149 150 151 152 153

attr(airquality, "row.names")

[1] 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17  
 [18] 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34  
 [35] 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51  
 [52] 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66 67 68  
 [69] 69 70 71 72 73 74 75 76 77 78 79 80 81 82 83 84 85  
 [86] 86 87 88 89 90 91 92 93 94 95 96 97 98 99 100 101 102  
[103] 103 104 105 106 107 108 109 110 111 112 113 114 115 116 117 118 119  
[120] 120 121 122 123 124 125 126 127 128 129 130 131 132 133 134 135 136  
[137] 137 138 139 140 141 142 143 144 145 146 147 148 149 150 151 152 153

3.

x = c(1, 2, "cat", 3)  
x

[1] "1" "2" "cat" "3"

mode(x)

[1] "character"

y = c(5, T, 3, 7)  
y

[1] 5 1 3 7

mode(y)

[1] "numeric"

4.全局设置

names(options())

[1] "add.smooth" "browserNLdisabled"   
 [3] "CBoundsCheck" "check.bounds"   
 [5] "citation.bibtex.max" "continue"   
 [7] "contrasts" "defaultPackages"   
 [9] "demo.ask" "deparse.cutoff"   
[11] "device" "device.ask.default"   
[13] "digits" "echo"   
[15] "editor" "encoding"   
[17] "example.ask" "expressions"   
[19] "help.search.types" "help.try.all.packages"  
[21] "help\_type" "HTTPUserAgent"   
[23] "internet.info" "keep.source"   
[25] "keep.source.pkgs" "knitr.in.progress"   
[27] "locatorBell" "mailer"   
[29] "max.print" "menu.graphics"   
[31] "na.action" "nwarnings"   
[33] "OutDec" "pager"   
[35] "papersize" "pdfviewer"   
[37] "pkgType" "prompt"   
[39] "repos" "scipen"   
[41] "show.coef.Pvalues" "show.error.messages"   
[43] "show.signif.stars" "showErrorCalls"   
[45] "str" "str.dendrogram.last"   
[47] "stringsAsFactors" "tikzMetricsDictionary"  
[49] "timeout" "ts.eps"   
[51] "ts.S.compat" "unzip"   
[53] "useFancyQuotes" "verbose"   
[55] "warn" "warning.length"   
[57] "width" "windowsTimeouts"   
[59] "xtable.comment"

5.保存变量和读取变量

#前者保存全部变量，后者保存指定变量  
save.image()  
save(变量x,变量y,变量z, file = "mydata.rda")  
load("mydata.rda")

6.输入与输出

#文本输出  
sink("test.txt",append = T, SPLIT = T)  
#图片输出  
pdf("test.pdf"")  
   
head(CO2)  
dev.off()  
  
write.table(CO2,file = "co2.txt", row.names = F,col.names = F,sep = ",")  
  
#输出 LATEX 格式的表格还可以 quantreg 包中的 latex.table()函数  
#从其他程序读取数据,采用foreign包

# 调用R的输出信息  
glmout = capture.output(example(glm))  
glmout[1:5]

[1] ""   
[2] "glm> ## Dobson (1990) Page 93: Randomized Controlled Trial :"  
[3] "glm> counts <- c(18,17,15,20,10,20,25,13,12)"   
[4] ""   
[5] "glm> outcome <- gl(3,1,9)"

7.调用R的输出信息

glmout = capture.output(example(glm))  
glmout[1:5]

[1] ""   
[2] "glm> ## Dobson (1990) Page 93: Randomized Controlled Trial :"  
[3] "glm> counts <- c(18,17,15,20,10,20,25,13,12)"   
[4] ""   
[5] "glm> outcome <- gl(3,1,9)"

8.字符串转变为命令行

x = 1:10  
a = "print(x)"  
class(a)

[1] "character"

eval(parse(text = a))

[1] 1 2 3 4 5 6 7 8 9 10

## 数据操作

### 基础

**读取数据**

options(stringsAsFactors = F)  
read.table(file, col.names = c(), row.names = NULL, as.is = 索引向量(哪些变量不被转换成因子) / 与变量长度相符的逻辑向量 / TRUE(全部不转换),  
 na.strings = , comment.char = '', encoding = 其他字符, skip = , nrows = 想要读取的行数 ,fill = TRUE(用count.fields来确定问题所在),   
 colClasses = 字符向量 / "NULL"指跳过某列 / NA指默认设置)  
  
#若要读取相同宽度的不规则数据,使用read.fwf函数

#读取xls数据  
library(RODBC)  
z <− odbcConnectExcel ( ”.xls” )  
dd <− sqlFetch ( z , ” Sheet1 ” )  
close(z)

**检验两组向量或者数据框是否都为完整的，或者不同**

# 数据框是否完整  
x <- c(1, 2, NA, 4, NA, 5)  
y <- c("a", "b", NA, "d", "e", NA)  
complete.cases(x, y)

[1] TRUE TRUE FALSE TRUE FALSE FALSE

airquality[1:6, ]

Ozone Solar.R Wind Temp Month Day  
1 41 190 7.4 67 5 1  
2 36 118 8.0 72 5 2  
3 12 149 12.6 74 5 3  
4 18 313 11.5 62 5 4  
5 NA NA 14.3 56 5 5  
6 28 NA 14.9 66 5 6

good <- complete.cases(airquality)  
airquality[good, ][1:6, ]

Ozone Solar.R Wind Temp Month Day  
1 41 190 7.4 67 5 1  
2 36 118 8.0 72 5 2  
3 12 149 12.6 74 5 3  
4 18 313 11.5 62 5 4  
7 23 299 8.6 65 5 7  
8 19 99 13.8 59 5 8

#数据框的元素不同  
identical( a1 , a2 )  
which ( a1 !=a2 , arr.ind = TRUE) #arr.ind为array.indices

**去掉多余元素**

x = c (9 : 20 , 1 : 5 , 3 : 7 , 0 : 8 )  
( xu = x [ !duplicated(x) ] )  
unique (x)   
#is more efficient  
  
#删除list中的元素  
lst = list(a = list(b = 1,c = 2), b = list(d = 3,e = 4))  
lst$a$b = NULL

**缺失值的处理**

x[!is.na(x)]  
na.omit()  
对于统计慨括函数,mean,var等,可使用参数na.rm = T

**关于挑选数据**

subset ( iris , select = c ( Sepal.Length , Petal.Length ) ,  
Species == ”setosa” )

set.seed(13435)  
X <- data.frame(var1 = sample(1:5), var2 = sample(6:10), var3 = sample(11:15))  
X <- X[sample(1:5), ]  
X$var2[c(1, 3)] = NA  
X[(X$var1 <= 3 | X$var3 > 15), ]

var1 var2 var3  
1 2 NA 15  
4 1 10 11  
2 3 NA 12

X[1:2, "var2"]

[1] NA 10

X[which(X$var2 > 8), ]

var1 var2 var3  
4 1 10 11  
5 4 9 13

sort(X$var2, na.last = TRUE)

[1] 6 9 10 NA NA

X[order(X$var1, X$var3), ]

var1 var2 var3  
4 1 10 11  
1 2 NA 15  
2 3 NA 12  
5 4 9 13  
3 5 6 14

library(plyr)  
arrange(X, var1)

var1 var2 var3  
1 1 10 11  
2 2 NA 15  
3 3 NA 12  
4 4 9 13  
5 5 6 14

arrange(X, desc(var1))

var1 var2 var3  
1 5 6 14  
2 4 9 13  
3 3 NA 12  
4 2 NA 15  
5 1 10 11

X$var4 <- rnorm(5)  
Y <- cbind(X, rnorm(5))

**合并数据框**

merge(x,y,by.x = ,by.y = ,all = )

**简单的数据生成**

rep(1:5, each = 2)

[1] 1 1 2 2 3 3 4 4 5 5

rep(1:5, time = 2)

[1] 1 2 3 4 5 1 2 3 4 5

seq(1, 10, by = 2)

[1] 1 3 5 7 9

seq(1, 10, length = 3)

[1] 1.0 5.5 10.0

# 追加元素  
x = 1:5  
(foo = c(x[1], 0, x[2:5])) # expected r e s u l t

[1] 1 0 2 3 4 5

append(x, 0, after = 1)

[1] 1 0 2 3 4 5

**数据标准化**

x = c(rnorm(100), 2 \* rnorm(30))  
m = scale(x, scale = F) #only centering  
n = scale(x, center = F) #only scaling

**抽样**

sample(x)  
sample(x,replace = T)  
sample(x,n)  
sample(x,n,replace = T)  
sample(x,n,replace = T,prob = p)

**生成因子,转化为数字**

# 因子的基础知识  
  
data = c(1, 2, 2, 3, 1, 2, 3, 3, 1, 2, 3, 3, 1)  
fdata = factor(data)  
levels(fdata) = c("I", "II", "III")  
  
# 有序因子  
  
mons = factor("march", "april", "august", levels = c("april", "march", "august"),   
 order = T)  
  
# 对因子重新排序  
  
with(InsectSprays, reorder(spray, count, mean))

[1] A A A A A A A A A A A A B B B B B B B B B B B B C C C C C C C C C C C  
[36] C D D D D D D D D D D D D E E E E E E E E E E E E F F F F F F F F F F  
[71] F F  
attr(,"scores")  
 A B C D E F   
14.500000 15.333333 2.083333 4.916667 3.500000 16.666667   
Levels: C E D A B F

# gl(x,y) x为所需生成不同因子的数目，y为重复的次数  
  
thelevels = data.frame(group = gl(3, 10, length = 30), subgroup = gl(5, 2, length = 30),   
 obs = gl(2, 1, length = 30))  
  
# 第一个因子乘以第二个因子  
  
expand.grid(seq(1, 5, by = 2), seq(2, 5, by = 2))

Var1 Var2  
1 1 2  
2 3 2  
3 5 2  
4 1 4  
5 3 4  
6 5 4

as.numeric(as.charactor(x))

**两组平行向量的极值**

x = 1:10  
y = rev(x)  
pmax(x, y)

[1] 10 9 8 7 6 6 7 8 9 10

pmin(x, y)

[1] 1 2 3 4 5 5 4 3 2 1

**维度变换**

x = array(1:24, 2:4)  
xt = aperm(x,c(2,1,3))  
dim(x) ; dim(xt)

**序列转矩阵**

x = 1:10  
t(x)

[,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] [,10]  
[1,] 1 2 3 4 5 6 7 8 9 10

class(t(x))

[1] "matrix"

t(t(x))

[,1]  
 [1,] 1  
 [2,] 2  
 [3,] 3  
 [4,] 4  
 [5,] 5  
 [6,] 6  
 [7,] 7  
 [8,] 8  
 [9,] 9  
[10,] 10

class(t(t(x)))

[1] "matrix"

**序列的处理**

# rle()为游程处理  
seq1 = c(1, 3, 5, 2, 4, 2, 2, 2, 7, 6)  
rle.seq1 = rle(seq1)  
rle.seq1

Run Length Encoding  
 lengths: int [1:8] 1 1 1 1 1 3 1 1  
 values : num [1:8] 1 3 5 2 4 2 7 6

any(rle.seq1$values == 2 & rle.seq1$length >= 3)

[1] TRUE

**时间序列**

ts(1:47, frequency = 4, start = c(1959, 2))

Qtr1 Qtr2 Qtr3 Qtr4  
1959 1 2 3  
1960 4 5 6 7  
1961 8 9 10 11  
1962 12 13 14 15  
1963 16 17 18 19  
1964 20 21 22 23  
1965 24 25 26 27  
1966 28 29 30 31  
1967 32 33 34 35  
1968 36 37 38 39  
1969 40 41 42 43  
1970 44 45 46 47

**矩阵**

rmat = matrix(rnorm(15), 5, 3, dimnames = list(NULL, c("A", "B", "C")))  
rmat

A B C  
[1,] 0.41567374 -1.6439381 -0.04233969  
[2,] 1.21261485 0.4926826 -0.03954086  
[3,] 0.73924856 -1.2092492 0.92157616  
[4,] -0.80156682 0.9182104 0.90542409  
[5,] 0.06324795 -0.2336559 2.10962374

# 或者  
  
rmat = matrix(rnorm(15), 5, 3)  
dimnames(rmat) = list(NULL, c("A", "B", "C"))  
rmat

A B C  
[1,] 0.3519587 0.8108234 -0.0453648  
[2,] -0.3999672 -0.1163880 1.7543884  
[3,] -4.1277771 -0.2766007 1.6906914  
[4,] -0.3116420 -0.9648843 -0.1237950  
[5,] 0.5143262 1.0315970 -0.7584366

# 矩阵乘法,crossprod(X,y)  
outer(month.abb, 1999:2003, FUN = "paste") #outer的使用

[,1] [,2] [,3] [,4] [,5]   
 [1,] "Jan 1999" "Jan 2000" "Jan 2001" "Jan 2002" "Jan 2003"  
 [2,] "Feb 1999" "Feb 2000" "Feb 2001" "Feb 2002" "Feb 2003"  
 [3,] "Mar 1999" "Mar 2000" "Mar 2001" "Mar 2002" "Mar 2003"  
 [4,] "Apr 1999" "Apr 2000" "Apr 2001" "Apr 2002" "Apr 2003"  
 [5,] "May 1999" "May 2000" "May 2001" "May 2002" "May 2003"  
 [6,] "Jun 1999" "Jun 2000" "Jun 2001" "Jun 2002" "Jun 2003"  
 [7,] "Jul 1999" "Jul 2000" "Jul 2001" "Jul 2002" "Jul 2003"  
 [8,] "Aug 1999" "Aug 2000" "Aug 2001" "Aug 2002" "Aug 2003"  
 [9,] "Sep 1999" "Sep 2000" "Sep 2001" "Sep 2002" "Sep 2003"  
[10,] "Oct 1999" "Oct 2000" "Oct 2001" "Oct 2002" "Oct 2003"  
[11,] "Nov 1999" "Nov 2000" "Nov 2001" "Nov 2002" "Nov 2003"  
[12,] "Dec 1999" "Dec 2000" "Dec 2001" "Dec 2002" "Dec 2003"

### 探索性数据分析

barplot(as.table(x))  
  
hist(x,breaks = 100)

Writing for, while loops is useful when programming but not particularly easy when working interactively on the command line. There are some functions which implement looping to make life easier.

* lapply: Loop over a list and evaluate a function on each element
* sapply: Same as lapply but try to simplify the result
* apply: Apply a function over the margins of an array
* tapply: Apply a function over subsets of a vector
* mapply: Multivariate version of lapply

An auxiliary function split is also useful, particularly in conjunction with lapply.

### example:

### sapply

# x可以为dataframe,list或者向量  
x <- 1:4  
lapply(x, runif, min = 0, max = 10)

[[1]]  
[1] 4.615508  
  
[[2]]  
[1] 6.016591 2.432595  
  
[[3]]  
[1] 8.37990865 0.08214777 6.52794376  
  
[[4]]  
[1] 1.4697061 5.6923372 2.0052372 0.5119882

x <- list(a = matrix(1:4, 2, 2), b = matrix(1:6, 3, 2))  
lapply(x, function(elt) elt[, 1])

$a  
[1] 1 2  
  
$b  
[1] 1 2 3

### mapply

noise <- function(n, mean, sd) {  
 rnorm(n, mean, sd)  
}  
noise(5, 1, 2)

[1] -1.8580674 -0.6222998 5.1758410 2.8752683 2.8485747

mapply(noise, 1:5, 1:5, 2)

[[1]]  
[1] 1.409456  
  
[[2]]  
[1] 1.1710330 0.2393748  
  
[[3]]  
[1] 5.829352 3.002883 3.245268  
  
[[4]]  
[1] 2.8360804 3.3797103 0.9605644 4.8474006  
  
[[5]]  
[1] 4.306285 8.640375 5.537962 3.395720 8.845117

### tapply(用于向量,而aggregate用于数据框)

x <- c(rnorm(10), runif(10), rnorm(10, 1))  
f <- gl(3, 10)  
f

[1] 1 1 1 1 1 1 1 1 1 1 2 2 2 2 2 2 2 2 2 2 3 3 3 3 3 3 3 3 3 3  
Levels: 1 2 3

tapply(x, f, mean)

1 2 3   
-0.2594292 0.5337055 1.3156601

attach(warpbreaks)  
tapply(breaks, list(wool, tension), mean)

L M H  
A 44.55556 24.00000 24.55556  
B 28.22222 28.77778 18.77778

aggregate(breaks, list(wool, tension), mean)

Group.1 Group.2 x  
1 A L 44.55556  
2 B L 28.22222  
3 A M 24.00000  
4 B M 28.77778  
5 A H 24.55556  
6 B H 18.77778

### split

s <- split(airquality, airquality$Month)  
lapply(s, function(x) colMeans(x[, c("Ozone", "Solar.R", "Wind")]))

$`5`  
 Ozone Solar.R Wind   
 NA NA 11.62258   
  
$`6`  
 Ozone Solar.R Wind   
 NA 190.16667 10.26667   
  
$`7`  
 Ozone Solar.R Wind   
 NA 216.483871 8.941935   
  
$`8`  
 Ozone Solar.R Wind   
 NA NA 8.793548   
  
$`9`  
 Ozone Solar.R Wind   
 NA 167.4333 10.1800

sapply(s, function(x) colMeans(x[, c("Ozone", "Solar.R", "Wind")], na.rm = TRUE))

5 6 7 8 9  
Ozone 23.61538 29.44444 59.115385 59.961538 31.44828  
Solar.R 181.29630 190.16667 216.483871 171.857143 167.43333  
Wind 11.62258 10.26667 8.941935 8.793548 10.18000

## lattice

library(lattice)  
## Convert 'Month' to a factor variable  
airquality <- transform(airquality, Month = factor(Month))  
xyplot(Ozone ~ Wind | Month, data = airquality, layout = c(5, 1))

![](data:image/png;base64,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)

set.seed(10)  
x <- rnorm(100)  
f <- rep(0:1, each = 50)  
y <- x + f - f \* x + rnorm(100, sd = 0.5)  
f <- factor(f, labels = c("Group 1", "Group 2"))  
xyplot(y ~ x | f, layout = c(2, 1)) ## Plot with 2 panels
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## Custom panel function  
xyplot(y ~ x | f, panel = function(x, y, ...) {  
 panel.xyplot(x, y, ...) ## First call the default panel function for 'xyplot'  
 panel.abline(h = median(y), lty = 2) ## Add a horizontal line at the median  
})
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## Custom panel function  
xyplot(y ~ x | f, panel = function(x, y, ...) {  
 panel.xyplot(x, y, ...) ## First call default panel function  
 panel.lmline(x, y, col = 2) ## Overlay a simple linear regression line  
})
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## 数学运算

**积分**

integrate(dnorm, -1.96, 1.96)

0.9500042 with absolute error < 1e-11

integrate(dnorm, -Inf, Inf)

1 with absolute error < 9.4e-05

fun = function(x) {  
 x^2  
}  
integrate(fun, lower = 0, upper = 2)

2.666667 with absolute error < 3e-14