# **Git commands**

**mkdir name**

**cd name**

**git config -–global user.name“username”**

**git config -–global user.email“email”**

**git init**

**git status**

**now create a file in the same directory as demo.txt**

**git add demo.txt**

**git status**

**git commit -m “message”**

**git clone (URL)**

**git branch name(**any name)

**git checkout name(**the given name in above step)

**git remote add origin** URL

**git remote -v**

**git push origin name(**name of branch given above)

**git pull origin name**

**git fetch origin name**

**git merge master**

# **Docker commands**

**docker build -t name .**

**docker run name**

**docker ps**

**docker ps -a**

**docker stops container id** (in the above step u will find the container id )

**docker rm container id(**any id from above step**)**

**docker rmi container id**

**docker images**

**docker logs container id**

**docker exec container id ls (**eg-docker exec faOdcb3588a2 ls**)**

**docker restart container id**

**docker save -o my\_image.tar name**

# **Practical 5: (Docker with Java)**

# **5a)hello world**

**Java file**

public class prac5a {

    public static void main(String[] args) {

        System.out.println("Hello world");

}

}

**Dockerfile (**save as Dockerfile (**without any extension**)**)**

FROM openjdk:latest

WORKDIR /app

COPY . /app

RUN javac prac5a.java //(name of your java file )

CMD  ["java","prac5a"] //(name of your java file )

# **5b) Factorial in java**

**Java file**

public class prac5b {

    public static void main(String[] args) {

        int number = 5;

        long factorial = calculateFactorial(number);

        System.out.println("Factorial of " + number + " is: " + factorial);

    }

    public static long calculateFactorial(int n) {

        long result = 1;

        for (int i = 1; i <= n; i++) {

            result \*= i;

        }

        return result;

    }

}

# **5c) Fibonacci**

class prac5c {

    public static void main(String args[])

    {

     int n1=0,n2=1,n3,i,count=10;

     System.out.print(n1+" "+n2);//printing 0 and 1

     for(i=2;i<count;++i)//loop starts from 2 because 0 and 1 are already printed

     {

      n3=n1+n2;

      System.out.print(" "+n3);

      n1=n2;

      n2=n3;

     }

    }

}

# **6)Docker with nodejs**

# **A] Hello world**

**Node js file**

**App.js**

const http = require('http');

const hostname = '0.0.0.0';

const port = 3000;

const server = http.createServer((req, res) => {

  res.statusCode = 200;

  res.setHeader('Content-Type', 'text/plain');

  res.end('Hello, world!\n Burhanuddin 036');

});

server.listen(port, hostname, () => {

  console.log(`Server running at http://${hostname}:${port}/`);

});

**Dockerfile**

FROM node:14

WORKDIR /app

COPY package\*.json .

RUN npm install

COPY . .

EXPOSE 4000

CMD ["node", "app.js"]

**Run command (docker run -p 3000:3000 name)**

# **B] Odd and Even**

**Node js file**

**app2.js**

const http = require('http');

const hostname = '0.0.0.0';

const port = 4000;

const server = http.createServer((req, res) => {

    res.statusCode = 200;

    res.setHeader('Content-Type', 'text/plain');

    res.end('Hello, world!\nBurhanuddin 036\nODD AND EVEN');

    function isEven(number) {

        var number = 6;

        return number % 2 === 0;

    }

    function isOdd(number) {

        return number % 2 !== 0;

    }

    // Test the functions

    console.log(isEven(4));  // Output: true

    console.log(isEven(7));  // Output: false

    console.log(isOdd(4));   // Output: false

    console.log(isOdd(7));   // Output: true

});

server.listen(port, hostname, () => {

    console.log(`Server running at http://${hostname}:${port}/`);

});

**Dockerfile**

FROM node:14

WORKDIR /app

COPY package\*.json .

RUN npm install

COPY . .

EXPOSE 4000

CMD ["node", "app2.js"]

**Run command (docker run -p 4000:4000 name)**

# 7) working in docker with Ajax html

**Index.html**

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title> AJAX</title>

</head>

<body>

    <div id="demo">

        <button type="button" onclick="loadinfo()">CHANGE</button>

    </div>

    <script>

        function loadinfo() {

            var xhttp = new XMLHttpRequest();

            xhttp.onreadystatechange = function() {

                if (this.readyState == 4 && this.status == 200) {

                    document.getElementById("demo").innerHTML = this.responseText;

                }

            };

            xhttp.open("GET", "ajax\_info.txt", true);

            xhttp.send();

        }

    </script>

</body>

</html>

**ajax\_info.txt file**

my name is -----

**dockerfile**

FROM nginx:alpine

COPY . /usr/share/nginx/html

**Run command (docker run -d -p 80:80 name)**

**Go to docker desktop, find 80:80 port and click**

# **8) Working with PHP**

**Index.php**

<?php

//  Print my name

echo "My Name is: fdhsjhffk ";

?>

**Dockerfile**

FROM php:7.4-cli

WORKDIR /app

COPY . /app

CMD ["php", "index.php"]

**Run command ( docker run name)**

# **11) Working with Python**

**main.py**

print("Hello, my name is ")

**dockerfile**

FROM python:3.9

WORKDIR /app

COPY main.py .

CMD ["python", "main.py"]

# **10)**Kubernetes with Java display Hello World

Step 1: Create HelloWorld.java

public class HelloWorld

{ public static void main(String[] args)

{ System.out.println("Hello, World!");

}

}

File Name: HelloWorld.java

**Step 2: Compile the Java Application:**

Open a terminal and navigate to the directory containing HelloWorld.java.

Compile the Java code using the javac command.

**Step 3: Create a Dockerfile:**

**Create a Dockerfile in the same directory as your Java source code.**

**This file specifies how the Docker image should be built.**

FROM openjdk:11

COPY HelloWorld.class /app/HelloWorld.class

WORKDIR /app

CMD ["java", "HelloWorld"]

**Step 4: Build the Docker Image:**

**Build the Docker image using the following command:**

docker build -t helloworld-java .

**This command creates a Docker image with the tag helloworld-java**

**Step 5: Run the Docker Container:**

**Run a Docker container based on the image you just built:**

docker run helloworld-java

**You should see the "Hello, World!" message printed in the console.**

**Step 6: Create a Kubernetes Deployment**

**![](data:image/png;base64,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)**

**Save as deployment.yaml**

apiVersion: apps/v1

kind: Deployment

metadata:

  name: helloworld-java-deployment

spec:

  replicas: 1

  selector:

    matchLabels:

      app: helloworld-java

  template:

    metadata:

      labels:

        app: helloworld-java

    spec:

      containers:

        - name: helloworld-java-container

          image: <your-docker-username>/helloworld-java

**Step 7: Apply the Deployment to Kubernetes:**

Kubectl apply -f deployment.yaml

**Step 8:create a service.yaml file**

apiVersion: v1

kind: Service

metadata:

  name: helloworld-java-service

spec:

  selector:

    app: helloworld-java

  ports:

    - protocol: TCP

      port: 80

      targetPort: 8080

      nodePort: 30000  # Choose any available port number between 30000 and 32767

  type: NodePort

**Step 9: Expose the Deployment as a Service:**

kubectl apply -f service.yaml

**Step 10 Access the Application:**

kubectl get svc helloworld-java-service

11) Kubernetes Command

# **9) Kubernetes Commands**

After creating Pract 10 open the file cmd and write the following code(continuation of pract 10)

**minikube start**

**minikube status**

**kubectl get service -o wide**

**kubectl get pod**

**kubectl describe pod**

**kubectl get all**

**minikube delete**

**minikube stop**

**kubectl get service**

**kubectl get nodes**

**kubectl cluster-info**

**kubectl get all**

**Kubectl delete node minikube**

**Create pod - kubectl apply -f mypod.yaml**