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#### 0. Install Packages

##install.packages("corrplot") #For correlation plots  
##install.packages("ROSE") #For class balancing  
##install.packages("rpart.plot") #For plotting the random forests  
##install.packages("caTools") #For Logistic regression  
##install.packages("e1071") #For NaiveBayes  
##install.packages("class") #For K-Nearest Neighbours  
  
  
library(corrplot)

## Warning: package 'corrplot' was built under R version 4.1.3

## corrplot 0.92 loaded

library(ROSE)

## Warning: package 'ROSE' was built under R version 4.1.3

## Loaded ROSE 0.0-4

library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 4.1.3

## Loading required package: rpart

library(caTools)

## Warning: package 'caTools' was built under R version 4.1.3

library(e1071)

## Warning: package 'e1071' was built under R version 4.1.3

library(class)

## Warning: package 'class' was built under R version 4.1.3

#### 1. Reading the bank dataset

bank\_data <- read.csv("C:\\Users\\rburs\\Documents\\CIND820\\Bank Churn - Raw File.csv", header = T) # Reading the dataset

#### 2. Check the data types of the attributes

str(bank\_data) # Check the data types of the attributes

## 'data.frame': 10000 obs. of 14 variables:  
## $ RowNumber : int 1 2 3 4 5 6 7 8 9 10 ...  
## $ CustomerId : int 15634602 15647311 15619304 15701354 15737888 15574012 15592531 15656148 15792365 15592389 ...  
## $ Surname : chr "Hargrave" "Hill" "Onio" "Boni" ...  
## $ CreditScore : int 619 608 502 699 850 645 822 376 501 684 ...  
## $ Geography : chr "France" "Spain" "France" "France" ...  
## $ Gender : chr "Female" "Female" "Female" "Female" ...  
## $ Age : int 42 41 42 39 43 44 50 29 44 27 ...  
## $ Tenure : int 2 1 8 1 2 8 7 4 4 2 ...  
## $ Balance : num 0 83808 159661 0 125511 ...  
## $ NumOfProducts : int 1 1 3 2 1 2 2 4 2 1 ...  
## $ HasCrCard : int 1 0 1 0 1 1 1 1 0 1 ...  
## $ IsActiveMember : int 1 1 0 0 1 0 1 0 1 1 ...  
## $ EstimatedSalary: num 101349 112543 113932 93827 79084 ...  
## $ Exited : int 1 0 1 0 0 1 0 1 0 0 ...

#### 3. Remove Irrelevant Columns

bank\_data <- bank\_data[4:14] # Remove Irrelevant Columns  
chart\_data <- bank\_data #Create a subset to use for charting

#### 4. Encode Categorical Data

bank\_data$Geography[bank\_data$Geography == "France"] <- 1 #Give France a value of 1  
bank\_data$Geography[bank\_data$Geography == "Spain"] <- 2 #Give Spain a value of 2  
bank\_data$Geography[bank\_data$Geography == "Germany"] <- 3 #Give Germany a value of 3  
  
bank\_data$Gender[bank\_data$Gender == "Female"] <- 1 #Give Female a value of 1  
bank\_data$Gender[bank\_data$Gender == "Male"] <- 2 #Give Male a value of 2  
  
bank\_data$Geography <- as.integer(bank\_data$Geography) #Convert to integer data type  
bank\_data$Gender <- as.integer(bank\_data$Gender) #Convert to integer data type  
  
str(bank\_data)

## 'data.frame': 10000 obs. of 11 variables:  
## $ CreditScore : int 619 608 502 699 850 645 822 376 501 684 ...  
## $ Geography : int 1 2 1 1 2 2 1 3 1 1 ...  
## $ Gender : int 1 1 1 1 1 2 2 1 2 2 ...  
## $ Age : int 42 41 42 39 43 44 50 29 44 27 ...  
## $ Tenure : int 2 1 8 1 2 8 7 4 4 2 ...  
## $ Balance : num 0 83808 159661 0 125511 ...  
## $ NumOfProducts : int 1 1 3 2 1 2 2 4 2 1 ...  
## $ HasCrCard : int 1 0 1 0 1 1 1 1 0 1 ...  
## $ IsActiveMember : int 1 1 0 0 1 0 1 0 1 1 ...  
## $ EstimatedSalary: num 101349 112543 113932 93827 79084 ...  
## $ Exited : int 1 0 1 0 0 1 0 1 0 0 ...

#### 5. Check the dataset for any missing values

which(is.na(bank\_data[1])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[2])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[3])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[4])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[5])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[6])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[7])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[8])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[9])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[10])) #Check the columns for any missing values

## integer(0)

which(is.na(bank\_data[11])) #Check the columns for any missing values

## integer(0)

print("No missing values in this dataset")

## [1] "No missing values in this dataset"

#### 6. Summary Measures

summary(bank\_data) #Show summary measures

## CreditScore Geography Gender Age   
## Min. :350.0 Min. :1.00 Min. :1.000 Min. :18.00   
## 1st Qu.:584.0 1st Qu.:1.00 1st Qu.:1.000 1st Qu.:32.00   
## Median :652.0 Median :1.00 Median :2.000 Median :37.00   
## Mean :650.5 Mean :1.75 Mean :1.546 Mean :38.92   
## 3rd Qu.:718.0 3rd Qu.:3.00 3rd Qu.:2.000 3rd Qu.:44.00   
## Max. :850.0 Max. :3.00 Max. :2.000 Max. :92.00   
## Tenure Balance NumOfProducts HasCrCard   
## Min. : 0.000 Min. : 0 Min. :1.00 Min. :0.0000   
## 1st Qu.: 3.000 1st Qu.: 0 1st Qu.:1.00 1st Qu.:0.0000   
## Median : 5.000 Median : 97199 Median :1.00 Median :1.0000   
## Mean : 5.013 Mean : 76486 Mean :1.53 Mean :0.7055   
## 3rd Qu.: 7.000 3rd Qu.:127644 3rd Qu.:2.00 3rd Qu.:1.0000   
## Max. :10.000 Max. :250898 Max. :4.00 Max. :1.0000   
## IsActiveMember EstimatedSalary Exited   
## Min. :0.0000 Min. : 11.58 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.: 51002.11 1st Qu.:0.0000   
## Median :1.0000 Median :100193.91 Median :0.0000   
## Mean :0.5151 Mean :100090.24 Mean :0.2037   
## 3rd Qu.:1.0000 3rd Qu.:149388.25 3rd Qu.:0.0000   
## Max. :1.0000 Max. :199992.48 Max. :1.0000

#### 7. Check the Variable Correlation?

corr\_data <- cbind.data.frame(bank\_data[1],bank\_data[4:11]) #Create dataset for variable correlation - less categorical variables  
  
colnames(corr\_data) <- c("CreditScore",  
 "Age",  
 "Tenure",  
 "Balance",  
 "NumOfProducts",  
 "HasCrCard",  
 "IsActiveMember",  
 "EstimatedSalary",  
 "Exited") #Assign names to dataset columns  
  
correlation\_calc <- cor(corr\_data) #Calculate variable correlation - less categorical variables  
  
corrplot(correlation\_calc, type="upper",) #Plot variable correlation
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correlation\_calc

## CreditScore Age Tenure Balance  
## CreditScore 1.0000000000 -0.003964906 0.0008419418 0.006268382  
## Age -0.0039649055 1.000000000 -0.0099968256 0.028308368  
## Tenure 0.0008419418 -0.009996826 1.0000000000 -0.012253926  
## Balance 0.0062683816 0.028308368 -0.0122539262 1.000000000  
## NumOfProducts 0.0122378793 -0.030680088 0.0134437555 -0.304179738  
## HasCrCard -0.0054584821 -0.011721029 0.0225828673 -0.014858345  
## IsActiveMember 0.0256513233 0.085472145 -0.0283620778 -0.010084100  
## EstimatedSalary -0.0013842929 -0.007201042 0.0077838255 0.012797496  
## Exited -0.0270935398 0.285323038 -0.0140006123 0.118532769  
## NumOfProducts HasCrCard IsActiveMember EstimatedSalary  
## CreditScore 0.012237879 -0.005458482 0.025651323 -0.001384293  
## Age -0.030680088 -0.011721029 0.085472145 -0.007201042  
## Tenure 0.013443755 0.022582867 -0.028362078 0.007783825  
## Balance -0.304179738 -0.014858345 -0.010084100 0.012797496  
## NumOfProducts 1.000000000 0.003183146 0.009611876 0.014204195  
## HasCrCard 0.003183146 1.000000000 -0.011865637 -0.009933415  
## IsActiveMember 0.009611876 -0.011865637 1.000000000 -0.011421430  
## EstimatedSalary 0.014204195 -0.009933415 -0.011421430 1.000000000  
## Exited -0.047819865 -0.007137766 -0.156128278 0.012096861  
## Exited  
## CreditScore -0.027093540  
## Age 0.285323038  
## Tenure -0.014000612  
## Balance 0.118532769  
## NumOfProducts -0.047819865  
## HasCrCard -0.007137766  
## IsActiveMember -0.156128278  
## EstimatedSalary 0.012096861  
## Exited 1.000000000

print("Based on this, there is little correlation between most of the columns. Main items of note are that Number of Products and Balance have a weak to moderate negative correlation and that there is a weak to moderate positive correlation between Age and Exited. Is active member and exited also appears to have a weak negative correlation.")

## [1] "Based on this, there is little correlation between most of the columns. Main items of note are that Number of Products and Balance have a weak to moderate negative correlation and that there is a weak to moderate positive correlation between Age and Exited. Is active member and exited also appears to have a weak negative correlation."

#### 8. Graphing the frequency distribution of the variables

par(mfrow=c(3,2))  
  
##Distribution of Credit Score  
hist(bank\_data$CreditScore,   
 xlab = "Credit Score",   
 main = "Bank Customer Distributions")  
  
##Distribution of Age  
hist(bank\_data$Age,   
 xlab = "Age",   
 main = "Bank Customer Distributions")  
  
##Distribution of Tenure  
hist(bank\_data$Tenure,   
 xlab = "Tenure",  
 main = "Bank Customer Distributions")  
  
##Distribution of Balance  
hist(bank\_data$Balance,   
 xlab = "Balance",   
 main = "Bank Customer Distributions")  
  
##Distribution of Number of Products  
hist(bank\_data$NumOfProducts,   
 xlab = "Number of Products",   
 main = "Bank Customer Distributions")  
  
##Distribution of Estimated Salary  
hist(bank\_data$EstimatedSalary,   
 xlab = "Estimated Salary",   
 main = "Bank Customer Distributions")
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print("Credit score appears to have a relatively normal distribution. Age is right skewed with most customers aged 30-40. Tenure has an equal distribution. Balance contains a large portion of customers with a 0 balance but is centered around 125K. Most customers have either 1 or 2 products. Estimated salary has an equal distribution.")

## [1] "Credit score appears to have a relatively normal distribution. Age is right skewed with most customers aged 30-40. Tenure has an equal distribution. Balance contains a large portion of customers with a 0 balance but is centered around 125K. Most customers have either 1 or 2 products. Estimated salary has an equal distribution."

#### 9. Count Frequency of other data types

par(mfrow=c(3,2))  
  
##Barplot of Exited column  
barplot(prop.table(table(chart\_data$Exited)),  
 col = rainbow(2),  
 main = "Class Distribution",  
 ylim = c(0,1))  
##Barplot of Geography column  
barplot(prop.table(table(chart\_data$Geography)),  
 col = rainbow(3),  
 main = "Geography Distribution",  
 ylim = c(0,1))  
##Barplot of Gender column  
barplot(prop.table(table(chart\_data$Gender)),  
 col = rainbow(3),  
 main = "Gender Distribution",  
 ylim = c(0,1))  
##Barplot of HasCrCard column  
barplot(prop.table(table(chart\_data$HasCrCard)),  
 col = rainbow(3),  
 main = "Has Credit Card Distribution",  
 ylim = c(0,1))  
  
##Barplot of IsActiveMember column  
barplot(prop.table(table(chart\_data$IsActiveMember)),  
 col = rainbow(3),  
 main = "IsActiveMember Distribution",  
 ylim = c(0,1))  
print("We have a class imbalance, as about 80% of our dataset has an exited value of 0. About 50% of customers are from France. This data set has slightly more males than females. About 75% of the data set has a credit card. Active members are about as frequent as non-active members.")

## [1] "We have a class imbalance, as about 80% of our dataset has an exited value of 0. About 50% of customers are from France. This data set has slightly more males than females. About 75% of the data set has a credit card. Active members are about as frequent as non-active members."
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#### 10. Boxplots of Variables

par(mfrow=c(3,2))  
  
##Boxplot of Credit Score  
boxplot(bank\_data$CreditScore,   
 xlab = "Credit Score",   
 main = "Bank Customer Boxplots",  
 horizontal = TRUE)  
  
##Boxplot of Age  
boxplot(bank\_data$Age,   
 xlab = "Age",   
 main = "Bank Customer Boxplots",  
 horizontal = TRUE)  
  
##Boxplot of Tenure  
boxplot(bank\_data$Tenure,   
 xlab = "Tenure",   
 main = "Bank Customer Boxplots",  
 horizontal = TRUE)  
  
##Boxplot of Balance  
boxplot(bank\_data$Balance,   
 xlab = "Balance",   
 main = "Bank Customer Boxplots",  
 horizontal = TRUE)  
  
##Boxplot of Number of Products  
boxplot(bank\_data$NumOfProducts,   
 xlab = "Number of Products",   
 main = "Bank Customer Boxplots",   
 horizontal = TRUE)  
  
##Boxplot of Estimated Salary  
boxplot(bank\_data$EstimatedSalary,   
 xlab = "Estimated Salary",   
 main = "Bank Customer Boxplots",  
 horizontal = TRUE)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAz1BMVEUAAAAAADoAAGYAOjoAOmYAOpAAZmYAZpAAZrY6AAA6ADo6AGY6OgA6OmY6OpA6ZmY6ZpA6ZrY6kLY6kNtmAABmADpmAGZmOgBmOjpmOpBmZgBmZjpmkJBmkLZmtrZmtttmtv+QOgCQOjqQOmaQZgCQZjqQZmaQkDqQ29uQ2/+2ZgC2Zjq2kDq2tma229u22/+2/7a2/9u2///T09PbkDrbtmbbtpDbtrbb25Db27bb2//b/7bb/9vb////tmb/25D/27b/29v//7b//9v///9vMRFiAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAU8klEQVR4nO2dDX/bthGHIdlapdTx0kmN1mWpabfuJqatVpVunXUiVYnf/zMNhwPfX0SCIE2d72kq2QRwuMMfb/IPIkXIkEa8tANMv7DAxGGBicMCE4cFJg4LTBwWmDgsMHFYYOKwwMRhgYnDAhOHBSYOC0wcFpg4LDBxWGDisMDEYYGJwwIThwUmjqHAx5WQXG9KEmb7+JenGyHebk1dq6wj4nQ/3Zkat+XL6OM1FngehodVscJ0wJ64k05N8h7/9rFjHRGZgJtaNeNy4+0icOgWgkkHjHkKBIvSyy3qiEgH3NiqGZcbb7cRLIML1mpaOa6uH8XEUQG7woE8Pr5hI4Bzp0chvjrdCzHdHeSPt1vp5hey1LdrKBkeHoR4t5e5r25UIEkdce7p7riabGRdH6CEChjTlNVfwL5ZPHTj7bQGT+7Aqz0EhI7A++xHsVR5vHzA8oL8B33vuJpuD/KKDGEbLCZ3xzWEMtsetKV8HZhbWpx/L6BRxR1MhWAzsTQP0b5ZQGTj7TKCZTeS5n//4UYod/fogBB68igJ+OpuryYXH9pEvmDwmKquedhs2Tqi3PALGFc55HiJS2lLaL8XLjfeTmuwrOi4nnz8vMoGrFeKwpR1VLOb7nuFgD2hcLIBQ64ot3xZQG/XAS/1KEksrWs3oV243Hi7CuwLXIeSgKc/6Skr3nREaWH4+VHMa3t0mNq2pOrQPVq3ZlWPRvtmAZGNt9MULXd8voD+me7RctOhF5XoY8MJV5+dnI+CxRKKpleSVMltZCFbR7wmudC753pNkpuY1JoEmdG+WUBk4+22yZLTxSc5TTziShK5G2/hnxb4wd9fiHdr3FXKbeMnIX2M9olJwOEBZpxtukdHdejc0LiwRuEOdpPeVYIf05/Rfh9cbryX+KfKzF+PXgGd4mWBxw8LTJxXJzDTAhaYOCwwcVhg4rDAxGGBicMCE4cFJg4LTBwWmDgsMHFYYOKwwMRhgYnDAhOHBSaOicBi/Nhto/FT47xJwMZNNRSWBbZqrQ9Y4BFZ6wMWeETW+mDEAltYZXr2sJE1O24b04vA0nkdQ5coxK9FpM3itXa+dfDIyKao8L2JI6Lkv9KLcWLKm7O+GQtc0lWN3lsI3NRuTwLX1VopcBOXS0Ss01eVi5UVZ+LlEWzFJsERbInKxatkhngZD1/tGjxmeBfdJMlqmWFhgZskWS0zLCxwk6TqMuPHuKnIxWutKeoNvVSqZRpX1m7TbzOjtYLtDLHAAxm0V7CdIRZ4IIP2CrYzxAIPZNBewXaGWOCBDNor2M4QCzyQQXsFmcuABSYOC0wcFpg4LDBxWGDisMDEYYGJwwITx4LAnroHOd5qPv+MCFfdsrwq1VOPJKhIVbe8X5qVtY9+fEKjmpIGqc3V1GDjjKV0FxhuOn78ehN8ucPXdNrpAe6FXpUa3O5P905VKmSIrhuUtYwH9+Z2GtWUNEhtrlQA9eaaZiyns8Cnhw9L5cTDBl8zzimfqlI9dTv6qlSJ61RbTl0vLdsD3rJJTakGqTcGrw0Mdoyxs8DeUrrqz0ENfE0n+lcLOb1Upbr/rEtVoVWnBvBAkuqyPXB8v2tSU6pB6rKlg683mIq0rcthd4GlCDUCh3/uQ8+pFHi2j6+XBeDCWlbVdeDBBzVl7SMnySbNnG6Qunzp4GsNpiNt73VngXErVDeNeJWp4HB1KoyY+undnw84RQdvNo1m1HSD1OVLB19vMBVpe7ct7aKrNjvQ77zKrRD2ysqNEszQ1ZZhACyH22RhBc1q8ppsstLB11pLR9rOZ0X/H5NqUr3aVF89rKbG8pAfk9z0h7YzNP6Y1ChfJtL28B86iMMCE4cFJg4LTBwWmDgsMHFYYOKwwMRhgYnDAhOHBSYOC0wcFpg4LDBxWGDisMDEYYGJM5TAcHDcyV9ygts/vtnDz77o/1DGCHCXg1c5kMCne3VOKXfN0Qev1IkndaqNNsG773o+OlZkIIGVjp//G7xdT3e+OmPkieu1I38Xs30kMxwBhm+6qNNKqaxkcB0PpilfTP/lhAPFNpDAeIBOjVIQ03XkmA0Wcop+RmldEFaNcW+uz0nGWYfxcACO73cQkQzuuHKGim1ggeG7Cup8Ipw8dBOBZfSr6Q4HMh4oTbIO4+EAYMy62w4V25BTdPJllCjYlMD6GHiYEZjS/Cy7MGg622uBB4ptyE3WSiko517YP8t5eBUL7MsJGr9CF/qzZ5yi46zDeNg/StLTw0ZP0QPFNtTHJOi+SxzI0SZrcgMfk1awyVJf+FimNllOOisNTriDljLLTdY/qG2ymAyDfNsVYYEHByezoWCBicMCE4cFJg4LTBwWmDgsMHFYYOKwwMRhgYnDAhOHBSYOC0wcFpg4LDBxWGDisMDEYYGJwwIThwUmDgtMHBaYOCwwcVhg4rDAxGGBicMCE4cFJg4LTBwWmDgsMHFYYOKwwMRhgYnDAhOHBSYOC0wcQ4Hxpl7XxXvFHPG2SMjTjRBvt6auVdYRcbqfDnVvz8uN11jgeRgeVsUK0wF74k46Ncl7/NvHjnVEZAJuatWMy423i8ChWwgmHTDmKRAsGt7/q7KOiHTAja2acbnxdhvBMrhgraaV4+r6UUwcFbCL9/b2o1t8wzVw7vQoxFdwZ/Dp7iB/vN1KN7+Qpb5dQ8nw8CDEu73MfXWjAknqiHNPd8fVZCPr+gAlVMCYpqz+AvbN4qEbb6c1eHIHXu0hIHQE3mc/6tt8efmA5QX5D/recTXdHuQVGcI2WEzujmsIZbY9aEv5OjC3tDj/XkCjijuYCsFmYmkeon2zgMjG22UEy24kzf/+w41Q7u7RgfgWjCUBX93t1eTiQ5vIFwweU9U1D5stW0eUWz0XYK6nRTle4lLaEtrvhcuNt9MaLCs6ricfP6+yAeuVojBlHdXspvteIWC4Hyk8uSEbMOSKcsuXBfR2HfBSj5LE0rp2E9qFy423q8C+wHUoCXj6k56y4k1HlBaGnx/FvLZHh6ltS6oO3aN1a1b1aLRvFhDZeDtN0XLH5wvon+keLTcdelGJPjaccPXZyfkoWCyhaHolSZXcRhaydcRrkgu9e67XJLmJSa1JkBntmwVENt5umyw5XXyS08QjriSRu/EW/mmBH/z9hXi3xl2l3DZ+EtLHaJ+YBBweYMbZpnt0VIfODY0LaxTuYDfpXSX4Mf0Z7ffB5cZ7iX+qzPz16BXQKV4WePywwMR5dQIzLWCBicMCE4cFJg4LTBwWmDgsMHFYYOKwwMRhgYnDAhOHBSYOC0wcFpg4LDBxWGDimAgsxo/dNho/Nc6bBGzcVENhWWCr1vqABR6RtT5ggUdkrQ9eXuCeFhiLHp61Zmm1NA2pgYdtk86UaVVS/FqDDLg2uWffmtqs87FlePb8OxtvB4F1T2z03kngVjUZR3U2XpsCt4qnU7w8ghvbtCmwbd/OZTAx2q5IFwbx8Ky1TiF0D6mBh22TrJYZFt5FN0myWmZYWOAmSVbLDAsL3CSpusz4MW4qcvGaN0V9yXGmdmGUEZ0PlwVuyigjYoHtMcqIWGB7jDIiFtgeo4yIBbbHKCPqU2DmImCBicMCE4cFJg4LTBwWmDgsMHFYYOKwwMQxFdgXNY+D0M8aqMaruY21V1u2LvX4fnfGMXOKZl11N3a8XnytQ/lpUly3a6uihgIfv94EX1Y+wcmDG1nXRFl3n/Lgdl9Tti71CM+UqnfMmKLZ08Mmvl58rbUFfhoVx3ZtV9RQYGjoh9rnQdQM0tPDh+rEusFdW+/pu//IkXHeMSOKZrEt8XrxtcaU9tO0uLdsV9RQYB9mirqZSE1DlT7WqOj+c1E3RQeL6ieDQZ1nHTOjaNa/Aj/xevG11pjy07C4LNuuaE8Cy+miMk32tDqBZ/say/6sZgIfVODwz33olTRwQ4ENi6t2bVW0nyk6eFMzy6gHBlUqDC5W6w8pftUAPw45RaM3BnNsMru1Lx63a/OivWyyzm5zakZwfRf2YXxXFYaGG2yTBX56jskmK55pWhfHlHZFe/mY5NaO0fDsx6SaVHdMH5OWZR9Tmn9Mal1ct2urovyHDuKwwMRhgYnDAhOHBSYOC0wcFpg4LDBxWGDisMDEYYGJwwIThwUmDgtMHBaYOCwwcVhg4ryAwMECDiZUH46khYo2OmgR3O6Hrv9lRnD94WdSgKbxGdPXJbAPx6uCv67gFY8Fvl1Pd/6Zb71cGkrgb/b4nRs4MZxEDaMbv4PSY8QvJzBE7jpwGvD9Tgv8ZqOvvohT/aCmaCWtivMZ31XUMLC9ec8Rv5zAvjoimDvYq6++iFP9EE3RUugJRBi963jDviN+QYHVvBSHCqd6QWBS83Ool13X8afq3PLtk35PCdxvxC84Rb/ZnO4dHeqXO/krBIxXX8SpflAj+P1OyujDyH3S7xA1DGx/9txvxC++ycLvW7ji+u/Yo8ltsvBj0nEl/rKS3fkP/a6iprvJYgaDBSYOC0wcFpg4LDBxWGDisMDEYYGJwwIThwUmDgtMHBaYOCwwcVhg4rDAxGGBicMCE4cFJg4LTBwWmDgsMHFYYOKwwMRhgYnDAhOHBSYOC0wcFpg4LDBxWGDisMDEYYGJwwIThwUmDgtMHBaYOCwwcVhg4pg+IHoF92e7Lt4x9riaJffbfLoR4u3W1LXKOiJO91P7j4Ju6cvo4zUWeB6Gh1WxwnTAnriTThXuG/zbx451RGQCbmrVjMuNt4vAoVu86XMqYMxTIFg0vO1XZR0R6YAbWzXjcuPtNoJlcMFaTSvH1fWjmDgqYBdvgO1H98GGa+Dc6VGIr073Qkx3B/nj7Va6+YUs9e0aSoaHByHe7WXuqxsVSFJHnHu6O64mG1nXByihAsY0ZfUXsG8WD914O63Bkzvwag8BoSPwPvtR3zvVywcsL8h/0PeOq+n2IK/IELbBYnJ3XEMos+1BW8rXgbmlxfn3eFvAO5gKwWZiaR6ifbOAyMbbZQTLbiTN//7DjVDu7tGB+M6LJQFf3e3V5OILdT/hJQaPqeqah82WrSPKDb+AcZVDjpe4lLaE9nvhcuPttAbLio7rycfPq2zAeqUoTFlHNbvpvlcI2BMKJxsw5Ipyy5cF9HYd8FKPksTSunYT2oXLjberwL7AdSgJePqTnrLiTUeUFoafH8W8tkeHqW1Lqg7do3VrVvVotG8WENl4O03RcsfnC+if6R4tNx16UYk+Npxw9dnJ+ShYLKFoeiVJldxGFrJ1xGuSC717rtckuYlJrUmQGe2bBUQ23m6bLDldfJLTxCOuJJG78Rb+aYEf/P2FeLfGXaXcNn4S0sdon5gEHB5gxtmme3RUh84NjQtrFO5gN+ldJfgx/Rnt98HlxnuJf6rM/PXoFdApXhZ4/LDAxHl1AjMtYIGJwwIThwUmDgtMHBaYOCwwcVhg4rDAxGGBicMCE4cFJg4LTBwWmDgsMHFYYOKYCCzGj902Gj81zpsEbNxUQ2FZYKvW+oAFHpG1PmCBR2StD/oQ2O5KYZkXFHiIdbWNh10E/rUl7esyLdGHwA1tNmiVZk3XrL6zvg0qsOqVUe9s+t7SNWEaVZ3RsMa/3LtFgZu30FgENqvJoASP4FyGdqR6dG+rSjd4DTZzvkOZYeFddJMkq2WGhQVukmS1zLCwwE2SqsuMH+OmIheveVNUlhxnQmfa7GpHZIoFbgoLPO6EzrDA407oDAs87oTOsMDjTujMqxOYuQhYYOKwwMRhgYnDAhOHBSYOC0wcFpg4LDBxTAQ+vo/uYZ97JESU4Ma3uVfoRw8USyQJuRLwu1NaR5yQLxGG3rLcKytUW0VHML342gLVetasRRgIfNTPbjp+vQm+3JUknB6yDxLw4L7WTkmJOCFfwp/rzpIvESfkS8CThJalXlmh2io6gunF1zZVQOtZsxbTXuDTd//BgRrc7jPNnCSUuKKGV75EklAsgTqWlNAJ+RKnhw/LMq/sUG0VHcH04mvzGrD1bFlL6DBFy9EUuk5ZwtUi/6wITCmWiBIKJfQzaoolooR8CW+JU3RJHRaotoqOYHrxtU0d0BT2rEX0IXD45z70sglfbypKYEKxhM5YFhj+nishu/jLCIyO2BLYnrWIDgIXp41I4DDe8SDBG8xWKBElFEqE5yb1fAn1FKKqEt2pt+otbUyqUevZsRbRQeDiwp8a2pnRFeXKl4h/yZeIO2zJJisZ2rkx773IJgsdsbEtUlO0NWsRpgIrb8o+JsH/rhDp4eiq0VVSIknIlcDfy+qIE/IllMClXlmh9mPSsuwjjfHHJDvWIvgPHcRhgYnDAhOHBSYOC0wcFpg4LDBxWGDisMDEYYGJwwIThwUmDgtMHBaYOCwwcVhg4rDAxOlFYDhqVThCFNzuK7Kf7uG0QrAQYrLJJWRP6H1TZWEk+CIJQTqbjzjtvw4NSkQxVjdQF/oReDFvIzCmwKs/y+TJCdxPC1jETx3kLXE2fQlDg3NW8cHDSxL49nGTHAh8uxZ/uxdLeJ+rPjsP5c/qSxCeOmG1Ul9CgfiC22dIUZdl4vXa0ccJ5fCe/nIvZv+7LxzFGhEoMHwhZylfZs8QjYodAp3Dpb0KH0MLE0091Si3ey9qnH8ss93FnJ4Efv4qEfiN+nf7vHBkt4WQXEf3WjwumBnBzzIlPkUYLLTAkMuby5/jr66MEphwZ9pH6ayMOYr9dh9dUuGr0KCEG/VtlayzYRPkpi9TehJ4/+nfqSO9GKycjrylrw5S6p6rD8FqgdUarGRWl+EUrOvENtBsUPjOxJjAMYc+Ysw6dvBbxYbhY2hYRn0lKUqO3kM9FCzQl8DBOyULjMSswHOdAd6yAifjOCsw2ohyyDbo4VSsHaJJFXzMCPw03WEUmCMtMPzm6+Q4G5jKfxHAkL4EDt2JmmTfJALjFP1mk/TOwhStV+L4uPfKQRuQS07fcpEC7Ue7CGv5lI9Zgeehj0MUw1ehQQH4QuE9fDFFJcfZ4KT9WzsrUW8Cw0riiuu/JwKnN1nJ5sIJCwLry56Y3DhoQ22yZKPM9i6scn34bAM1AYPL0kfp7HMs8B8r8ZeVA/5HmywILcRv3KhtpkyOsmFDeJaWIv5Dxzix9v0qFniU+Nb2kiwwcVhg4rDAxGGBicMCE4cFJg4LTBwWmDgsMHFYYOKwwMRhgYnDAhOHBSbO/wGF1vUTMwf/fgAAAABJRU5ErkJggg==)

print("Looking at the Boxplots, we can infer that there are potential outliers in Credit Score, Age and Number of Products")

## [1] "Looking at the Boxplots, we can infer that there are potential outliers in Credit Score, Age and Number of Products"

#### 11. Class balancing vis ROSE Oversampling

over <- ovun.sample(Exited~., data = bank\_data, method = "over",seed = 1, N = (10000+(7963-2037)))$data #Class balancing vis ROSE Oversampling  
table(over$Exited) #Display new class balance

##   
## 0 1   
## 7963 7963

#### 12. Class balancing vis ROSE Undersampling

under <- ovun.sample(Exited~., data = bank\_data, method = "under",seed = 1, N = (10000-(7963-2037)))$data #Class balancing vis ROSE Undersampling  
table(under$Exited) #Display new class balance

##   
## 0 1   
## 2037 2037

#### 13. Class balancing vis ROSE Bothsampling

both <- ovun.sample(Exited~., data = bank\_data, method = "both",seed = 1, N = 10000)$data #Class balancing vis ROSE Bothsampling  
table(both$Exited) #Display new class balance

##   
## 0 1   
## 5047 4953

#### 14. Remove Outliers

outliers <- function(x) {  
  
 Q1 <- quantile(x, probs=.25)  
 Q3 <- quantile(x, probs=.75)  
 iqr = Q3-Q1  
  
 upper\_limit = Q3 + (iqr\*1.5)  
 lower\_limit = Q1 - (iqr\*1.5)  
  
 x > upper\_limit | x < lower\_limit  
} #Create outliers function  
  
remove\_outliers <- function(df, cols = names(df)) {  
 for (col in cols) {  
 df <- df[!outliers(df[[col]]),]  
 }  
 df  
} #Create remove outliers function  
  
outliers\_bank <- remove\_outliers(bank\_data,c("CreditScore","Age","Tenure","Balance","NumOfProducts","EstimatedSalary")) #Remove outliers in dataset and create new dataset  
outliers\_over <- remove\_outliers(over,c("CreditScore","Age","Tenure","Balance","NumOfProducts","EstimatedSalary")) #Remove outliers in dataset and create new dataset  
outliers\_under <- remove\_outliers(under,c("CreditScore","Age","Tenure","Balance","NumOfProducts","EstimatedSalary")) #Remove outliers in dataset and create new dataset  
outliers\_both <- remove\_outliers(both,c("CreditScore","Age","Tenure","Balance","NumOfProducts","EstimatedSalary")) #Remove outliers in dataset and create new dataset

#### 15. Normalize Numeric Attributes

min\_max\_norm <- function(x) {(x - min(x)) / (max(x) - min(x))} #Create normalize function  
  
##Normalize bank\_data data set  
bank\_norm\_data1 <- as.data.frame(lapply(bank\_data[1],min\_max\_norm))  
  
bank\_norm\_data2 <- as.data.frame(lapply(bank\_data[4:10],min\_max\_norm))  
  
bank\_norm <- cbind.data.frame(bank\_norm\_data1,bank\_norm\_data2,Geography = bank\_data$Geography, Gender = bank\_data$Gender, Exited = bank\_data$Exited)  
  
##Normalize over data set  
over\_norm\_data1 <- as.data.frame(lapply(over[1],min\_max\_norm))  
  
over\_norm\_data2 <- as.data.frame(lapply(over[4:10],min\_max\_norm))  
  
over\_norm <- cbind.data.frame(over\_norm\_data1,over\_norm\_data2,Geography = over$Geography, Gender = over$Gender, Exited = over$Exited)  
  
##Normalize under data set  
under\_norm\_data1 <- as.data.frame(lapply(under[1],min\_max\_norm))  
  
under\_norm\_data2 <- as.data.frame(lapply(under[4:10],min\_max\_norm))  
  
under\_norm <- cbind.data.frame(under\_norm\_data1,under\_norm\_data2,Geography = under$Geography, Gender = under$Gender, Exited = under$Exited)  
  
##Normalize both data set  
both\_norm\_data1 <- as.data.frame(lapply(both[1],min\_max\_norm))  
  
both\_norm\_data2 <- as.data.frame(lapply(both[4:10],min\_max\_norm))  
  
both\_norm <- cbind.data.frame(both\_norm\_data1,both\_norm\_data2,Geography = both$Geography, Gender = both$Gender, Exited = both$Exited)  
  
##Normalize outliers\_bank data set  
outliers\_norm\_data1 <- as.data.frame(lapply(outliers\_bank[1],min\_max\_norm))  
  
outliers\_norm\_data2 <- as.data.frame(lapply(outliers\_bank[4:10],min\_max\_norm))  
  
outliers\_norm <- cbind.data.frame(outliers\_norm\_data1,outliers\_norm\_data2,Geography = outliers\_bank$Geography, Gender = outliers\_bank$Gender, Exited = outliers\_bank$Exited)  
  
##Normalize outliers\_over data set  
outliers\_over\_norm\_data1 <- as.data.frame(lapply(outliers\_over[1],min\_max\_norm))  
  
outliers\_over\_norm\_data2 <- as.data.frame(lapply(outliers\_over[4:10],min\_max\_norm))  
  
outliers\_over\_norm <- cbind.data.frame(outliers\_over\_norm\_data1,outliers\_over\_norm\_data2,Geography = outliers\_over$Geography, Gender = outliers\_over$Gender, Exited = outliers\_over$Exited)  
  
##Normalize outliers\_under data set  
outliers\_under\_norm\_data1 <- as.data.frame(lapply(outliers\_under[1],min\_max\_norm))  
  
outliers\_under\_norm\_data2 <- as.data.frame(lapply(outliers\_under[4:10],min\_max\_norm))  
  
outliers\_under\_norm <- cbind.data.frame(outliers\_under\_norm\_data1,outliers\_under\_norm\_data2,Geography = outliers\_under$Geography, Gender = outliers\_under$Gender, Exited = outliers\_under$Exited)  
  
##Normalize outliers\_both data set  
outliers\_both\_norm\_data1 <- as.data.frame(lapply(outliers\_both[1],min\_max\_norm))  
  
outliers\_both\_norm\_data2 <- as.data.frame(lapply(outliers\_both[4:10],min\_max\_norm))  
  
outliers\_both\_norm <- cbind.data.frame(outliers\_both\_norm\_data1,outliers\_both\_norm\_data2,Geography = outliers\_both$Geography, Gender = outliers\_both$Gender, Exited = outliers\_both$Exited)

#### 16. Divide the dataset to training and test sets

##data partition for bank\_data  
set.seed(222)  
bank\_data\_ind <- sample(2, nrow(bank\_data), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
bank\_data\_train <- bank\_data[bank\_data\_ind==1,]  
bank\_data\_test <- bank\_data[bank\_data\_ind==2,]  
  
##data partition for bank\_norm  
set.seed(222)  
bank\_norm\_ind <- sample(2, nrow(bank\_norm), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
bank\_norm\_train <- bank\_norm[bank\_norm\_ind==1,]  
bank\_norm\_test <- bank\_norm[bank\_norm\_ind==2,]  
  
##data partition for outliers\_bank  
set.seed(222)  
outliers\_bank\_ind <- sample(2, nrow(outliers\_bank), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
outliers\_bank\_train <- outliers\_bank[outliers\_bank\_ind==1,]  
outliers\_bank\_test <- outliers\_bank[outliers\_bank\_ind==2,]  
  
##data partition for outliers\_norm  
set.seed(222)  
outliers\_norm\_ind <- sample(2, nrow(outliers\_norm), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
outliers\_norm\_train <- outliers\_norm[outliers\_norm\_ind==1,]  
outliers\_norm\_test <- outliers\_norm[outliers\_norm\_ind==2,]  
  
##data partition for over  
set.seed(222)  
over\_ind <- sample(2, nrow(over), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
over\_train <- over[over\_ind==1,]  
over\_test <- over[over\_ind==2,]  
  
##data partition for over\_norm  
set.seed(222)  
over\_norm\_ind <- sample(2, nrow(over\_norm), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
over\_norm\_train <- over\_norm[over\_norm\_ind==1,]  
over\_norm\_test <- over\_norm[over\_norm\_ind==2,]  
  
##data partition for outliers\_over  
set.seed(222)  
outliers\_over\_ind <- sample(2, nrow(outliers\_over), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
outliers\_over\_train <- outliers\_over[outliers\_over\_ind==1,]  
outliers\_over\_test <- outliers\_over[outliers\_over\_ind==2,]  
  
##data partition for outliers\_over\_norm  
set.seed(222)  
outliers\_over\_norm\_ind <- sample(2, nrow(outliers\_over\_norm), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
outliers\_over\_norm\_train <- outliers\_over\_norm[outliers\_over\_norm\_ind==1,]  
outliers\_over\_norm\_test <- outliers\_over\_norm[outliers\_over\_norm\_ind==2,]  
  
##data partition for under  
set.seed(222)  
under\_ind <- sample(2, nrow(under), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
under\_train <- under[under\_ind==1,]  
under\_test <- under[under\_ind==2,]  
  
##data partition for under\_norm  
set.seed(222)  
under\_norm\_ind <- sample(2, nrow(under\_norm), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
under\_norm\_train <- under\_norm[under\_norm\_ind==1,]  
under\_norm\_test <- under\_norm[under\_norm\_ind==2,]  
  
##data partition for outliers\_under  
set.seed(222)  
outliers\_under\_ind <- sample(2, nrow(outliers\_under), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
outliers\_under\_train <- outliers\_under[outliers\_under\_ind==1,]  
outliers\_under\_test <- outliers\_under[outliers\_under\_ind==2,]  
  
##data partition for outliers\_under\_norm  
set.seed(222)  
outliers\_under\_norm\_ind <- sample(2, nrow(outliers\_under\_norm), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
outliers\_under\_norm\_train <- outliers\_under\_norm[outliers\_under\_norm\_ind==1,]  
outliers\_under\_norm\_test <- outliers\_under\_norm[outliers\_under\_norm\_ind==2,]  
  
##data partition for both  
set.seed(222)  
both\_ind <- sample(2, nrow(both), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
both\_train <- both[both\_ind==1,]  
both\_test <- both[both\_ind==2,]  
  
##data partition for both\_norm  
set.seed(222)  
both\_norm\_ind <- sample(2, nrow(both\_norm), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
both\_norm\_train <- both\_norm[both\_norm\_ind==1,]  
both\_norm\_test <- both\_norm[both\_norm\_ind==2,]  
  
##data partition for outliers\_both  
set.seed(222)  
outliers\_both\_ind <- sample(2, nrow(outliers\_both), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
outliers\_both\_train <- outliers\_both[outliers\_both\_ind==1,]  
outliers\_both\_test <- outliers\_both[outliers\_both\_ind==2,]  
  
##data partition for outliers\_both\_norm  
set.seed(222)  
outliers\_both\_norm\_ind <- sample(2, nrow(outliers\_both\_norm), replace = TRUE, prob = c(0.7, 0.3)) #uses a 70-30 ratio  
outliers\_both\_norm\_train <- outliers\_both\_norm[outliers\_both\_norm\_ind==1,]  
outliers\_both\_norm\_test <- outliers\_both\_norm[outliers\_both\_norm\_ind==2,]

#### 17A. Random Forest Bank\_Data

fit <- rpart(Exited~., data = bank\_data\_train , method = 'class')  
  
rpart.plot(fit, extra = 106)
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predict\_exited <-predict(fit, bank\_data\_test, type = 'class')  
  
table\_mat <- table(bank\_data\_test$Exited, predict\_exited)  
table\_mat

## predict\_exited  
## 0 1  
## 0 2306 65  
## 1 363 230

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.856"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.144"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.78"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.388"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.973"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.518"

#### 17B. Random Forest outliers\_bank

fit <- rpart(Exited~., data = outliers\_bank\_train , method = 'class')  
  
rpart.plot(fit, extra = 106)
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predict\_exited <-predict(fit, outliers\_bank\_test, type = 'class')  
  
table\_mat <- table(outliers\_bank\_test$Exited, predict\_exited)  
table\_mat

## predict\_exited  
## 0 1  
## 0 2197 57  
## 1 361 224

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.853"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.147"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.797"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.383"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.975"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.517"

#### 17C. Random Forest over

fit <- rpart(Exited~., data = over\_train , method = 'class')  
  
rpart.plot(fit, extra = 106)
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predict\_exited <-predict(fit, over\_test, type = 'class')  
  
table\_mat <- table(over\_test$Exited, predict\_exited)  
table\_mat

## predict\_exited  
## 0 1  
## 0 1847 511  
## 1 644 1716

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.755"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.245"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.771"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.727"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.783"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.748"

#### 17D. Random Forest outliers\_over

fit <- rpart(Exited~., data = outliers\_over\_train , method = 'class')  
  
rpart.plot(fit, extra = 106)
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predict\_exited <-predict(fit, outliers\_over\_test, type = 'class')  
  
table\_mat <- table(outliers\_over\_test$Exited, predict\_exited)  
table\_mat

## predict\_exited  
## 0 1  
## 0 1472 848  
## 1 349 1912

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.739"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.261"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.693"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.846"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.634"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.762"

#### 17E. Random Forest under

fit <- rpart(Exited~., data = under\_train , method = 'class')  
  
rpart.plot(fit, extra = 106)
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predict\_exited <-predict(fit, under\_test, type = 'class')  
  
table\_mat <- table(under\_test$Exited, predict\_exited)  
table\_mat

## predict\_exited  
## 0 1  
## 0 493 126  
## 1 186 426

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.747"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.253"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.772"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.696"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.796"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.732"

#### 17F. Random Forest outliers\_under

fit <- rpart(Exited~., data = outliers\_under\_train , method = 'class')  
  
rpart.plot(fit, extra = 106)
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predict\_exited <-predict(fit, outliers\_under\_test, type = 'class')  
  
table\_mat <- table(outliers\_under\_test$Exited, predict\_exited)  
table\_mat

## predict\_exited  
## 0 1  
## 0 428 178  
## 1 123 468

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.749"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.251"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.724"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.792"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.706"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.756"

#### 17G. Random Forest both

fit <- rpart(Exited~., data = both\_train , method = 'class')  
  
rpart.plot(fit, extra = 106)
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predict\_exited <-predict(fit, both\_test, type = 'class')  
  
table\_mat <- table(both\_test$Exited, predict\_exited)  
table\_mat

## predict\_exited  
## 0 1  
## 0 1086 427  
## 1 292 1159

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.757"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.243"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.731"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.799"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.718"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.763"

#### 17H. Random Forest outliers\_both

fit <- rpart(Exited~., data = outliers\_both\_train , method = 'class')  
  
rpart.plot(fit, extra = 106)
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predict\_exited <-predict(fit, outliers\_both\_test, type = 'class')  
  
table\_mat <- table(outliers\_both\_test$Exited, predict\_exited)  
table\_mat

## predict\_exited  
## 0 1  
## 0 1128 359  
## 1 352 1044

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.753"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.247"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.744"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.748"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.759"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.746"

#### 18A. Logistic Regression Model Bank\_Norm

LM\_Bank\_Norm <- glm(Exited ~. , data = bank\_norm\_train , "binomial")  
  
summary(LM\_Bank\_Norm) #Finding significant variables; drop CreditScore, Tenure, HasCrCard and Estimated Salary

##   
## Call:  
## glm(formula = Exited ~ ., family = "binomial", data = bank\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0115 -0.6589 -0.4475 -0.2549 2.8703   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -2.51056 0.20123 -12.476 < 2e-16 \*\*\*  
## CreditScore -0.30355 0.16586 -1.830 0.0672 .   
## Age 5.49374 0.22723 24.177 < 2e-16 \*\*\*  
## Tenure -0.15598 0.11194 -1.393 0.1635   
## Balance 0.73704 0.14947 4.931 8.18e-07 \*\*\*  
## NumOfProducts -0.38404 0.16952 -2.265 0.0235 \*   
## HasCrCard -0.03774 0.07039 -0.536 0.5919   
## IsActiveMember -1.15348 0.06913 -16.686 < 2e-16 \*\*\*  
## EstimatedSalary 0.17314 0.11326 1.529 0.1263   
## Geography 0.39657 0.04059 9.770 < 2e-16 \*\*\*  
## Gender -0.49793 0.06500 -7.661 1.85e-14 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 7142.5 on 7035 degrees of freedom  
## Residual deviance: 6007.2 on 7025 degrees of freedom  
## AIC: 6029.2  
##   
## Number of Fisher Scoring iterations: 5

LM\_Bank\_Norm <- glm(Exited ~ Geography + Gender + Age + Balance + NumOfProducts + IsActiveMember , data = bank\_norm\_train, "binomial")  
  
summary(LM\_Bank\_Norm)

##   
## Call:  
## glm(formula = Exited ~ Geography + Gender + Age + Balance + NumOfProducts +   
## IsActiveMember, family = "binomial", data = bank\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0448 -0.6575 -0.4501 -0.2564 2.8561   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -2.70339 0.15042 -17.972 < 2e-16 \*\*\*  
## Geography 0.39444 0.04053 9.732 < 2e-16 \*\*\*  
## Gender -0.49709 0.06493 -7.655 1.93e-14 \*\*\*  
## Age 5.48650 0.22693 24.177 < 2e-16 \*\*\*  
## Balance 0.73927 0.14935 4.950 7.43e-07 \*\*\*  
## NumOfProducts -0.38719 0.16939 -2.286 0.0223 \*   
## IsActiveMember -1.15291 0.06906 -16.694 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 7142.5 on 7035 degrees of freedom  
## Residual deviance: 6015.1 on 7029 degrees of freedom  
## AIC: 6029.1  
##   
## Number of Fisher Scoring iterations: 5

predict\_bank\_norm <- predict(LM\_Bank\_Norm, bank\_norm\_test, type = "response")  
  
predict\_bank\_norm <- ifelse(predict\_bank\_norm >0.5, 1,0)  
  
table\_mat <- table(bank\_norm\_test$Exited, predict\_bank\_norm)  
table\_mat

## predict\_bank\_norm  
## 0 1  
## 0 2294 77  
## 1 477 116

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.813"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.187"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.601"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.196"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.968"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.296"

#### 18B. Logistic Regression Model outliers\_norm

LM\_outliers\_norm <- glm(Exited ~. , data = outliers\_norm\_train , "binomial")  
  
summary(LM\_outliers\_norm) #Finding significant variables; drop CreditScore, Tenure, HasCrCard and Estimated Salary

##   
## Call:  
## glm(formula = Exited ~ ., family = "binomial", data = outliers\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.1563 -0.6208 -0.4160 -0.2335 3.2133   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.26121 0.21906 -14.888 < 2e-16 \*\*\*  
## CreditScore 0.03742 0.16852 0.222 0.82426   
## Age 4.77298 0.18175 26.261 < 2e-16 \*\*\*  
## Tenure -0.19698 0.11881 -1.658 0.09733 .   
## Balance 0.56540 0.16113 3.509 0.00045 \*\*\*  
## NumOfProducts -0.69787 0.12875 -5.420 5.95e-08 \*\*\*  
## HasCrCard -0.04607 0.07492 -0.615 0.53861   
## IsActiveMember -0.95691 0.07200 -13.291 < 2e-16 \*\*\*  
## EstimatedSalary 0.12835 0.11935 1.075 0.28221   
## Geography 0.38662 0.04307 8.977 < 2e-16 \*\*\*  
## Gender -0.53432 0.06903 -7.740 9.93e-15 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 6622.6 on 6728 degrees of freedom  
## Residual deviance: 5389.0 on 6718 degrees of freedom  
## AIC: 5411  
##   
## Number of Fisher Scoring iterations: 5

LM\_outliers\_norm <- glm(Exited ~ Geography + Gender + Age + Balance + NumOfProducts + IsActiveMember , data = outliers\_norm\_train, "binomial")  
  
summary(LM\_outliers\_norm)

##   
## Call:  
## glm(formula = Exited ~ Geography + Gender + Age + Balance + NumOfProducts +   
## IsActiveMember, family = "binomial", data = outliers\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.0920 -0.6188 -0.4176 -0.2367 3.2282   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.30229 0.16941 -19.493 < 2e-16 \*\*\*  
## Geography 0.38656 0.04303 8.983 < 2e-16 \*\*\*  
## Gender -0.53638 0.06899 -7.775 7.57e-15 \*\*\*  
## Age 4.76716 0.18144 26.274 < 2e-16 \*\*\*  
## Balance 0.56796 0.16108 3.526 0.000422 \*\*\*  
## NumOfProducts -0.69853 0.12873 -5.426 5.75e-08 \*\*\*  
## IsActiveMember -0.95142 0.07184 -13.243 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 6622.6 on 6728 degrees of freedom  
## Residual deviance: 5393.4 on 6722 degrees of freedom  
## AIC: 5407.4  
##   
## Number of Fisher Scoring iterations: 5

predict\_outliers\_norm <- predict(LM\_outliers\_norm, outliers\_norm\_test, type = "response")  
  
predict\_outliers\_norm <- ifelse(predict\_outliers\_norm >0.5, 1,0)  
  
table\_mat <- table(outliers\_norm\_test$Exited, predict\_outliers\_norm)  
table\_mat

## predict\_outliers\_norm  
## 0 1  
## 0 2180 74  
## 1 414 171

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.828"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.172"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.698"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.292"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.967"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.412"

#### 18C. Logistic Regression Model over\_norm

LM\_over\_norm <- glm(Exited ~. , data = over\_norm\_train , "binomial")  
  
summary(LM\_over\_norm) #Finding significant variables; drop HasCrCard and Estimated Salary

##   
## Call:  
## glm(formula = Exited ~ ., family = "binomial", data = over\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.8268 -0.9480 -0.2688 0.9605 2.5932   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.10130 0.13281 -8.292 < 2e-16 \*\*\*  
## CreditScore -0.47287 0.10885 -4.344 1.4e-05 \*\*\*  
## Age 5.78878 0.16722 34.618 < 2e-16 \*\*\*  
## Tenure -0.16141 0.07384 -2.186 0.0288 \*   
## Balance 0.87406 0.09512 9.189 < 2e-16 \*\*\*  
## NumOfProducts -0.22486 0.09620 -2.337 0.0194 \*   
## HasCrCard -0.08890 0.04670 -1.904 0.0570 .   
## IsActiveMember -0.96103 0.04351 -22.089 < 2e-16 \*\*\*  
## EstimatedSalary 0.05677 0.07448 0.762 0.4459   
## Geography 0.36700 0.02655 13.821 < 2e-16 \*\*\*  
## Gender -0.53218 0.04272 -12.457 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 15538 on 11207 degrees of freedom  
## Residual deviance: 12911 on 11197 degrees of freedom  
## AIC: 12933  
##   
## Number of Fisher Scoring iterations: 4

LM\_over\_norm <- glm(Exited ~ Geography + Gender + Age + Balance + NumOfProducts + IsActiveMember + CreditScore + Tenure , data = over\_norm\_train, "binomial")  
  
summary(LM\_over\_norm)

##   
## Call:  
## glm(formula = Exited ~ Geography + Gender + Age + Balance + NumOfProducts +   
## IsActiveMember + CreditScore + Tenure, family = "binomial",   
## data = over\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.8425 -0.9487 -0.2683 0.9592 2.5792   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.13515 0.12266 -9.254 < 2e-16 \*\*\*  
## Geography 0.36602 0.02654 13.792 < 2e-16 \*\*\*  
## Gender -0.53301 0.04271 -12.480 < 2e-16 \*\*\*  
## Age 5.79322 0.16722 34.645 < 2e-16 \*\*\*  
## Balance 0.87768 0.09507 9.232 < 2e-16 \*\*\*  
## NumOfProducts -0.22571 0.09620 -2.346 0.019 \*   
## IsActiveMember -0.95957 0.04348 -22.068 < 2e-16 \*\*\*  
## CreditScore -0.47354 0.10882 -4.352 1.35e-05 \*\*\*  
## Tenure -0.16116 0.07381 -2.184 0.029 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 15538 on 11207 degrees of freedom  
## Residual deviance: 12916 on 11199 degrees of freedom  
## AIC: 12934  
##   
## Number of Fisher Scoring iterations: 4

predict\_over\_norm <- predict(LM\_over\_norm, over\_norm\_test, type = "response")  
  
predict\_over\_norm <- ifelse(predict\_over\_norm >0.5, 1,0)  
  
table\_mat <- table(over\_norm\_test$Exited, predict\_over\_norm)  
table\_mat

## predict\_over\_norm  
## 0 1  
## 0 1715 643  
## 1 709 1651

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.713"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.287"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.72"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.7"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.727"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.71"

#### 18d. Logistic Regression Model outliers\_over\_norm

LM\_outliers\_over\_norm <- glm(Exited ~. , data = outliers\_over\_norm\_train , "binomial")  
  
summary(LM\_outliers\_over\_norm) #Finding significant variables; drop HasCrCard and Estimated Salary

##   
## Call:  
## glm(formula = Exited ~ ., family = "binomial", data = outliers\_over\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.6792 -0.9077 -0.3376 0.9022 2.7572   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.60947 0.13730 -11.722 < 2e-16 \*\*\*  
## CreditScore -0.23727 0.10735 -2.210 0.0271 \*   
## Age 4.90320 0.13013 37.680 < 2e-16 \*\*\*  
## Tenure -0.16767 0.07660 -2.189 0.0286 \*   
## Balance 0.67806 0.09945 6.818 9.24e-12 \*\*\*  
## NumOfProducts -0.65566 0.07455 -8.795 < 2e-16 \*\*\*  
## HasCrCard -0.04826 0.04835 -0.998 0.3182   
## IsActiveMember -0.88756 0.04519 -19.640 < 2e-16 \*\*\*  
## EstimatedSalary 0.04377 0.07689 0.569 0.5691   
## Geography 0.42357 0.02762 15.337 < 2e-16 \*\*\*  
## Gender -0.53780 0.04445 -12.099 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 15070 on 10871 degrees of freedom  
## Residual deviance: 12052 on 10861 degrees of freedom  
## AIC: 12074  
##   
## Number of Fisher Scoring iterations: 4

LM\_outliers\_over\_norm <- glm(Exited ~ Geography + Gender + Age + Balance + NumOfProducts + IsActiveMember + CreditScore + Tenure , data = outliers\_over\_norm\_train, "binomial")  
  
summary(LM\_outliers\_over\_norm)

##   
## Call:  
## glm(formula = Exited ~ Geography + Gender + Age + Balance + NumOfProducts +   
## IsActiveMember + CreditScore + Tenure, family = "binomial",   
## data = outliers\_over\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.6610 -0.9081 -0.3374 0.9005 2.7491   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.61978 0.12675 -12.779 < 2e-16 \*\*\*  
## Geography 0.42291 0.02761 15.318 < 2e-16 \*\*\*  
## Gender -0.53893 0.04444 -12.128 < 2e-16 \*\*\*  
## Age 4.90575 0.13013 37.699 < 2e-16 \*\*\*  
## Balance 0.68119 0.09941 6.853 7.25e-12 \*\*\*  
## NumOfProducts -0.65520 0.07453 -8.791 < 2e-16 \*\*\*  
## IsActiveMember -0.88656 0.04517 -19.627 < 2e-16 \*\*\*  
## CreditScore -0.23886 0.10733 -2.225 0.0261 \*   
## Tenure -0.16812 0.07656 -2.196 0.0281 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 15070 on 10871 degrees of freedom  
## Residual deviance: 12053 on 10863 degrees of freedom  
## AIC: 12071  
##   
## Number of Fisher Scoring iterations: 4

predict\_outliers\_over\_norm <- predict(LM\_outliers\_over\_norm, outliers\_over\_norm\_test, type = "response")  
  
predict\_outliers\_over\_norm <- ifelse(predict\_outliers\_over\_norm >0.5, 1,0)  
  
table\_mat <- table(outliers\_over\_norm\_test$Exited, predict\_outliers\_over\_norm)  
table\_mat

## predict\_outliers\_over\_norm  
## 0 1  
## 0 1696 624  
## 1 662 1599

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.719"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.281"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.719"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.707"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.731"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.713"

#### 18e. Logistic Regression Model under\_norm

LM\_under\_norm <- glm(Exited ~. , data = under\_norm\_train , "binomial")  
  
summary(LM\_under\_norm) #Finding significant variables; drop Tenure, NumofProducts, HasCrCard and Estimated Salary

##   
## Call:  
## glm(formula = Exited ~ ., family = "binomial", data = under\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5440 -0.9506 0.2533 0.9467 2.5648   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.29244 0.26988 -4.789 1.68e-06 \*\*\*  
## CreditScore -0.49393 0.21738 -2.272 0.0231 \*   
## Age 5.61955 0.32148 17.480 < 2e-16 \*\*\*  
## Tenure -0.22829 0.14632 -1.560 0.1187   
## Balance 0.95440 0.18571 5.139 2.76e-07 \*\*\*  
## NumOfProducts 0.08973 0.18723 0.479 0.6318   
## HasCrCard 0.07623 0.09220 0.827 0.4084   
## IsActiveMember -0.98224 0.08646 -11.361 < 2e-16 \*\*\*  
## EstimatedSalary 0.25532 0.14900 1.714 0.0866 .   
## Geography 0.36708 0.05269 6.968 3.23e-12 \*\*\*  
## Gender -0.52040 0.08515 -6.111 9.88e-10 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 3941.2 on 2842 degrees of freedom  
## Residual deviance: 3267.3 on 2832 degrees of freedom  
## AIC: 3289.3  
##   
## Number of Fisher Scoring iterations: 4

LM\_under\_norm <- glm(Exited ~ Geography + Gender + Age + Balance + IsActiveMember + CreditScore , data = under\_norm\_train, "binomial")  
  
summary(LM\_under\_norm)

##   
## Call:  
## glm(formula = Exited ~ Geography + Gender + Age + Balance + IsActiveMember +   
## CreditScore, family = "binomial", data = under\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5609 -0.9591 0.2624 0.9534 2.5364   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.17674 0.23435 -5.021 5.13e-07 \*\*\*  
## Geography 0.36642 0.05259 6.968 3.22e-12 \*\*\*  
## Gender -0.52724 0.08500 -6.203 5.55e-10 \*\*\*  
## Age 5.60531 0.32109 17.457 < 2e-16 \*\*\*  
## Balance 0.93393 0.18267 5.113 3.18e-07 \*\*\*  
## IsActiveMember -0.97654 0.08617 -11.333 < 2e-16 \*\*\*  
## CreditScore -0.51611 0.21683 -2.380 0.0173 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 3941.2 on 2842 degrees of freedom  
## Residual deviance: 3273.3 on 2836 degrees of freedom  
## AIC: 3287.3  
##   
## Number of Fisher Scoring iterations: 4

predict\_under\_norm <- predict(LM\_under\_norm, under\_norm\_test, type = "response")  
  
predict\_under\_norm <- ifelse(predict\_under\_norm >0.5, 1,0)  
  
table\_mat <- table(under\_norm\_test$Exited, predict\_under\_norm)  
table\_mat

## predict\_under\_norm  
## 0 1  
## 0 454 165  
## 1 198 414

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.705"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.295"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.715"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.676"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.733"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.695"

#### 18f. Logistic Regression Model outliers\_under\_norm

LM\_outliers\_under\_norm <- glm(Exited ~. , data = outliers\_under\_norm\_train , "binomial")  
  
summary(LM\_outliers\_under\_norm) #Finding significant variables; drop CreditScore, Tenure, HasCrCard and Estimated Salary

##   
## Call:  
## glm(formula = Exited ~ ., family = "binomial", data = outliers\_under\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5042 -0.9220 -0.3548 0.9304 2.6821   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.64627 0.27350 -6.019 1.75e-09 \*\*\*  
## CreditScore -0.09515 0.20954 -0.454 0.64976   
## Age 4.63803 0.25324 18.315 < 2e-16 \*\*\*  
## Tenure 0.02058 0.15017 0.137 0.89099   
## Balance 0.58367 0.19480 2.996 0.00273 \*\*   
## NumOfProducts -0.60569 0.14544 -4.165 3.12e-05 \*\*\*  
## HasCrCard 0.04884 0.09503 0.514 0.60728   
## IsActiveMember -1.00920 0.08939 -11.290 < 2e-16 \*\*\*  
## EstimatedSalary 0.17236 0.15371 1.121 0.26213   
## Geography 0.39079 0.05457 7.161 8.00e-13 \*\*\*  
## Gender -0.52692 0.08775 -6.005 1.91e-09 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 3826.9 on 2760 degrees of freedom  
## Residual deviance: 3099.0 on 2750 degrees of freedom  
## AIC: 3121  
##   
## Number of Fisher Scoring iterations: 4

LM\_outliers\_under\_norm <- glm(Exited ~ Geography + Gender + Age + Balance + IsActiveMember + NumOfProducts , data = outliers\_under\_norm\_train, "binomial")  
  
summary(LM\_outliers\_under\_norm)

##   
## Call:  
## glm(formula = Exited ~ Geography + Gender + Age + Balance + IsActiveMember +   
## NumOfProducts, family = "binomial", data = outliers\_under\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.4881 -0.9180 -0.3533 0.9353 2.6734   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.56354 0.20523 -7.619 2.56e-14 \*\*\*  
## Geography 0.39155 0.05454 7.179 7.03e-13 \*\*\*  
## Gender -0.52908 0.08761 -6.039 1.55e-09 \*\*\*  
## Age 4.63370 0.25282 18.328 < 2e-16 \*\*\*  
## Balance 0.58152 0.19464 2.988 0.00281 \*\*   
## IsActiveMember -1.01423 0.08919 -11.372 < 2e-16 \*\*\*  
## NumOfProducts -0.60110 0.14525 -4.138 3.50e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 3826.9 on 2760 degrees of freedom  
## Residual deviance: 3100.7 on 2754 degrees of freedom  
## AIC: 3114.7  
##   
## Number of Fisher Scoring iterations: 4

predict\_outliers\_under\_norm <- predict(LM\_outliers\_under\_norm, outliers\_under\_norm\_test, type = "response")  
  
predict\_outliers\_under\_norm <- ifelse(predict\_outliers\_under\_norm >0.5, 1,0)  
  
table\_mat <- table(outliers\_under\_norm\_test$Exited, predict\_outliers\_under\_norm)  
table\_mat

## predict\_outliers\_under\_norm  
## 0 1  
## 0 448 158  
## 1 196 395

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.704"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.296"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.714"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.668"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.739"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.69"

#### 18g. Logistic Regression Model both\_norm

LM\_both\_norm <- glm(Exited ~. , data = both\_norm\_train , "binomial")  
  
summary(LM\_both\_norm) #Finding significant variables; drop Tenure and Estimated Salary

##   
## Call:  
## glm(formula = Exited ~ ., family = "binomial", data = both\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.7042 -0.9637 -0.3562 0.9774 2.5564   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.95860 0.16768 -5.717 1.09e-08 \*\*\*  
## CreditScore -0.45128 0.13861 -3.256 0.00113 \*\*   
## Age 5.05276 0.19429 26.006 < 2e-16 \*\*\*  
## Tenure -0.05880 0.09210 -0.638 0.52318   
## Balance 1.03089 0.11809 8.730 < 2e-16 \*\*\*  
## NumOfProducts -0.29420 0.11952 -2.461 0.01384 \*   
## HasCrCard -0.13288 0.05835 -2.277 0.02277 \*   
## IsActiveMember -0.98067 0.05457 -17.970 < 2e-16 \*\*\*  
## EstimatedSalary 0.08938 0.09279 0.963 0.33544   
## Geography 0.33304 0.03324 10.020 < 2e-16 \*\*\*  
## Gender -0.54137 0.05367 -10.087 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 9753.8 on 7035 degrees of freedom  
## Residual deviance: 8216.1 on 7025 degrees of freedom  
## AIC: 8238.1  
##   
## Number of Fisher Scoring iterations: 3

LM\_both\_norm <- glm(Exited ~ Geography + Gender + Age + Balance + IsActiveMember + NumOfProducts + CreditScore + HasCrCard , data = both\_norm\_train, "binomial")  
  
summary(LM\_both\_norm)

##   
## Call:  
## glm(formula = Exited ~ Geography + Gender + Age + Balance + IsActiveMember +   
## NumOfProducts + CreditScore + HasCrCard, family = "binomial",   
## data = both\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.7023 -0.9668 -0.3568 0.9742 2.5445   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.94041 0.15438 -6.092 1.12e-09 \*\*\*  
## Geography 0.33323 0.03323 10.027 < 2e-16 \*\*\*  
## Gender -0.54179 0.05366 -10.097 < 2e-16 \*\*\*  
## Age 5.05337 0.19428 26.010 < 2e-16 \*\*\*  
## Balance 1.03077 0.11804 8.732 < 2e-16 \*\*\*  
## IsActiveMember -0.98009 0.05455 -17.967 < 2e-16 \*\*\*  
## NumOfProducts -0.29142 0.11945 -2.440 0.01470 \*   
## CreditScore -0.45523 0.13855 -3.286 0.00102 \*\*   
## HasCrCard -0.13409 0.05834 -2.299 0.02153 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 9753.8 on 7035 degrees of freedom  
## Residual deviance: 8217.4 on 7027 degrees of freedom  
## AIC: 8235.4  
##   
## Number of Fisher Scoring iterations: 3

predict\_both\_norm <- predict(LM\_both\_norm, both\_norm\_test, type = "response")  
  
predict\_both\_norm <- ifelse(predict\_both\_norm >0.5, 1,0)  
  
table\_mat <- table(both\_norm\_test$Exited, predict\_both\_norm)  
table\_mat

## predict\_both\_norm  
## 0 1  
## 0 1063 450  
## 1 426 1025

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.704"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.296"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.695"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.706"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.703"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.7"

#### 18h. Logistic Regression Model outliers\_both\_norm

LM\_outliers\_both\_norm <- glm(Exited ~. , data = outliers\_both\_norm\_train , "binomial")  
  
summary(LM\_outliers\_both\_norm) #Finding significant variables; drop CreditScore, Tenure and Estimated Salary

##   
## Call:  
## glm(formula = Exited ~ ., family = "binomial", data = outliers\_both\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5691 -0.9308 -0.3847 0.9369 2.6667   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.29906 0.17187 -7.559 4.08e-14 \*\*\*  
## CreditScore -0.06308 0.13458 -0.469 0.6393   
## Age 4.49284 0.15966 28.140 < 2e-16 \*\*\*  
## Tenure -0.08571 0.09530 -0.899 0.3685   
## Balance 0.88445 0.12316 7.182 6.89e-13 \*\*\*  
## NumOfProducts -0.59970 0.09178 -6.534 6.40e-11 \*\*\*  
## HasCrCard -0.12145 0.06026 -2.015 0.0439 \*   
## IsActiveMember -0.95948 0.05638 -17.018 < 2e-16 \*\*\*  
## EstimatedSalary -0.11409 0.09515 -1.199 0.2305   
## Geography 0.32810 0.03455 9.497 < 2e-16 \*\*\*  
## Gender -0.52195 0.05534 -9.431 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 9469.2 on 6831 degrees of freedom  
## Residual deviance: 7772.0 on 6821 degrees of freedom  
## AIC: 7794  
##   
## Number of Fisher Scoring iterations: 4

LM\_outliers\_both\_norm <- glm(Exited ~ Geography + Gender + Age + Balance + IsActiveMember + NumOfProducts + HasCrCard , data = outliers\_both\_norm\_train, "binomial")  
  
summary(LM\_outliers\_both\_norm)

##   
## Call:  
## glm(formula = Exited ~ Geography + Gender + Age + Balance + IsActiveMember +   
## NumOfProducts + HasCrCard, family = "binomial", data = outliers\_both\_norm\_train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5855 -0.9321 -0.3839 0.9401 2.6672   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.43614 0.13685 -10.494 < 2e-16 \*\*\*  
## Geography 0.32769 0.03454 9.487 < 2e-16 \*\*\*  
## Gender -0.52068 0.05526 -9.422 < 2e-16 \*\*\*  
## Age 4.49231 0.15960 28.148 < 2e-16 \*\*\*  
## Balance 0.88433 0.12314 7.181 6.90e-13 \*\*\*  
## IsActiveMember -0.95577 0.05628 -16.982 < 2e-16 \*\*\*  
## NumOfProducts -0.60173 0.09171 -6.561 5.33e-11 \*\*\*  
## HasCrCard -0.12161 0.06021 -2.020 0.0434 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 9469.2 on 6831 degrees of freedom  
## Residual deviance: 7774.5 on 6824 degrees of freedom  
## AIC: 7790.5  
##   
## Number of Fisher Scoring iterations: 4

predict\_outliers\_both\_norm <- predict(LM\_outliers\_both\_norm, outliers\_both\_norm\_test, type = "response")  
  
predict\_outliers\_both\_norm <- ifelse(predict\_outliers\_both\_norm >0.5, 1,0)  
  
table\_mat <- table(outliers\_both\_norm\_test$Exited, predict\_outliers\_both\_norm)  
table\_mat

## predict\_outliers\_both\_norm  
## 0 1  
## 0 1078 409  
## 1 432 964

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.708"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.292"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.702"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.691"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.725"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.696"

#### 19A. Naive Bayes Bank\_Norm

set.seed(222) #Setting Seed  
  
classifier\_cl <- naiveBayes(Exited ~ ., data = bank\_norm\_train) #Run Naive Bayes  
  
y\_pred <- predict(classifier\_cl, newdata = bank\_norm\_test) #Predict Model  
  
table\_mat <- table(bank\_norm\_test$Exited, y\_pred) #Confusion Matrix  
table\_mat

## y\_pred  
## 0 1  
## 0 2297 74  
## 1 426 167

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.831"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.169"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.693"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.282"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.969"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.401"

#### 19B. Naive Bayes outliers\_norm

set.seed(222) #Setting Seed  
  
classifier\_cl <- naiveBayes(Exited ~ ., data = outliers\_norm\_train) #Run Naive Bayes  
  
y\_pred <- predict(classifier\_cl, newdata = outliers\_norm\_test) #Predict Model  
  
table\_mat <- table(outliers\_norm\_test$Exited, y\_pred) #Confusion Matrix  
table\_mat

## y\_pred  
## 0 1  
## 0 2163 91  
## 1 380 205

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.834"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.166"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.693"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.35"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.96"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.465"

#### 19C. Naive Bayes over\_norm

set.seed(222) #Setting Seed  
  
classifier\_cl <- naiveBayes(Exited ~ ., data = over\_norm\_train) #Run Naive Bayes  
  
y\_pred <- predict(classifier\_cl, newdata = over\_norm\_test) #Predict Model  
  
table\_mat <- table(over\_norm\_test$Exited, y\_pred) #Confusion Matrix  
table\_mat

## y\_pred  
## 0 1  
## 0 1791 567  
## 1 655 1705

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.741"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.259"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.75"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.722"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.76"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.736"

#### 19D. Naive Bayes outliers\_over\_norm

set.seed(222) #Setting Seed  
  
classifier\_cl <- naiveBayes(Exited ~ ., data = outliers\_over\_norm\_train) #Run Naive Bayes  
  
y\_pred <- predict(classifier\_cl, newdata = outliers\_over\_norm\_test) #Predict Model  
  
table\_mat <- table(outliers\_over\_norm\_test$Exited, y\_pred) #Confusion Matrix  
table\_mat

## y\_pred  
## 0 1  
## 0 1726 594  
## 1 618 1643

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.735"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.265"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.734"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.727"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.744"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.73"

#### 19E. Naive Bayes under\_norm

set.seed(222) #Setting Seed  
  
classifier\_cl <- naiveBayes(Exited ~ ., data = under\_norm\_train) #Run Naive Bayes  
  
y\_pred <- predict(classifier\_cl, newdata = under\_norm\_test) #Predict Model  
  
table\_mat <- table(under\_norm\_test$Exited, y\_pred) #Confusion Matrix  
table\_mat

## y\_pred  
## 0 1  
## 0 466 153  
## 1 197 415

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.716"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.284"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.731"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.678"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.753"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.704"

#### 19F. Naive Bayes outliers\_under\_norm

set.seed(222) #Setting Seed  
  
classifier\_cl <- naiveBayes(Exited ~ ., data = outliers\_under\_norm\_train) #Run Naive Bayes  
  
y\_pred <- predict(classifier\_cl, newdata = outliers\_under\_norm\_test) #Predict Model  
  
table\_mat <- table(outliers\_under\_norm\_test$Exited, y\_pred) #Confusion Matrix  
table\_mat

## y\_pred  
## 0 1  
## 0 467 139  
## 1 176 415

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.737"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.263"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.749"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.702"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.771"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.725"

#### 19G. Naive Bayes both\_norm

set.seed(222) #Setting Seed  
  
classifier\_cl <- naiveBayes(Exited ~ ., data = both\_norm\_train) #Run Naive Bayes  
  
y\_pred <- predict(classifier\_cl, newdata = both\_norm\_test) #Predict Model  
  
table\_mat <- table(both\_norm\_test$Exited, y\_pred) #Confusion Matrix  
table\_mat

## y\_pred  
## 0 1  
## 0 1134 379  
## 1 411 1040

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.733"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.267"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.733"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.717"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.75"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.725"

#### 19H. Naive Bayes outliers\_both\_norm

set.seed(222) #Setting Seed  
  
classifier\_cl <- naiveBayes(Exited ~ ., data = outliers\_both\_norm\_train) #Run Naive Bayes  
  
y\_pred <- predict(classifier\_cl, newdata = outliers\_both\_norm\_test) #Predict Model  
  
table\_mat <- table(outliers\_both\_norm\_test$Exited, y\_pred) #Confusion Matrix  
table\_mat

## y\_pred  
## 0 1  
## 0 1096 391  
## 1 398 998

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.726"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.274"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.719"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.715"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.737"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.717"

#### 20A. K-Nearest Neighbors Bank\_Norm

bank\_data\_train <- bank\_data\_train[1:10]  
bank\_data\_test <- bank\_data\_test[1:10]  
  
train\_labels <- bank\_norm[bank\_norm\_ind==1,11]  
test\_labels <- bank\_norm[bank\_norm\_ind==2,11]  
  
bank\_norm\_knn <- knn(train = bank\_data\_train, test = bank\_data\_test, cl = train\_labels, k = 2)  
  
bank\_norm\_knn <- ifelse(bank\_norm\_knn==1,1,0)  
  
table\_mat <- table(test\_labels, bank\_norm\_knn)  
table\_mat

## bank\_norm\_knn  
## test\_labels 0 1  
## 0 1894 477  
## 1 456 137

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.685"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.315"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.223"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.231"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.799"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.227"

#### 20B. K-Nearest Neighbors outliers\_norm

outliers\_bank\_train <- outliers\_bank\_train[1:10]  
outliers\_bank\_test <- outliers\_bank\_test[1:10]  
  
train\_labels <- outliers\_norm[outliers\_norm\_ind==1,11]  
test\_labels <- outliers\_norm[outliers\_norm\_ind==2,11]  
  
outliers\_norm\_knn <- knn(train = outliers\_bank\_train, test = outliers\_bank\_test, cl = train\_labels, k = 2)  
  
outliers\_norm\_knn <- ifelse(outliers\_norm\_knn==1,1,0)  
  
table\_mat <- table(test\_labels, outliers\_norm\_knn)  
table\_mat

## outliers\_norm\_knn  
## test\_labels 0 1  
## 0 1843 411  
## 1 458 127

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.694"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.306"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.236"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.217"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.818"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.226"

#### 20C. K-Nearest Neighbors over\_norm

over\_norm\_train <- over\_norm\_train[1:10]  
over\_norm\_test <- over\_norm\_test[1:10]  
  
train\_labels <- over\_norm[over\_norm\_ind==1,11]  
test\_labels <- over\_norm[over\_norm\_ind==2,11]  
  
over\_norm\_knn <- knn(train = over\_norm\_train, test = over\_norm\_test, cl = train\_labels, k = 2)  
  
over\_norm\_knn <- ifelse(over\_norm\_knn==1,1,0)  
  
table\_mat <- table(test\_labels, over\_norm\_knn)  
table\_mat

## over\_norm\_knn  
## test\_labels 0 1  
## 0 1797 561  
## 1 176 2184

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.844"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.156"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.796"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.925"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.762"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.856"

#### 20D. K-Nearest Neighbors outliers\_over\_norm

outliers\_over\_norm\_train <- outliers\_over\_norm\_train[1:10]  
outliers\_over\_norm\_test <- outliers\_over\_norm\_test[1:10]  
  
train\_labels <- outliers\_over\_norm[outliers\_over\_norm\_ind==1,11]  
test\_labels <- outliers\_over\_norm[outliers\_over\_norm\_ind==2,11]  
  
outliers\_over\_norm\_knn <- knn(train = outliers\_over\_norm\_train, test = outliers\_over\_norm\_test, cl = train\_labels, k = 2)  
  
outliers\_over\_norm\_knn <- ifelse(outliers\_over\_norm\_knn==1,1,0)  
  
table\_mat <- table(test\_labels, outliers\_over\_norm\_knn)  
table\_mat

## outliers\_over\_norm\_knn  
## test\_labels 0 1  
## 0 1760 560  
## 1 153 2108

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.844"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.156"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.79"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.932"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.759"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.855"

#### 20E. K-Nearest Neighbors under\_norm

under\_norm\_train <- under\_norm\_train[1:10]  
under\_norm\_test <- under\_norm\_test[1:10]  
  
train\_labels <- under\_norm[under\_norm\_ind==1,11]  
test\_labels <- under\_norm[under\_norm\_ind==2,11]  
  
under\_norm\_knn <- knn(train = under\_norm\_train, test = under\_norm\_test, cl = train\_labels, k = 2)  
  
under\_norm\_knn <- ifelse(under\_norm\_knn==1,1,0)  
  
table\_mat <- table(test\_labels, under\_norm\_knn)  
table\_mat

## under\_norm\_knn  
## test\_labels 0 1  
## 0 450 169  
## 1 227 385

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.678"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.322"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.695"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.629"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.727"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.66"

#### 20F. K-Nearest Neighbors outliers\_under\_norm

outliers\_under\_norm\_train <- outliers\_under\_norm\_train[1:10]  
outliers\_under\_norm\_test <- outliers\_under\_norm\_test[1:10]  
  
train\_labels <- outliers\_under\_norm[outliers\_under\_norm\_ind==1,11]  
test\_labels <- outliers\_under\_norm[outliers\_under\_norm\_ind==2,11]  
  
outliers\_under\_norm\_knn <- knn(train = outliers\_under\_norm\_train, test = outliers\_under\_norm\_test, cl = train\_labels, k = 2)  
  
outliers\_under\_norm\_knn <- ifelse(outliers\_under\_norm\_knn==1,1,0)  
  
table\_mat <- table(test\_labels, outliers\_under\_norm\_knn)  
table\_mat

## outliers\_under\_norm\_knn  
## test\_labels 0 1  
## 0 433 173  
## 1 219 372

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.673"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.327"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.683"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.629"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.715"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.655"

#### 20G. K-Nearest Neighbors both\_norm

both\_norm\_train <- both\_norm\_train[1:10]  
both\_norm\_test <- both\_norm\_test[1:10]  
  
train\_labels <- both\_norm[both\_norm\_ind==1,11]  
test\_labels <- both\_norm[both\_norm\_ind==2,11]  
  
both\_norm\_knn <- knn(train = both\_norm\_train, test = both\_norm\_test, cl = train\_labels, k = 2)  
  
both\_norm\_knn <- ifelse(both\_norm\_knn==1,1,0)  
  
table\_mat <- table(test\_labels, both\_norm\_knn)  
table\_mat

## both\_norm\_knn  
## test\_labels 0 1  
## 0 1157 356  
## 1 205 1246

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.811"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.189"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.778"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.859"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.765"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.816"

#### 20H. K-Nearest Neighbors outliers\_both\_norm

outliers\_both\_norm\_train <- outliers\_both\_norm\_train[1:10]  
outliers\_both\_norm\_test <- outliers\_both\_norm\_test[1:10]  
  
train\_labels <- outliers\_both\_norm[outliers\_both\_norm\_ind==1,11]  
test\_labels <- outliers\_both\_norm[outliers\_both\_norm\_ind==2,11]  
  
outliers\_both\_norm\_knn <- knn(train = outliers\_both\_norm\_train, test = outliers\_both\_norm\_test, cl = train\_labels, k = 2)  
  
outliers\_both\_norm\_knn <- ifelse(outliers\_both\_norm\_knn==1,1,0)  
  
table\_mat <- table(test\_labels, outliers\_both\_norm\_knn)  
table\_mat

## outliers\_both\_norm\_knn  
## test\_labels 0 1  
## 0 1132 355  
## 1 194 1202

accuracy <- round((table\_mat[1,1] + table\_mat[2,2]) / sum(table\_mat),3) #calculate accuracy  
missclassification <- round((table\_mat[1,2] + table\_mat[2,1]) / sum(table\_mat),3) #calculate missclassification  
precision <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[1,2]),3) #calculate precision  
recall <- round(table\_mat[2,2] / (table\_mat[2,2]+table\_mat[2,1]),3) #calculate recall  
specificity <- round(table\_mat[1,1] / (table\_mat[1,1]+table\_mat[1,2]),3) #calculate specificity  
f1 <- round((2\*precision\*recall)/(precision + recall),3) #calculate f1  
print(paste('Accuracy for test', accuracy))

## [1] "Accuracy for test 0.81"

print(paste('Missclassification for test', missclassification))

## [1] "Missclassification for test 0.19"

print(paste('Precision for test', precision))

## [1] "Precision for test 0.772"

print(paste('Recall for test', recall))

## [1] "Recall for test 0.861"

print(paste('Specificity for test', specificity))

## [1] "Specificity for test 0.761"

print(paste('F1 for test', f1))

## [1] "F1 for test 0.814"