Java进阶1 第11天

**【学习目标】理解、了解、应用、记忆**

通过今天的学习，参训学员能够：（解释的时候说出二级目标的掌握程度）

1. **【应用】IO概述**
2. 【理解】能够阐述IO的作用
3. 【理解】能够阐述数据在计算机中的表现形式
4. **【应用】字节输入流和字节输出流**
5. 【应用】能够利用字节输出流向文件中写单个字节
6. 【应用】能够利用字节输出流向文件中写一个字节数组
7. 【应用】能够利用字节输入流从文件中读取单个字节
8. 【应用】能够利用字节输入流将文件中的内容读取到字节数组中
9. **【应用】文件复制与高效流**
10. 【应用】 能够利用字节数组和字节流完成文件复制案例
11. 【应用】 能够利用高效字节输出流向文件中写数据

# IO概述

## 字符流回顾

### 案例代码一:

|  |
| --- |
| **package** com.igeek\_01;  **import** java.io.FileReader;  **import** java.io.FileWriter;  **import** java.io.IOException;  /\*\*  \* **@ClassName**: CharStreamDemo  \* **@Description**: 字符流回顾  \* **@date** 2017年11月22日 上午9:11:26  \* Company www.igeekhome.com  \*  \* 复习应该已经具备的IO知识:  \* 向一个文件中写出字符"hello java",从一个文件中读取字符  \*/  **public** **class** CharStreamDemo {  **public** **static** **void** main(String[] args) **throws** IOException {  //写出字符  FileWriter fw = **new** FileWriter("test.txt");  fw.write("hello java");  fw.close();    //读取字符  FileReader fr = **new** FileReader("test.txt");    **int** read = fr.read();  System.***out***.println((**char**)read);    **int** read2 = fr.read();  System.***out***.println((**char**)read2);    fr.close();  }  } |

## IO概念

当使用集合持有数据时，这些数据都存在于内存中，一旦程序运行结束，这些数据将会从内存中清除，下次再想使用这些数据，已经没有了。

如果希望将运算永久地保存下来，可以使用IO，将这些数据持久化存储起来。要把数据持久化存储就需要把内存中的数据存储到内存以外的其他持久化设备(硬盘、光盘、U盘等)上。此时需要数据的输入(in)输出(out)。

数据输入输出相关的类均在io包下。

![F:\JavaEE基础班教案V3.0\栾博\栾博老师day10-day12\day11\输入流与输出流的示意图.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABQ8AAAJTCAIAAAApMHf6AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACsuSURBVHhe7d09WttKGwZg860FUuRiBbACSJMq7emghCZdynRpSAndaVOlObACWAFXisBe+GZGY1t6LRtj/vxz30Ui25KxhTXMo3c03np4eBgAAAAALf+r/wMAAABD0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAAABE0jIAACynq+OtreOreqPP/c/9qY+nx9LG+d/Zz5HklfZ/3pcfWP7vyK+i997JO2GtSMsAALBCUkwdp98Pu7eHM8Pw9sn13dnt4exgu/1ht/x/v/P17suvnU4Mvv/5/eLo8vpkOy3n3Dx0eDG4Od2pN5K+F9Gfs/vMvya8HWkZgNdQihmv2vGpfbbHCia90rY6ZcCSCol0cHFYb5R2Kz16eHv2eac2YdsH59eXRxezw3AKzA9N2n3MdpJWvvv2od6RWvN/Tncvzw+aZv3354eRy6PB3tldvZGkdaL7v7d16THzrwlvSFoGYKWMupGHg8ume1Z6cD1m5OiDz0c3p//Iy8AyOjgv4bNIiXRwVBq75PrTf/s5Kt9dnxxst7Lvwfnd3b8n2+2UXeyc3oyjdtK0iv1tZrdQvHN4mJbT+ikr//pyl3Pw1Y/Tm6OUmsc/pbOJM5Cspc1Jy+nIbvebcjvR149KqzUHe2uF3CgM183LWgOAR+XixJyljKdpupG5A9k26kxWd2d79ZGkp2uYyzWdEYSNvj8MAMsgt2Q7p7uXvS3rdg7P7ZRd5Jaw3TqOi7+xzZwsFGcpGqeIXNvKw4uclds/pbPJ5KvKveac12tjmzrQTWM8bmiHtyfXrCvAe9uYtHy/8/msfVHH9sm/6fboZjsQz5Av25jsX9VDOj9HW7l7oovm+Ad4D5Ndwz494wgB3lDsT45HYpc42SkV7/+8GnU0e/ux+WLk27/zdT13Pu7d/LmrN0ZqNG4q3HEoT7ccnXS7uXnbcuayidQpTuf+9156C/XF5iieHjs/mFyzPA7vb2PS8vb2QTPDwfFxbYRyk1MbnP2ff+tqs6VjehBPuiXjQ3p8fq1d9Rh10TqlDoC1VvpUrZ5Tp4817NaVbmG7j9fZavom7Q5k80C7A5k13cqg28+L2q8D4H1M1Idrp7LvjN/1Serepv/b3c45ddvMieavW0dqZvnKZxPLqKHpHo+5NS9/T818KUIdfZOMWWqbdd1yPsLPzzuNUBlC8u/JaCKDGa6ODy/SIX2Xmo9pBeLx+bXcjxsatUe9nTeADXB1/M/g39rw3p3tDeejOfic+nitwsf9f79uBntfPuXO07RNSiNe+oZN57EpB8eOZO/pyd5+XtPNLOWNshLAcqgn+JpOZTwl2NcbnRznOLUeNG4zc1/4405qIMd16Nzn3Tv7OmwTr340s3xV8adU855w3D75dpS6zP/s/9NcBl3vhuW0KWk5HdejNiUtj47nPP3e7od5zmn9rWfV7ne+PlzuNql4ollQWwbodXA+Ljlsf/qyN7j59V/Jviku18Xs7s/NqNIwbZOsO3dqORUaelx991VNTy+34KUrmifMMfAPWCZNM7Xz68td7jz2lZV7W63xsOnhiOZPvcOr+w2HYjdZ+d/h0+ebo6xeu9PjHm/jaV3cg/P0Cm9uZGVWwaak5XRYpoRb6xJfR1cs5ypGOZ02qdXRyk3P+Um9nSdRGLZFg9RyjBNzunfcbuUbH35s7f/3KW9W2rzjq/ycOmTAZksNYnugTScuX/2+GBx9nug9hU2axjv9d/t9P7fBTbey18RJzay04XcfvzddUUEZWCJNg1a/pun65O7H+MrBlt62rU/vhct3f1rd3/HJx7zuxff9/U5WLu3yOB1328v0Ynsq3I9q5gHK5fK53we8l80ZiZ16Rykwl68LySNAmuslclhuRvz1mtEDy/LUgMNE3Xcx3HjqgzKEZtzUaRqATTNuT3MnsD38phWXu2F5+iZ5Eom9ppCRx2fvNGcws1iFadct/nba6SZ+T5m1EeCdNCWZUdvV3GzLzdyUUs/g6udEG9Yzd1d3ZGUe0lNvleY4l3ybTJwb4eOr8gr6TyrOP0SzLX99c/oZ5Y2U/jgss426bjkd7vVgP/h6Njj98fORsJzFkSZj7Z5bU4oeax5L2zYDU+IAmnb3DWD9NeP6muZ0ogUs/bMy+q8dlmdsktbb+/JldzDY/XZ9dzYYj8+e7UOnnU5SU91q40sP9JE/CQDvrZVuu/7+3D88nRh13bkauZwRzMWi1NQOCz3jK5RryXcYxXMWbpWg6+rpGWqHuqTeUgxqhk8OW+qy5ujUY/75TRPfKFuVn1jm+2p98X1cE5bCZs3yNVbKy6fpaH1Czygf/NPKDqEK3YyfSS1JE6I//673V2rLwEYpA/1avbsysG8sx+WL31edsDx9kzI367fh5Iyplb0usy82csV4PJBn1GR3hh32K19kIiwDSy43hr3tWerXDsazFQ4HzhxfpRa2Gb5TK8G5sctN7bjQ00Tf/F3O6Qkuj9KmpaeaG87UKNY+bmpdS/WnKTyNVs/bl0sTp3Zvy0XKpV1OTfLVcXqe0TjvOt9X8+PCmuUeWAL5Q74pcsV3XObNt0ZVhdFDaWFcaujcKOskw2cYbTJUHx/LjzbF5ZbWEwKssdL81SavtI/t1jO0hvmuvb3OIOqpm1welXvzXa3Vq/xD5703P8XoRfQ/HcC7qw3gyGRXctjcjnudneasNoFNk5f+nWjryk8Y3zt6mik/qfeR8iQ9d8OK26Tacj6l1hnjl0+8jYZ/POrq98XRUWivknxybXQybdxItFu2UfMzbsQANsnBeWr/hjXf7x9zd61jeLHc6JrlGZscnD/1apY67LDe6pevzHvq8wK8gXjpcr2ssKtcazwuF3eas3R3Lv8eXuRScXq2ibau/ITxvaOnmfxJw4d6XkN+kt6XBittg9Jye/7rPJAvJ9s82uRHjrr9/aR0b3PY50icOmvnn5v7i/5NABgbjaUed+JyuzrRq8p3xDb1kU2GOlfCdEdiJ3nkXx12CLCeUmv5SJe0aWN721Bglg1Ky/Xqi7SUr5kYlEsm8gUSs2evb7ph/wz+LS3MzsdYHO6WLMazqzZfJN8Y9dxyNw5gM+SZaB67WPglNJ3Aaa5P7n6PprBp5POfRVNoqfcCAASbk5bzpAi5yJG6Sfmbn4Zn1w6+nu1d/B7F5TKvTP5/2JkazddV7t7+9GU0MLCRc/e4F2YkNkCjzETzimE0h+S5xvekFbv1lG7Nut4JABBtpd5CXVxvV8dbh4PLh69/93d+fbmb7CDlx5tycEq8+k8Az7O1ta8xBQBW2sakZQAAAJjbpn7fMgAAAEwnLQMAAEBkJDYAAG9qa2urLgHvRAych9oyAAAARNIyAAAARNIyAAAARK5bBlabi9+A16CD9Ko03fDutHLzeEJa1q7BW9KEzUnTBLwGjfCrCk23vQ1vwHG3ACOxAQAAIJKWAQAAIJKWAQAAIHLdMiwpF5PMyUU4wIvQmLwlexvenuNuAYunZfsXXpZDbDH2G/AiNCZvyd6Gt+e4W4CR2AAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAa+j+5/7W8VW9MXZ1vLW1tf/zvt6cKq/XsznABpGWAQBWXc623Qh8/9+vm6PPB/VWlRL04eDy4XL39EcMwo+l4xy+5wjZAGtEWoaNkjs78/d2nlmXAOCN3P+9rUtZaaZ3Tm8GF4dpIalN+dXxzq8vd+cHg4OvZ7eHCscAj5CWgWmeWpcYUn8AeFcH5w8Pl0eDvbO7h0YKyDlCf/94d32yndfYPvk35WVNNcBM0jJslO2T64eH2lea5Xl1iU/fzganO6oWAE9VWt+hVjM6OTKo3FPWyNvkBntwc7qTtmrWuvp9sffl07C1zyt/v91rVmjsnA6Odn/trHhgrm9ma6veBnhR0jLQ41l1ie3tg5Pry6MLo/wAniCn3sPbUbubm9G5BurkFvvubG9Q2+zSSjdh+e44P0GKyvlE5/X1dfPEQ9fn59d3X1Y4MLdDssAMvAZpGTZKpzpRShgp0bZKGa18+8y6xMG5vLyemo9L/M2WT1bP/fPLzxA/TH33Vfmhnh9WXt1Ldf2n/Ixez3w9eb1Hf1Ra6aXeGsvo/uf3i8HR5Xj0T25GBzfTr3qZpdOCb59cX+6OW+/Wx+j+5z+nu60fORpPlB1edG+X8vUyS6+xLgG8EGkZNlzqCv3+3JQZUr/sYlQtfnZdIj1BevbvOvdroYnIxfePuXh1ftC+L3Wj/3wrn4k8CCEnx9FnIqfI6cYBsVwl/617kUDffdWbXFR/9+dm7+NOvTHbe00+3PklJOPnjI9Ej2Zz3lr+EA3CJ+7g89FgcPv36c1onvMrn91MgTf/t//z7yAF8XyMlhp0+YhNfMJyibot/U2oGzXqpkut+XjXGwDPJi3Dhts7y5chFwdfU1fo5td/uQO1aF1iJIflo7OzwWJlEZbPcFh++7c9HqrfxOShT1/y52X0QRn1t3Nnu3OjyMmwVK1GVaxmyxIe2pWt5oESA9/iovph3pjp+Op5r2cOZf9kNfiMdkOzm0a/hHztRDdqtYNO2yqEnk21+2GyNb35c1eX5lfmqEjqFTXXJx/qA8+Rn7SvuX8/6R3Wpa50lNQlgOeRlmHDtftm2x9269JCdYmWZkTh55OTb0fKy5tne/vkPPXSRyNIR4m3E4k7ozpbuS7Xs7KrH6e77bQ3jHhvdlF9Li2PTwdMcX7w6pMPD3PP+Kdcf/pv//D27N92bsnHXCzEd081jHV2PUulr4487wiHxzSfh6m//TkGNMyxyptLB0Rd6kpvtS4BPIO0DPR4Zl0i5ZyUM76m0HDwVXl5TXSqrHNkzRwia8H5kdpyr6vjFAfzR6hPZ+hD6cG/wkX13a+vnemZr+eJUhLPA9+7Nb50zA0m9pfa8krZ/vRlL9aRyxUtzTnNcjaz/XAZfDGH8kk8/h3OeK6T9K7qUlc69OoSwKKkZWBOj9QlxprCcq1ybefystm+HpN3bVFvL6FR7XRY+53fHLXl6L/fE4XSrIkNTTh97Yvq7/7c9A6LnfTs1zNTGeld1KEe46mXyqCPZp3Dvv012teB2vJyyq1l+qWNPyP595oybj3rVK5hHn1s82UwnV9jN00PPzbpCcqhe/55+HlYz99+OsbqUld6w3UJYCHSMjDbU+sSpQ836t8lpZBnOPYM7f7cavXt2uXTav/4uF5lO+7z95c4Z36UPp0/nA+O+6Nlp5L7uhfVT4ubjfrDFn097ScfJ+BGK9G0Z17KZyrGQ75Hgz5KGbxnCK/a8qpJv+y7fGF9/RiUL5Nqt6XpNzc86Hb+fAu/xzKDdvkUpY/d8GPTPrnVacPTJ7Xv4Fhh5f32ZOa0Q+oSwNNJy0CPhesSV8dphXZWzlInLuUH9eU5lT2/Gt27YXDL/e+6nGuo6b9RHz0P6u9+HIY6j7SSYg6OxcHnzscm13qzt7qovp1SJ42DykKvJz553l/tbDt++pF8UOYptnsiTtqVJWO1j7H8E/p3/KxfCu8u/3JG4i+7/eD5QbnV/kUOP1aLx+BhFm/EkziPtf/LIL39utTSvPp6A+AppGWgx2J1iZQKDi9SaJrshzcXis6KMARL17cbdaNHaXZO45HEUesD0UqK4w9dLqVNzo41DAxpvZzQ3/Gi+no56fNeT7/8pOMjLB1Zdb+3okv39FPaoF6MXVael2Nys+SDMSXe/Mmtn5N8erN+9dnwkzxDz1mcJZReaF3qSm+3LgHMTVqGjVK6Q8NOeInEnWSb71m0KpG6YTt5DuMp26enLgNUVZgnLX/fLpdPR3m2ptknTILVLZtW7TMxU+ULOW9O/xlGuqlzA8818CGb46L66el+KEfMYaW73yOvJweVR3LqeJVyZKUnGhbys97Qki9rvf17P8o8eaX2b639BEOLHu6sitTyNr/ktNBM4J7kZn+cjZ8wzCBvtBKfmfS26lJXOizrEsB8pGVgbtPrEumRcIVdj9RRy6VC5aweM/p2Sb2xJHKHO/2i558EK+mM5mzMWaLOwxLql4BPKvXul76ovgaKGWpcmMzuT309cymvJ4Xd9hjZ/hy+83GvNWVyLqIPq4ZFd5Bt4khkjaXDpi51pU9+XQKYg7QMzJA66nPVJfIj81QcOrVtOprdWW90vXv3LiXjTu5KykxZ4b7pFq0tZ6MPYTWs/aa4Xaql73JRfauyvvDreaJHa8v5C4XGCT7/ggYXv1tvbKK2vLRHYtmf76D++KF6L6+j7uWheu+Lqk89YcZDAIG0zKpq/hauk/rGhuq9S6m+RF5ByjB1qetdd3ue9LlbR60zZT0WllOQbHLo4rXlkZxPSy27nrTpxO1OLXf79S+qL8G0zoO92Ot5QX9+NBcq5yshhj+ofKXUZRnLsWol5PRO6hIAvDdpmZWkO/W+Std8WdTXNFTvXWX1nUyY/egr6nxDUjYxoLnXzenO4aCu9GhtuRWn+2N0zqd18elSan/eRfX1yoORndPB2b/PS8DdcdH5TXdOKUzWpaeOxP74NVyAWi+MqHMmN19olX7AxEjszEQCADCdtAywSlLAqUtvJYXl4bRYjRxcH8nKOWCXUckTKw3HLaf41o7grTg9jtHtjNoziLojP29a55Uuqh9feTD0WLV4+utJJp9uwuRY60dHYldXx/ntjl/fsPbdb+ZegbWUPvh1CeAxW/M3GelvfV0qtDW8o/BphE2jBWaNaeF5JVpONpw0twBpmVWlO8Um0wLDi9PPeUuvvbd7Owl+p2w4rdwCpGVYFit0iPX2QnhLWmB4cfo5b+lV93bvHym/UNDKLUBahmXhEFvMeu83fT54Mxrht/Sqe3uy5fTbhEQrtwCzfAEso/QnbbLDl/jbBjDDZMup2QQWJi0DLJ3enJzo8wHMICoDL0taBlguojLAAqY1ngALk5YBloioDPBStJzAM0nLAMuiNyqn3p4OH8BsxmADr0FaBlheensAjxKVgVciLQMsKb09ovuf+1tbx1f1FpC4XBl4PdIywLJox2NRmR7bJ9+OBheH8jLMov0EXoq0DLBEUievUW8vjVzU7M1oUx+Y6ep4a//nfb3xVKXAuvjmc0gvL1solD7rrXWU9xkdXqRHLg7rrRYJGoolbD+B1SUtA/Co+/9+3Rx9Pqi3XlpvLJz0qgE5qyE5RdLBZT5lcX4w7ZXNiKYHn49uTv/pe6lzvs1GerPbJ9f5Vczp/LV+O7Dk0se/LonKwEuTlgF4zNWP05tOQXNWIXOUOUceK3tOxsK7s73B3tldvVVdn2yPVx/eeEkH5/nHXB7Vm9VRSc5j+bWN9CTgXP29Od2pt0aOr/rSb/5h8QcUr/H+YF3Vw0ZUBl6atAzAI65+X4ToOquQ2WTOoRQH9z7u1IfWU2/andC7y+7/3g5m1+wnzz1MevWiOwBsJmkZgJnuf36/OPr2hFLn1fE4vuU4uPthO5ZgDy9q+XWRoFeerLVh58mHdeySMttF7c5W0zdpasNNHb15IF4kvHN6U1bviG+wa1pxfY4B7t1zD/3UoQHgVUjLAMySE93e7fea+7Ljq1Y2zNmxlSdzHD34vHu6UwPi3Z+bXFqOg5BzxblUq58f9K6O/xn82zxrHiR9cdgk4oPPR4PB7d9xpE5vY7D35VP+cdM2GQ/EbsrFTTl45kjsod5rjJsx3emNjurKoVIcdt7YOF6rLQPAu5GWAZgl58Dr6+txwE0hspUNc3Zs5cmSfg/O785uSwStpeVSe52S6XrjYI6RPdf+9lVpD87HiXv705e9wc2v/4ZxuS5mKbYPhhXyaZtk+RWP5Tcah1D33Vc17yW/xnI+4fA277BwQmA0pn28Q7vL3TSutgwA70ZaBuDFbZ/8ezZIaTel3mak8fbJt3HBuaM3DubEOIqPbVNiapGyak7ZQ524fPX7ou8C4bBJLUEPBrff9/NrnVHY7XsrzXu5+/g9xf1fXyaDMgCwUqRlAGYZjroeXWqczDH0N+flXCMdRdSD88uji8PekPks40T7+/Nw8HOjFZe7YXn6Jlc/Tgd7TWk3j8/eGSf5UEPvxPa/nYuWm/gdK+OLjpaefUF08fL7FADIpGUAZhmOum4PFn5CzfTi9yjLlbw8vvkiro4PR/N1T9SdS1z+cxfC8oxN8uTfX77sDga7367vzgbj8dmzfRgPTG+091UtlDdXTC+mt8re6A7bBgBekrQMwCu4//nP6c3RWZ5Da1z7PDifOZT66cpVxuXC6EaOxS05Lqd83gnL0zepk39/aG5tn1xfn9yNqtC5YjyekGtUKa6zmM2Sv6z6WWEZAHgf0jIAT3N1/OjY36vjndPB2d35SR6P/Rrjr6vtD7ut8nWuGjdLQyUuf//e/lLj6Zvc/dm9DGF+fFF1dyT2sLg+msVsuhLVn/IFXADAkpCWAZhfvuT3+8evMwvEaZ3Di6PLJlGW65fj+OvuxNNTPJJCG3n67RTHm4rv94937YuQszIY+6bzpcZTNzk4f2rhe47vSy6B+5kF9d7ZwRvdOcoAgJckLQMwhxxwU2rL02LNvmo5V2uPLlsBcfSNS+MJq1LG6yu3dleYnUJHWXp4XXWSXljOpp3X11SHu3H1kU2GOjNid0diJ/s/7/MY68fC8tPl77rqct0yALyLrfS3ti4+JvUN6lIx/4bAPBxii7Hf3kiKjt8/3k2mypRwd/58e+HLkWfLtevbs57X8jLy0w/acX+aiV2S90Wt9aaA2/f6pu3FrLV152wDb0Vj8pbsbXh7jrsFSMuwLBxii7HfNs4rh2U2lsbkLdnb8PYcdwswEhuAlTAcpy0qAwBvQm0ZloVDbDH2G/AiNCZvyd6Gt+e4W4DaMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMgAAAETSMvBk9z/3t46v6o2xq+Otra39n/f15lR5vZ7NAQBgiUjLwGw523Yj8P1/v26OPh/UW1VK0IeDy4fL3dMfMQg/lo5z+J4jZAMAwBuSloGZ7v/e1qWslI93Tm8GF4dpIakp+Op459eXu/ODwcHXs9tDhWMAAFaetAw8wcH5w8Pl0WDv7O6hkQJyjtDfP95dn2znNbZP/k15WakYAIAVJy3DhihV4aFW8TcPg+6Ogy73lDXyNrmQPLg53UlbNWtd/b7Y+/KpJOMkr/z9dq9ZobFzOjja/bUjMAMAsMqkZdgAOfUe3o7qwZdHF4dzXSicK8l3Z3uDWksu1eMmLN8d5ydIUTkPwL6+vm6eeOj6/Pz67ovADLCYyfOYs+S1e66AKSdJtcMAzyAtw9q7//n9YnB0WUdKJwfnl0eDm8nZuObRqSxvn1xf7o6ryq1O2f3Pf053Wz9ydJ1zdnjRvV3K1wAs5KkzLw7lkC1MA8wiLcO6y/2owd7HnXqzOPh8NBjc/n16JynP+ZVHXafAm//b//l3kIJ4rieXGnTpfU10vnKJui1l9bpRo24KQGP75LqO55mtlI8Xnnnx07ezwenOtEcBkJZZR02XIam3GQx2P0x2um7+3NWl+ZUeXFJn+ro++VAfeI78pHP0CgHoetbMi9vbByfX+dIceRlgCmmZddMOyQLzSF8dOdSbF9aUNKYOp55jrJ/hgMALyE1RUW+vsNwqjprFUkBOibb832jl22fOvJgvzZGXAaaQllkrqVtQlxjZ/vRlL9aRU+9qWG/e/rDbLTOXkdtzKJ2x499hJDbAu2i3/+v4t+DicOv351I+zsXki1G1+NkzL5a/BxffnbAE6CEtw9rbPvnW7lrlOsVhnvYrD9hLyjXMo55Snp6rE5a7aXpY2khPUEb+nX9+tLYM8NpSG1SX1lZqcmujna9F3hvc/Povt9qLzrw4ksPy0dnZYLGJHwHWnLTM+khdg7o09PDwUJc23MH5w12ey6XpQG2VL5Madrvyo3dno2F7O3++hSpxmUG7JOLU8xpO2JUn6hrq1JZTZ80lyAAvrT37RDmLWSw082JL850Jn09Ovh0pLwNMkpZZEynL1aWh1FmoSyTD6bmKmGfbD54flFvjMF3CdrF4DG5fQjf5DVLq0sAzpEakLg2l9qourbth673gzItXP05v9s6+pvb+4KvyMsAkaZl1sMldpaWQx2enxJtLH2VqmnJr+O2fnZzezzXPwIK0/xPmvjqmKSx/G86d/c1sXwCRtMzKm+wq8foOzmulOS2cH9Tic65Hj7Nxuzr9iLyR8dsAz/DUmRfLLBWjGSySMju24dgAbdIyq603KqduQl0CYH0pLC888+LVcR4C1MrKWcrLu6c76ssAI9Iy60ZUBtgEKRHWpaENbP8Xm3nx/uf+4UVrku2x5tuXZ80LBrBRpGVWmK4SwGaabP/XS7moZRhzSyTuJNt8z6KXr1wdb+2c7l5O2z49dfkWKhVmgERaZpXkwWVFs9zcOSIqA2wsfwLGps+8mB4J3yHYIwXmu7Pbw/b3NQNsqK35/7qEcOLPEm9sMh7D2tPSwqRXOluqn/OW7G14e467BagtAywvJ4kgeKWoDACTpGUAYDU4fwTAW5KWWRmqBwAE/jQA8HqkZVaJXhGbxmceRozBBuCNmeWLlTRjMN7qfjIdYoux32ATzGj26bXkjaGmG96e424B0jKranbPaRU/nw6xxdhvsPZmN/jwIvz5YO3pMi3ASGxWVTrCZxzkulYAwPz0HIBJ0jKrbXZg9pcPAABYjLTMylNkBlhvMxp5AHg9rltmfcwOxsv/iXWILcZ+g80x2c6/4CG/Zo3J7L+JTPLng7Wny7QAaZl1M6N/sOQfWofYYuw32By9LfxLHfUak7dkb8Pbc9wtwEhs1s2MI7+3mwXAquht4bXtALwSaZk1lLpTMzIzAKtL8w7Am5GWWVt6VABrabJ5V14G4DVIy6yzXGJudaomO1gArKLJ9lxgBuDFScusvxKZs3obgHUkMAPwsqRlAGD1OAcKwGuTlgGAlTQZmJWXAXhB0jIAsKoEZgBej7QMAKwVgRmAFyEtAwArrPcCZoEZgOeTlgGA1WbGLwBeg7QMAKw8FzAD8OKkZQBgHQjMALwsaRkAAAAiaRkAWBMuYAbgBUnLAMD6aAdm4RmA55CWAYC1kkJyo94GgIVIywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBJywAAABBtPTw81MXHbG1t1aVi/g2BeTjEFmO/AS9CY/KWwt4G3p5Wbh5qywAAABBJywAAABBJywAAABBJywAAABCZ5QuWhUNsMfYb8CI0JgAEassAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQScsAAAAQbT08PNTFx2xtbdUl4PXNf2xuuNA02W/AYjQmAARqywAAABBJywAAABBJywAAABBJywAAABA9YZYvgCVkYh7gRWhMAAjUlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACCSlgEAACDaenh4qIsAK2hra6suAbwcHSQA1JYBAAAgkpYBAAAgkpYBAAAgkpYBAAAgMssXAAAARGrLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAAEEnLAAAA0DUY/B9ayzE3e1zKHAAAAABJRU5ErkJggg==)

## 数据本质

在数据传输过程中，一切数据(文本、图像、声音等)最终存储的均为一个个字节，即二进制数字。所以数据传输过程中，使用二进制数据可以完成任意数据的传递。

我们向一个文件中存储一定的数据(一些数字)，如果使用文本方式打开，则会以文本的方式解释数据。如果以视频的方式打开，则会以视频的方式解释数据。音频、可行执行文件等亦是如此。所以，在文件传输过程中，我们要时刻明确，传输的始终为二进制数据。

# 字节输入流与字节输出流

## 字节输出流

输出流：

OutputStream(抽象类)

FileOutputStream(基本输出流)

构造方法：

public FileOutputStream([String](mk:@MSITStore:C:\Users\Administrator\Desktop\第三阶段\JDK_API_1_6_zh_CN.CHM::/java/lang/String.html) name)：创建输出流操作的目标

public FileOutputStream([String](mk:@MSITStore:C:\Users\Administrator\Desktop\第三阶段\JDK_API_1_6_zh_CN.CHM::/java/lang/String.html) name,boolean append)：append为true代表每次写入都向文件末尾追加,为false则每次都是覆盖写入

操作方法：

write(int n)：输出一个字节；

write(byte[] b)：输出一个字节数组；

write(byte[] b, int off , int len)：输出字节数组的一部分；

close()： 释放IO占用的windows底层资源；

### 案例代码二:

|  |
| --- |
| **package** com.igeek\_01;  **import** java.io.FileOutputStream;  **import** java.io.IOException;  /\*\*  \* **@ClassName**: OutputStreamDemo  \* **@Description**: 字节输出流的使用  \* **@date** 2017年11月22日 上午9:30:13  \* Company www.igeekhome.com  \*  \* OutputStream:字节输出流的根类,定义了所有字节输出流应该具备的方法  \* FileOutputStream:文件输出流是用于将数据写入文件的输出流  \*  \* public abstract void write(int b) 写出一个字节  \* public void write(byte[] b) 写出一个字节数组的字节  \* public void close() 关闭IO资源  \*/  **public** **class** OutputStreamDemo {  **public** **static** **void** main(String[] args) **throws** IOException {  //创建IO流对象,绑定IO资源  FileOutputStream fos = **new** FileOutputStream("test.txt");    //写出数据  //fos.write(0b00000000000000000000000001100001);  //fos.write(0b01100001);  fos.write(97);    //关闭资源  fos.close();  }  } |

### 案例代码三:

写一个字节数组的字节数据

|  |
| --- |
| **package** com.igeek\_01;  **import** java.io.FileOutputStream;  **import** java.io.IOException;  /\*\*  \* **@ClassName**: OutputStreamDemo2  \* **@Description**: 字节输出流的使用  \* **@date** 2017年11月22日 上午9:33:13  \* Company www.igeekhome.com  \*  \* public void write(byte[] b) 写出一个字节数组的字节  \*  \* 输出流的源代码实现:如果输出时没有该文件,则会先创建该文件,再输出数据  \* 默认的写出是覆盖掉了文件以前的内容,如果想每次运行程序写出数据不覆盖之前的内容,使用特定的构造方法  \* public FileOutputStream(String name,boolean append) append参数:是否追加数据  \*  \* 在FileOutputStream的构造方法当中,指定的io资源可以是文件对象,也可以是文件路径,其本质是相同的.  \* 一般情况下直接使用给予文件路径的方式创建IO流对象,因为源代码中会自动帮助我们创建File对象.  \*/  **public** **class** OutputStreamDemo2 {  **public** **static** **void** main(String[] args) **throws** IOException {  //创建IO流对象  //FileOutputStream fos = new FileOutputStream("test.txt");  FileOutputStream fos = **new** FileOutputStream("test.txt",**true**);    //输出数据  **byte**[] bytes = {97,98,99};  fos.write(bytes);    //关闭资源  fos.close();  }  } |

## 字节输入流

输入流：

InputStream(抽象类)：

FileInputStream(基本输入流)

构造方法：

public FileInputStream([String](mk:@MSITStore:C:\Users\Administrator\Desktop\第三阶段\JDK_API_1_6_zh_CN.CHM::/java/lang/String.html) name)

操作方法：

int read()：读取一个字节, 返回的是字节内容本身，读取到末尾返回-1

int read(byte[] b)：读取一个字节数组

close()：释放IO占用的系统底层资源

### 案例代码四:

读一个字节,写入一个字节

|  |
| --- |
| **package** com.igeek\_02;  **import** java.io.FileInputStream;  **import** java.io.IOException;  /\*\*  \* **@ClassName**: InputStreamDemo  \* **@Description**: 字节输入流  \* **@date** 2017年11月23日 上午8:46:12  \* Company www.igeekhome.com  \*  \* InputStream:字节输入流的根类,定义了所有字节输入流应该具备的方法  \* FileInputStream:文件输入流是用于从文件当中读取数据的输入流  \*  \* public int read() 一次读取一个字节,返回的就是这个字节本身,读取到文件末尾返回-1  \*/  **public** **class** InputStreamDemo {  **public** **static** **void** main(String[] args) **throws** IOException {  //创建IO流对象,绑定IO资源  FileInputStream fis = **new** FileInputStream("test.txt");    //读取数据  //int c = fis.read();  //System.out.println(c);  //System.out.println(Integer.toBinaryString(c));  //System.out.println(fis.read());  //System.out.println(fis.read());  //System.out.println(fis.read());    //使用循环反复读取文件中的内容,直到读取结束为止  **int** c=-1;    **while**((c=fis.read())!=-1) {  System.***out***.println(c);  }  //关闭IO流对象  fis.close();  }  } |

### 案例代码五:

读一个字节数组的数据

|  |
| --- |
| **package** com.igeek\_02;  **import** java.io.FileInputStream;  **import** java.io.IOException;  /\*\*  \* **@ClassName**: InputStreamDemo2  \* **@Description**: 字节输入流  \* **@date** 2017年11月23日 上午8:51:03  \* Company www.igeekhome.com  \*  \* 一次读取一个字节数组  \* int read(byte[] b)：读取一个字节数组  \* 返回值是本次读取到的字节的个数  \* 参数用于每次存储字节数据的数组  \* 读取到文件末尾返回-1  \*/  **public** **class** InputStreamDemo2 {  **public** **static** **void** main(String[] args) **throws** IOException {  //创建IO流对象,绑定IO资源  FileInputStream fis = **new** FileInputStream("test.txt");    //读入数据  //byte[] bytes = new byte[3];  //int len = fis.read(bytes);  //System.out.println(len);  //System.out.println(Arrays.toString(bytes));  //System.out.println(fis.read(bytes));  //System.out.println(Arrays.toString(bytes));  //System.out.println(fis.read(bytes));  //System.out.println(Arrays.toString(bytes));  //System.out.println(fis.read(bytes));  //System.out.println(Arrays.toString(bytes));    //定义数组,用于接受每次读取到的字节数据,一般数组长度为1024或者其整数倍  **byte**[] bytes = **new** **byte**[3];  //定义变量,用于记录每次读取到的字节长度  **int** len=-1;  //循环读取,直到文件末尾  **while**( (len=fis.read(bytes)) != -1) {  //将字节数组变成字符串,方便观察(通过字符串的构造方法)  //本次读取到几个字节,就转换成几个字节为字符串  String s = **new** String(bytes,0,len);  //打印字符串  System.***out***.println(s);  }  //关闭流  fis.close();  }  } |

# 文件复制与高效流

## 文件复制不使用字节数组

利用字节流将当前工程下的ASCII码表完整版.doc复制到当前工程下的ASCII码表完整版(副本).doc

### 案例代码六:

A：分析:

最终两个文件中的数据一致

1. 利用字节输入流关联ASCII码表完整版.doc文件
2. 利用字节输出流关联ASCII码表完整版(副本).doc文件
3. 循环从ASCII码表完整版.doc读一个字节,然后将这个字节写入到ASCII码表完整版(副本).doc,直到读到ASCII码表完整版.doc的末尾

|  |
| --- |
| **package** com.igeek\_01;  **import** java.io.FileInputStream;  **import** java.io.FileOutputStream;  **import** java.io.IOException;  /\*\*  \* **@ClassName**: CopyFileDemo  \* **@Description**: 文件复制不使用字节数组  \* **@date** 2017年11月23日 上午8:58:46  \* Company www.igeekhome.com  \*  \* 分析：  \* 1. 利用字节输入流关联ASCII码表完整版.doc文件  \* 2. 利用字节输出流关联ASCII码表完整版(副本).doc文件  \* 3. 循环从ASCII码表完整版.doc读一个字节,  \* 然后将这个字节写入到ASCII码表完整版(副本).doc,  \* 直到读到ASCII码表完整版.doc的末尾  \* 即先读后写  \*/  **public** **class** CopyFileDemo {  **public** **static** **void** main(String[] args) **throws** IOException {  //使用一次一个字节的方式完成复制  //创建IO流对象绑定IO资源  FileInputStream fis = **new** FileInputStream("ASCII码表完整版.doc");  FileOutputStream fos = **new** FileOutputStream("ASCII码表完整版(副本).doc");    //读取数据,读一个字节,写一个字节  //先读  //定义变量c,用于存储每次读取到的字节  **int** c=-1;  **while**((c=fis.read())!=-1) {  //后写  fos.write(c);  }    //关闭流  fos.close();  fis.close();  }  } |

## 文件复制使用字节数组

利用字节流和字节数组将当前工程下的ASCII码表完整版.doc复制到当前工程下的ASCII码表完整版(副本).doc

### 案例代码七:

A：分析:

最终两个文件中的数据一致

1. 定义一个长度为1024整数倍的字节数组
2. 利用字节输入流关联ASCII码表完整版.doc文件
3. 利用字节输出流关联ASCII码表完整版(副本).doc文件
4. 循环从ASCII码表完整版.doc读一个字节数组,然后将这个字节数组中有效的内容写入到ASCII码表完整版(副本).doc,直到读到ASCII码表完整版.doc的末尾

|  |
| --- |
| **package** com.igeek\_02;  **import** java.io.FileInputStream;  **import** java.io.FileOutputStream;  **import** java.io.IOException;  /\*\*  \* **@ClassName**: CopyFileDemo  \* **@Description**: 文件复制使用字节数组  \* **@date** 2017年11月23日 上午9:05:23  \* Company www.igeekhome.com  \*  \* 分析：  \* 1. 定义一个长度为1024整数倍的字节数组  \* 2. 利用字节输入流关联ASCII码表完整版.doc文件  \* 3. 利用字节输出流关联ASCII码表完整版(副本).doc文件  \* 4. 循环从ASCII码表完整版.doc读一个字节数组,  \* 然后将这个字节数组中有效的内容写入到ASCII码表完整版(副本).doc,  \* 直到读到ASCII码表完整版.doc的末尾  \* 即先读后写  \*/  **public** **class** CopyFileDemo {  **public** **static** **void** main(String[] args) **throws** IOException {  //使用一次一个字节数组的方式完成复制  //创建IO流对象绑定IO资源  FileInputStream fis = **new** FileInputStream("ASCII码表完整版.doc");  FileOutputStream fos = **new** FileOutputStream("ASCII码表完整版(副本).doc");  //读取数据,读一个字节数组,写一个字节数组    //定义字节数组,用于存储每次读取到的数据  **byte**[] bytes = **new** **byte**[1024];  //定义变量,用于记录每次读取到数据的长度  **int** len=-1;  //先读  **while**((len = fis.read(bytes))!=-1) {  //后写  fos.write(bytes,0,len);  }    //关闭流  fos.close();  fis.close();  }  } |

## 高效流

Java在常规IO流的基础上，提供了更为高效的缓冲流，如下：

高效字节缓冲流：BufferedInputStream/BufferedOutputStream

高效流使用普通流对象作为构造方法参数。将普通流包装，提供高效的装饰。

高效流write写出数据时，写出位置为缓冲区，并非目标资源。需要通过flush刷新方法将缓冲区的内容写出到目标文件中。

高效输出流的关闭方法会自动调用flush方法。

### 案例代码八:

|  |
| --- |
| **package** com.igeek\_03;  **import** java.io.BufferedOutputStream;  **import** java.io.FileNotFoundException;  **import** java.io.FileOutputStream;  **import** java.io.IOException;  /\*\*  \* **@ClassName**: BufferedStreamDemo  \* **@Description**: 高效字节流  \* **@date** 2017年12月1日 上午9:47:06  \* Company www.igeekhome.com  \*  \* 高效原理：缓冲区临时存储多个数据，一次调用底层资源，减少调用底层资源的次数，提高了程序运行的速度  \*  \* 高效字节缓冲流：  \* BufferedInputStream/BufferedOutputStream  \*  \* 高效流的方法与普通流完全一致  \* 高效流使用普通流对象作为构造方法参数。在普通流的基础上增加了缓冲区。  \*  \* 高效流write写出数据时，写出位置为缓冲区，并非目标资源。  \* 需要通过flush刷新方法将缓冲区的内容写出到目标文件中。  \*  \* public void flush() 刷新缓冲区，将内容写到目标文件中  \* public void close() 会调用flush方法  \*/  **public** **class** BufferedStreamDemo {  **public** **static** **void** main(String[] args) **throws** IOException {  //以高效字节输出流为例  //创建普通流对象  FileOutputStream fos = **new** FileOutputStream("test.txt");  //通过普通流对象创建高效流对象，这个过程加入了缓冲区  BufferedOutputStream bos = **new** BufferedOutputStream(fos);    //高效流的方法与普通流的方法一致，写出数据  bos.write(97);  bos.write(**new** **byte**[]{98,99,100});    //刷新数据  bos.flush();    //关闭流,关闭高效流即可，高效流会关闭普通流  bos.close();  }  } |

重点和总结

1、IO流概述，字符流的回顾

2、字节输入流和字节输出流

3、使用字节流完成文件的复制

4、高效流的使用