**Assignment 7:**

**Installation**

1. Open a command prompt in the folder, and type ‘pip install –r requirements.txt’ to make sure that all the dependencies are installed
2. To run the file, on a command prompt type ‘python branch\_and\_cut.py’

**Explanation**

**1. Describe the method**.

A branch cut is a curve (with ends possibly open, closed, or half-open) in the complex plane across which an analytic multivalued function is discontinuous. For convenience, branch cuts are often taken as lines or line segments. Branch cuts (even those consisting of curves) are also known as cut lines, slits, or branch lines.

For example, consider the function ![z^2](data:image/gif;base64,R0lGODlhDAARANU5AAAAAC4AAFwAAHAAAAAAXC4ATwAuQUFPT1xBT09cXJguAIJPLolcLqVwT4lPcJhccKVwZreCAL2CcMiRTwBPmABPpU9BkU9cn1xmmE+CsXCr3Pvcpfvgsfvlsci3wp/X95/c96XX8rHg97fg99Lg3P/uwvLlzfvuzf/y0sLq+8jy/9L3/9L7/+r76v//5ffy7v//7urq8ur/////8v//9/L3+/f7//L////7+////wAAAAAAAAAAAAAAAAAAAAAAACH5BAEAADkALAAAAAAMABEAAAZXwJxwSCwOUQtA5mbMSUYnwacZy9EUoKawZJFpXY6VdgYRzTzM4gQQAGhysMYhgQgZORhSpJIm4nIbF31FHV1aJQUsWjkDABQtDylGNSYMBgQqiy82i51BADs=) which maps each complex number ![z](data:image/gif;base64,R0lGODlhBgAOANUjAAAAAHAAAAAAXC4ATwAuQUFPT1xBT09cXIlcLqVwT5hccLeCAABPmABPpU9BkU9cn1xmmPvcpfvgsfvlsaXX8tLg3P/uwvLlzcLq+8jy/9L7/+r76vfy7v//7ur///L3+/f7//L////7+////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAACMALAAAAAAGAA4AAAYuwJFwSCwaj8JOonAwUCSQyqIREo0ij5Bw4vAILQPNMABgbBSYzwVBEGSGHNAxCAA7) to a well-defined number ![z^2](data:image/gif;base64,R0lGODlhDAARANU5AAAAAC4AAFwAAHAAAAAAXC4ATwAuQUFPT1xBT09cXJguAIJPLolcLqVwT4lPcJhccKVwZreCAL2CcMiRTwBPmABPpU9BkU9cn1xmmE+CsXCr3Pvcpfvgsfvlsci3wp/X95/c96XX8rHg97fg99Lg3P/uwvLlzfvuzf/y0sLq+8jy/9L3/9L7/+r76v//5ffy7v//7urq8ur/////8v//9/L3+/f7//L////7+////wAAAAAAAAAAAAAAAAAAAAAAACH5BAEAADkALAAAAAAMABEAAAZXwJxwSCwOUQtA5mbMSUYnwacZy9EUoKawZJFpXY6VdgYRzTzM4gQQAGhysMYhgQgZORhSpJIm4nIbF31FHV1aJQUsWjkDABQtDylGNSYMBgQqiy82i51BADs=). Its inverse function ![sqrt(z)](data:image/gif;base64,R0lGODlhFgATAOZYAAAAAAICAgUFBQ0NDRkZGSAgICsrKywsLDMzMzY2Njg4ODw8PD4+PnAAAAAAXC4ATwAuQUhISEFPT05OTlxBT09cXFFRUVRUVGFhYWtra21tbXR0dH9/f4lcLqVwT5hccLeCAABPmABPpU9BkU9cn1xmmIGBgYeHh4iIiImJiZqampubm52dnaGhoaqqqq+vr7Ozs7W1tbe3t7m5ufvcpfvgsfvlsaXX8sXFxc3NzdLS0tPT09XV1dbW1tjY2NLg3Nvb2//uwvLlzf/73MLq+8jy/9L7/+Hh4eXl5efn5/Dw8Or76vfy7v//7ur///b29vj4+P/79/L3+/f7//L///n5+f/7+/7+/v///wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAFgALAAAAAAWABMAAAeXgFiCg4SFhoeDMRyLjI0tiIIJLi+UlZU4kEgMkJxYKimdkBM8oYdQB6WCV0+DMhqpMAgbgxkzpUA9GgNKggZVg00eEhUUN4ZHAihYOxaENSU/ICJUhxgEUCcshFZYNCTUhz4BKwtJhTYjTpwXBQqFQQ9GnTkAJoRDDQAhSx9EkBE5CEWRIqQDBAdFIOm4gojJlFQQIxIKBAA7), on the other hand, maps, for example, the value ![z=1](data:image/gif;base64,R0lGODlhHgAOAOZHAAAAAC4AAEEAAE8AAFwAAHAAAGZPLgAATwAAXC4ATwAuQS5PZkFPT1xBT09cXFxcXGZPT3BwXE9PeYlcLqVwT5hccLeCAABPmABPpU9BkU9cn1xmmLexsbe3t+C9mNzIq+rNq/fXpfvcpffgt/vgsfvlsbGxwp/C4InI7pHN7pjS96XX8tfX19zX19fX3NLg3P/uwvLlzf/yyP/3zf/70v/y3MLq+8jy/83y/9L3/9L7/+r76vfy7v/77v//7ur7/+r///L3+/L7//f7//L////7+///+////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAEcALAAAAAAeAA4AAAeLgEeCg4SFhoeIiYlGHwQoipCFHhEAKZGXgjQDlpiRMwKcPhQMDg0rgyMQD6usDxI5hZ+cJBsvFhhEgzUcHb2+HSY/saCCRUciGrmdhLKDJRlAhSEA1NXUBzixm4IwCTqGPS0s4+QsLkKFMgEqggUAFzsVNsuCIAYACydHQTETCgg36CniMUSgQYGBAAA7) to ![sqrt(1)=+/-1](data:image/gif;base64,R0lGODlhOQAUAOZtAAAAAAICAgUFBQ0NDRkZGSAgIC4AAC4ALisrKywsLDMzMzY2Njg4ODw8PD4+PkEAAE8AAFwAAC5BLmZPLgAAT0EAQS5PZkhISE5OTlFRUVRUVFxcXGZPT3BwXE9PeXlceWFhYWtra21tbXR0dH9/f4GBgYeHh4iIiImJiZqampubm52dnaGhoaqqqq+vr7Ozs7exsbW1tbe3t7m5ueC9mNzIq+rNq/fXpercsffgt7Gxwp/C4InI7pHN7pjS8pjS95/X8rHX6sXFxc3NzdLS0tPT09XV1dbW1tfX19jY2NzX19fX3Nvb2+rgyP/yyP/3zf/70v/y3MLg6sLu/8jy/8j3/83y/833/9L3/+Hh4eXl5efn5+rl5erq5eXl6uXq7u7q6vDw8P/77ur7//b29vf39/j4+P//9/L7//f7//n5+f//+/7+/v///wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAG0ALAAAAAA5ABQAAAf/gG2Cg4SFhoeIiYqLjI2Oj4MxJJOUlSQskJmLCy0unp+gQpqjhloOpKiOKSiprYoYRoNrNRE8roqztYlmCYQ0HQA9t4Jlhr/BhGxkgzIihVAQwrdPB1SG0NJtLwojgyEzhU8P2a1PFVeG4tJMRyIDYYIIauHjiTkcG/n6Gx5Yg2dcvuAAEASMlzSD1BHKIuBEmyIZ0tVDFAWGjIsYZegYM8jJAwAgQ/pIOHEQCAJmTKyQSC6VkwNTWBZKEkBFgy3poiW6EbInAApW0h2okrNlGw0FGBxyYuBHIjFKkEidimQJmn9cvDT5IKXLwY5NDQ0BUMKQjQkALOxI9QQCSAkhF4EIOpt2baELQ4bpFUSEzd6/gAMLdhQIADs=). While a unique principal value can be chosen for such functions (in this case, the principal square root is the positive one), the choices cannot be made continuous over the whole complex plane. Instead, lines of discontinuity must occur. The most common approach for dealing with these discontinuities is the adoption of so-called branch cuts.

In other words, **Branch and cut** is a method of combinatorial optimization for solving integer linear programs (ILPs), that is, linear programming (LP) problems where some or all the unknowns are restricted to integer values. Branch and cut involves running a branch and bound algorithm and using cutting planes to tighten the linear programming relaxations. Note that if cuts are only used to tighten the initial LP relaxation, the algorithm is called **cut and branch.**

For example, assume an ILP with a maximization problem.

The method solves the linear program without the integer constraint using the regular simplex algorithm. When an optimal solution is obtained, and this solution has a non-integer value for a variable that is supposed to be integer, a cutting plane algorithm may be used to find further linear constraints which are satisfied by all feasible integer points but violated by the current fractional solution. These inequalities may be added to the linear program, such that resolving it will yield a different solution which is hopefully "less fractional".

At this point, the branch and bound part of the algorithm is started. The problem is split into multiple (usually two) versions. The new linear programs are then solved using the simplex method and the process repeats. During the branch and bound process, non-integral solutions to LP relaxations serve as upper bounds and integral solutions serve as lower bounds. A node can be pruned if an upper bound is lower than an existing lower bound. Further, when solving the LP relaxations, additional cutting planes may be generated, which may be either *global cuts*, i.e., valid for all feasible integer solutions, or *local cuts*, meaning that they are satisfied by all solutions fulfilling the side constraints from the currently considered branch and bound subtree.

**2. Write the Algorithm**.

1. Add the initial ILP to {\displaystyle L}L, the list of active problems
2. Set {\displaystyle x^{\*}={\text{null}}}x\* = null and {\displaystyle v^{\*}=-\infty }v\* = -inf
3. while the {\displaystyle L}L is not empty
   1. Select and remove a problem from {\displaystyle L}L
   2. Solve the LP relaxation of the problem.
   3. If the solution is infeasible, go back to 3 (while). Otherwise denote the solution by {\displaystyle x}x with objective value {\displaystyle v}v.
   4. If {\displaystyle v\leq v^{\*}}v < v\*, go back to 3.
   5. If {\displaystyle x}x is integer, set {\displaystyle v^{\*}\leftarrow v,x^{\*}\leftarrow x}v\* <- v, x\* <- x and go back to 3.
   6. If desired, search for cutting planes that are violated by {\displaystyle x}x. If any are found, add them to the LP relaxation and return to 3.2.
   7. Branch to partition the problem into new problems with restricted feasible regions. Add these problem to {\displaystyle L}L and go back to 3
4. return {\displaystyle x^{\*}}x\*

**3. What are the branching strategies?**

* **Most Infeasible Branching** This branching strategy chooses the variable with the fractional part closest to 0.5.
* **Pseudo Cost Branching** The basic idea of this strategy is to keep track for each variable {\displaystyle x\_{i}}xi the change in the objective function when this variable was previously chosen as the variable to branch on. The strategy then chooses the variable that is predicted to have the most change on the objective function based on past changes when it was chosen as the branching variable. Note that pseudo cost branching is initially uninformative in the search since few variables have been branched on.
* **Strong Branching** Strong branching involves testing which of the candidate variable gives the best improvement to the objective function before actually branching on them.
* **Full strong branching** tests all candidate variables and can be computationally expensive. The computational cost can be reduced by only considering a subset of the candidate variables and not solving each of the corresponding LP relaxations to completion.

There are also a large number of variations of these branching strategies, such as using strong branching early on when pseudo cost branching is relatively uninformative and then switching to pseudo cost branching later when there is enough branching history for pseudo cost to be informative.

The program attached contains branch cut solution for complex number space