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## 一、关于编程语言的一些基础描述

编程语言的两大组成部分：

1. 基本运算符的集合（公理）
2. 运算符以外的其他部分（可用基本运算符表示）

编程语言长期存在的最重要因素就是对基本运算符及其规模的选择，内核越小越干净的编程语言生命力越强。编程语言进化速度相比于软件发展要慢得多，因为其只是一种严格符合规则的描述，是一种缓慢的渐变式变化。

## 二、百年后的一些环境背景

百年后的计算机运行速度会快很多，更快的算力意味着编程语言需要应付更多的极端情况，涵盖更大范围的效率要求。同时在面对更快算力的时候，需要思考如何充分利用硬件更强大的性能，比如说在设计编程语言的时候在性能和便利性之间进行权衡。

## 三、百年后编程语言的特点

#### 3.1语言内核

语言内核设计的一些建议：首先需要将语言的语义与语言的实现予以分离，在语义上不设置冗余的公理，做到简洁干净（体现在数据结构的扁平化，去掉可被替代的数据结构，如字符串等）；而在实现上做好编译器的优化，使其内对简洁语义有针对性地优化。像以加快运行速度为目的使得编程语言语义大大复杂的行为不推荐，属于过早优化。此外对代码实现方式减少限制会使得程序具备更大的灵活性。

未来的编程语言应该是让你写程序最省力的语言，这里的“省力”还需要跳出当前编程语言的思维定势。解析树的大小往往可以用来衡量开发程序的难易度。最省力的语言同时可以理解成是到达目标的最短路径，不走弯路，设计编程语言的时候也应该这样。

#### 3.2语言种类

百年后的编程语言，编程语言会在运行速度和编程便利性之间进行取舍，做出不同取舍的编程语言都会存在。由于代码效率和机器性能的差距在不断增大，为了更好地提高或是衡量代码的效率，性能分析器显得尤为重要，好的性能分析器能帮助和指导程序的开发。

特定领域的小众语言将来会被设计成很薄的一层，便于看出其底层的通用型语言的实现，进而可以减少学习时间，降低使用成本。

#### 3.3语言的开发者

未来的语言更可能是开源语言，而非以研究性项目的形式出现，这与科学领域的研究现状相关，研究者可以做的题目往往与对设计优秀编程语言有帮助的题目交集很小。同时新语言的设计整将更多是本身就需要使用他们的程序员而非开发编译器研究者，这将有利于编程语言的发展。

## 四、其他部分

#### 4.1自下而上的思路

多层形式的开发（这里的多层指在硬件和应用软件中设置很多的软件层）虽然会消耗硬件性能，但是可用带来更小更灵活的程序，同时增加软件的可重用性。面向对象编程中自下而上的开发方法（而非面向对象编程本身）则与多层形式开发有异曲同工之处。

#### 4.2并行计算

通常对程序并行的优化是在编程后期才需要做的事情，百年后仍不会出现大量使用大规模并行计算的情况，否则也属于过早优化了。