基于对以上相关工作的研究，我们形成如下重要研究思路：

（1）通过代码依赖识别系统中功能紧密的代码元素。

（2）引入用户反馈来防止直接使用代码依赖可能带来的列表污染问题。

具体而言，我们综合利用了代码依赖和用户反馈以提升信息检索方法所产生候选追踪线索列表的精度。

首先，我们通过使用代码依赖信息，将通过代码依赖交互紧密的代码元素放到同一个代码域（code region）中。我们认为同一代码域中的代码元素在系统功能上紧密相关。然后，%为了衡量代码元素之间的代码依赖紧密程度，我们引入代码依赖紧密度的概念，通过设定紧密度阈值得到代码域。

我们使用代码域作为用户反馈的切入点。对于一个给定需求，每个代码域中只需要取出一个有代表性的代码元素交由用户判断与需求的相关性，用这个结果表示该代码域内所有代码元素与需求的相关性，从而有效减少了方法所需要的用户反馈数量。最终，我们针对域内和域外的代码元素设置了不同的优化策略，从而改善整个候选列表的排序。

为了验证我们方法的有效性和实用性，我们需要高质量的基于日常生活实践的软件可追踪数据集。然而，当前领域内缺乏此类数据集。

当前领域内公开的需求到代码的追踪数据大多是一些缺乏基于日常实践的可追踪数据集。因此，我们整理了由代码托管平台管理的开源软件系统的数据集。

因此，我们整理了一些被广泛应用于日常实践的开源软件系统数据集。

我们的实验系统由一个被领域内广泛用于软件可追踪方法验证的高质量软件系统数据集和三个被广泛用于日常实践的开源软件系统组成。

对于实验系统中由代码托管平台管理的开源软件，我们通过分析其在issue-tracking工具中的软件行为信息，整理出了这些开源系统需求到代码的可追踪数据集。

此外，我们通过运行开源软件系统自带的用于验证自身功能的测试用例，动态捕获到了我们方法中需要的高质量代码依赖信息。实验表明，

我们的方法只需要少量的（约3.5\%）用户反馈信息即可显著优于基线方法。

为了将我们的方法应用到日常实践中，我们实现了软件可追踪生成工具并集成了结合代码依赖和用户反馈的软件可追踪生成方法。

一方面，该工具操作简单、用户学习成本低。该工具类似一个搜索引擎，返回与指定需求具有相关性的代码元素列表。另一方面，在用户验证追踪线索相关性阶段，工具提供大量信息辅助用户高效完成验证。通过使用该工具，用户可以快速得到高质量的需求到代码追踪列表。

综上所述，本文工作概括如下：

基于代码依赖紧密度分析和用户反馈的可追踪性生成方法。我们提出了一种结合了代码紧密度分析和用户反馈的软件可追踪生成方法。一方面通过设置代码紧密度阈值划分代码域，使得功能紧密的代码元素位于同一个代码域中；另一方面，对于给定需求，将各代码域中有代表性的代码元素交由用户判断与该需求相关性，根据用户反馈信息调整相关代码元素对应候选线索的相似度值。

实验数据组织及方法验证。我们用一个被领域内广泛用于可追踪方法验证的高质量数据集和三个被广泛应用于日常实践的开源系统验证了我们方法的有效性和实用性。并且，我们通过对开源软件在issue-tracking工具上的行为信息进行分析整理，组织了其需求到代码的追踪关系。此外，我们通过运行开源系统自带的用于验证系统功能的测试用例得到了我们方法所需的代码依赖。

基于代码依赖和用户反馈的软件可追踪生成工具的设计与实现。为了将我们的方法应用到日常实践中，我们设计并实现软件可追踪生成工具，并集成了我们基于代码依赖紧密度分析和用户反馈的软件可追踪生成方法。
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