**一、信号灯概述**

信号灯与其他进程间通信方式不大相同，它主要提供对进程间共享资源访问控制机制。相当于内存中的标志，进程可以根据它判定是否能够访问某些共享资源，同时，进程也可以修改该标志。除了用于访问控制外，还可用于进程同步。信号灯有以下两种类型：

* 二值信号灯：最简单的信号灯形式，信号灯的值只能取0或1，类似于互斥锁。   
  注：二值信号灯能够实现互斥锁的功能，但两者的关注内容不同。信号灯强调共享资源，只要共享资源可用，其他进程同样可以修改信号灯的值；互斥锁更强调进程，占用资源的进程使用完资源后，必须由进程本身来解锁。
* 计算信号灯：信号灯的值可以取任意非负值（当然受内核本身的约束）。

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/#ibm-pcon)

**二、Linux信号灯**

linux对信号灯的支持状况与消息队列一样，在red had 8.0发行版本中支持的是系统V的信号灯。因此，本文将主要介绍系统V信号灯及其相应API。在没有声明的情况下，以下讨论中指的都是系统V信号灯。

注意，通常所说的系统V信号灯指的是计数信号灯集。

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/#ibm-pcon)

**三、信号灯与内核**

1、系统V信号灯是随内核持续的，只有在内核重起或者显示删除一个信号灯集时，该信号灯集才会真正被删除。因此系统中记录信号灯的数据结构（struct ipc\_ids sem\_ids）位于内核中，系统中的所有信号灯都可以在结构sem\_ids中找到访问入口。

2、下图说明了内核与信号灯是怎样建立起联系的：

其中：struct ipc\_ids sem\_ids是内核中记录信号灯的全局数据结构；描述一个具体的信号灯及其相关信息。
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其中，struct sem结构如下：

|  |
| --- |
| struct sem{  int semval; // current value  int sempid // pid of last operation  } |

从上图可以看出，全局数据结构struct ipc\_ids sem\_ids可以访问到struct kern\_ipc\_perm的第一个成员：struct kern\_ipc\_perm；而每个struct kern\_ipc\_perm能够与具体的信号灯对应起来是因为在该结构中，有一个key\_t类型成员key，而key则唯一确定一个信号灯集；同时，结构struct kern\_ipc\_perm的最后一个成员sem\_nsems确定了该信号灯在信号灯集中的顺序，这样内核就能够记录每个信号灯的信息了。kern\_ipc\_perm结构参见《Linux环境进程间通信（三）：消息队列》。struct sem\_array见附录1。

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/#ibm-pcon)

**四、操作信号灯**

**对消息队列的操作无非有下面三种类型：**

1、 打开或创建信号灯   
与消息队列的创建及打开基本相同，不再详述。

2、 信号灯值操作   
linux可以增加或减小信号灯的值，相应于对共享资源的释放和占有。具体参见后面的semop系统调用。

3、 获得或设置信号灯属性：   
系统中的每一个信号灯集都对应一个struct sem\_array结构，该结构记录了信号灯集的各种信息，存在于系统空间。为了设置、获得该信号灯集的各种信息及属性，在用户空间有一个重要的联合结构与之对应，即union semun。

![http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/2.gif](data:image/gif;base64,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)

联合semun数据结构各成员意义参见附录2

**信号灯API**

1、文件名到键值

|  |
| --- |
| #include <sys/types.h>  #include <sys/ipc.h>  key\_t ftok (char\*pathname, char proj)； |

它返回与路径pathname相对应的一个键值，具体用法请参考《Linux环境进程间通信（三）：消息队列》。

2、 linux特有的ipc()调用：

int ipc(unsigned int call, int first, int second, int third, void \*ptr, long fifth);

参数call取不同值时，对应信号灯的三个系统调用：   
当call为SEMOP时，对应int semop(int semid, struct sembuf \*sops, unsigned nsops)调用；   
当call为SEMGET时，对应int semget(key\_t key, int nsems, int semflg)调用；   
当call为SEMCTL时，对应int semctl(int semid，int semnum，int cmd，union semun arg)调用；   
这些调用将在后面阐述。

注：本人不主张采用系统调用ipc()，而更倾向于采用系统V或者POSIX进程间通信API。原因已在Linux环境进程间通信（三）：消息队列中给出。

3、系统V信号灯API

系统V消息队列API只有三个，使用时需要包括几个头文件：

|  |
| --- |
| #include <sys/types.h>  #include <sys/ipc.h>  #include <sys/sem.h> |

1）int semget(key\_t key, int nsems, int semflg)   
参数key是一个键值，由ftok获得，唯一标识一个信号灯集，用法与msgget()中的key相同；参数nsems指定打开或者新创建的信号灯集中将包含信号灯的数目；semflg参数是一些标志位。参数key和semflg的取值，以及何时打开已有信号灯集或者创建一个新的信号灯集与msgget()中的对应部分相同，不再祥述。   
该调用返回与健值key相对应的信号灯集描述字。   
调用返回：成功返回信号灯集描述字，否则返回-1。   
注：如果key所代表的信号灯已经存在，且semget指定了IPC\_CREAT|IPC\_EXCL标志，那么即使参数nsems与原来信号灯的数目不等，返回的也是EEXIST错误；如果semget只指定了IPC\_CREAT标志，那么参数nsems必须与原来的值一致，在后面程序实例中还要进一步说明。

2）int semop(int semid, struct sembuf \*sops, unsigned nsops);   
semid是信号灯集ID，sops指向数组的每一个sembuf结构都刻画一个在特定信号灯上的操作。nsops为sops指向数组的大小。   
sembuf结构如下：

|  |
| --- |
| struct sembuf {  unsigned short sem\_num; /\* semaphore index in array \*/  short sem\_op; /\* semaphore operation \*/  short sem\_flg; /\* operation flags \*/  }; |

sem\_num对应信号集中的信号灯，0对应第一个信号灯。sem\_flg可取IPC\_NOWAIT以及SEM\_UNDO两个标志。如果设置了SEM\_UNDO标志，那么在进程结束时，相应的操作将被取消，这是比较重要的一个标志位。如果设置了该标志位，那么在进程没有释放共享资源就退出时，内核将代为释放。如果为一个信号灯设置了该标志，内核都要分配一个sem\_undo结构来记录它，为的是确保以后资源能够安全释放。事实上，如果进程退出了，那么它所占用就释放了，但信号灯值却没有改变，此时，信号灯值反映的已经不是资源占有的实际情况，在这种情况下，问题的解决就靠内核来完成。这有点像僵尸进程，进程虽然退出了，资源也都释放了，但内核进程表中仍然有它的记录，此时就需要父进程调用waitpid来解决问题了。   
sem\_op的值大于0，等于0以及小于0确定了对sem\_num指定的信号灯进行的三种操作。具体请参考linux相应手册页。   
这里需要强调的是semop同时操作多个信号灯，在实际应用中，对应多种资源的申请或释放。semop保证操作的原子性，这一点尤为重要。尤其对于多种资源的申请来说，要么一次性获得所有资源，要么放弃申请，要么在不占有任何资源情况下继续等待，这样，一方面避免了资源的浪费；另一方面，避免了进程之间由于申请共享资源造成死锁。   
也许从实际含义上更好理解这些操作：信号灯的当前值记录相应资源目前可用数目；sem\_op>0对应相应进程要释放sem\_op数目的共享资源；sem\_op=0可以用于对共享资源是否已用完的测试；sem\_op<0相当于进程要申请-sem\_op个共享资源。再联想操作的原子性，更不难理解该系统调用何时正常返回，何时睡眠等待。   
调用返回：成功返回0，否则返回-1。

3) int semctl(int semid，int semnum，int cmd，union semun arg)   
该系统调用实现对信号灯的各种控制操作，参数semid指定信号灯集，参数cmd指定具体的操作类型；参数semnum指定对哪个信号灯操作，只对几个特殊的cmd操作有意义；arg用于设置或返回信号灯信息。   
该系统调用详细信息请参见其手册页，这里只给出参数cmd所能指定的操作。

|  |  |
| --- | --- |
| IPC\_STAT | 获取信号灯信息，信息由arg.buf返回； |
| IPC\_SET | 设置信号灯信息，待设置信息保存在arg.buf中（在manpage中给出了可以设置哪些信息）； |
| GETALL | 返回所有信号灯的值，结果保存在arg.array中，参数sennum被忽略； |
| GETNCNT | 返回等待semnum所代表信号灯的值增加的进程数，相当于目前有多少进程在等待semnum代表的信号灯所代表的共享资源； |
| GETPID | 返回最后一个对semnum所代表信号灯执行semop操作的进程ID； |
| GETVAL | 返回semnum所代表信号灯的值； |
| GETZCNT | 返回等待semnum所代表信号灯的值变成0的进程数； |
| SETALL | 通过arg.array更新所有信号灯的值；同时，更新与本信号集相关的semid\_ds结构的sem\_ctime成员； |
| SETVAL | 设置semnum所代表信号灯的值为arg.val； |

调用返回：调用失败返回-1，成功返回与cmd相关：

|  |  |
| --- | --- |
| Cmd | return value |
| GETNCNT | Semncnt |
| GETPID | Sempid |
| GETVAL | Semval |
| GETZCNT | Semzcnt |

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/#ibm-pcon)

**五、信号灯的限制**

1、 一次系统调用semop可同时操作的信号灯数目SEMOPM，semop中的参数nsops如果超过了这个数目，将返回E2BIG错误。SEMOPM的大小特定与系统，redhat 8.0为32。

2、 信号灯的最大数目：SEMVMX，当设置信号灯值超过这个限制时，会返回ERANGE错误。在redhat 8.0中该值为32767。

3、 系统范围内信号灯集的最大数目SEMMNI以及系统范围内信号灯的最大数目SEMMNS。超过这两个限制将返回ENOSPC错误。redhat 8.0中该值为32000。

4、 每个信号灯集中的最大信号灯数目SEMMSL，redhat 8.0中为250。 SEMOPM以及SEMVMX是使用semop调用时应该注意的；SEMMNI以及SEMMNS是调用semget时应该注意的。SEMVMX同时也是semctl调用应该注意的。

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/#ibm-pcon)

**六、竞争问题**

第一个创建信号灯的进程同时也初始化信号灯，这样，系统调用semget包含了两个步骤：创建信号灯；初始化信号灯。由此可能导致一种竞争状态：第一个创建信号灯的进程在初始化信号灯时，第二个进程又调用semget，并且发现信号灯已经存在，此时，第二个进程必须具有判断是否有进程正在对信号灯进行初始化的能力。在参考文献[1]中，给出了绕过这种竞争状态的方法：当semget创建一个新的信号灯时，信号灯结构semid\_ds的sem\_otime成员初始化后的值为0。因此，第二个进程在成功调用semget后，可再次以IPC\_STAT命令调用semctl，等待sem\_otime变为非0值，此时可判断该信号灯已经初始化完毕。下图描述了竞争状态产生及解决方法：

![http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/3.gif](data:image/gif;base64,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)

实际上，这种解决方法也是基于这样一个假定：第一个创建信号灯的进程必须调用semop，这样sem\_otime才能变为非零值。另外，因为第一个进程可能不调用semop，或者semop操作需要很长时间，第二个进程可能无限期等待下去，或者等待很长时间。

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/#ibm-pcon)

**七、信号灯应用实例**

本实例有两个目的：1、获取各种信号灯信息；2、利用信号灯实现共享资源的申请和释放。并在程序中给出了详细注释。

|  |
| --- |
| #include <linux/sem.h>  #include <stdio.h>  #include <errno.h>  #define SEM\_PATH "/unix/my\_sem"  #define max\_tries 3  int semid;  main()  {  int flag1,flag2,key,i,init\_ok,tmperrno;  struct semid\_ds sem\_info;  struct seminfo sem\_info2;  union semun arg; //union semun： 请参考附录2  struct sembuf askfor\_res, free\_res;  flag1=IPC\_CREAT|IPC\_EXCL|00666;  flag2=IPC\_CREAT|00666;  key=ftok(SEM\_PATH,'a');  //error handling for ftok here;  init\_ok=0;  semid=semget(key,1,flag1);  //create a semaphore set that only includes one semphore.  if(semid<0)  {  tmperrno=errno;  perror("semget");  if(tmperrno==EEXIST)  //errno is undefined after a successful library call( including perror call)  //so it is saved in tmperrno.  {  semid=semget(key,1,flag2);  //flag2 只包含了IPC\_CREAT标志, 参数nsems(这里为1)必须与原来的信号灯数目一致  arg.buf=&sem\_info;  for(i=0; i<max\_tries; i++)  {  if(semctl(semid, 0, IPC\_STAT, arg)==-1)  { perror("semctl error"); i=max\_tries;}  else  {  if(arg.buf->sem\_otime!=0){ i=max\_tries; init\_ok=1;}  else sleep(1);  }  }  if(!init\_ok)  // do some initializing, here we assume that the first process that creates the sem  // will finish initialize the sem and run semop in max\_tries\*1 seconds. else it will  // not run semop any more.  {  arg.val=1;  if(semctl(semid,0,SETVAL,arg)==-1) perror("semctl setval error");  }  }  else  {perror("semget error, process exit"); exit(); }  }  else //semid>=0; do some initializing  {  arg.val=1;  if(semctl(semid,0,SETVAL,arg)==-1)  perror("semctl setval error");  }  //get some information about the semaphore and the limit of semaphore in redhat8.0  arg.buf=&sem\_info;  if(semctl(semid, 0, IPC\_STAT, arg)==-1)  perror("semctl IPC STAT");  printf("owner's uid is %d\n", arg.buf->sem\_perm.uid);  printf("owner's gid is %d\n", arg.buf->sem\_perm.gid);  printf("creater's uid is %d\n", arg.buf->sem\_perm.cuid);  printf("creater's gid is %d\n", arg.buf->sem\_perm.cgid);  arg.\_\_buf=&sem\_info2;  if(semctl(semid,0,IPC\_INFO,arg)==-1)  perror("semctl IPC\_INFO");  printf("the number of entries in semaphore map is %d \n", arg.\_\_buf->semmap);  printf("max number of semaphore identifiers is %d \n", arg.\_\_buf->semmni);  printf("mas number of semaphores in system is %d \n", arg.\_\_buf->semmns);  printf("the number of undo structures system wide is %d \n", arg.\_\_buf->semmnu);  printf("max number of semaphores per semid is %d \n", arg.\_\_buf->semmsl);  printf("max number of ops per semop call is %d \n", arg.\_\_buf->semopm);  printf("max number of undo entries per process is %d \n", arg.\_\_buf->semume);  printf("the sizeof of struct sem\_undo is %d \n", arg.\_\_buf->semusz);  printf("the maximum semaphore value is %d \n", arg.\_\_buf->semvmx);    //now ask for available resource:  askfor\_res.sem\_num=0;  askfor\_res.sem\_op=-1;  askfor\_res.sem\_flg=SEM\_UNDO;    if(semop(semid,&askfor\_res,1)==-1)//ask for resource  perror("semop error");    sleep(3);  //do some handling on the sharing resource here, just sleep on it 3 seconds  printf("now free the resource\n");    //now free resource  free\_res.sem\_num=0;  free\_res.sem\_op=1;  free\_res.sem\_flg=SEM\_UNDO;  if(semop(semid,&free\_res,1)==-1)//free the resource.  if(errno==EIDRM)  printf("the semaphore set was removed\n");  //you can comment out the codes below to compile a different version:  if(semctl(semid, 0, IPC\_RMID)==-1)  perror("semctl IPC\_RMID");  else printf("remove sem ok\n");  } |

注：读者可以尝试一下注释掉初始化步骤，进程在运行时会出现何种情况（进程在申请资源时会睡眠），同时可以像程序结尾给出的注释那样，把该程序编译成两个不同版本。下面是本程序的运行结果（操作系统redhat8.0）：

|  |
| --- |
| owner's uid is 0  owner's gid is 0  creater's uid is 0  creater's gid is 0  the number of entries in semaphore map is 32000  max number of semaphore identifiers is 128  mas number of semaphores in system is 32000  the number of undo structures system wide is 32000  max number of semaphores per semid is 250  max number of ops per semop call is 32  max number of undo entries per process is 32  the sizeof of struct sem\_undo is 20  the maximum semaphore value is 32767  now free the resource  remove sem ok |

Summary：信号灯与其它进程间通信方式有所不同，它主要用于进程间同步。通常所说的系统V信号灯实际上是一个信号灯的集合，可用于多种共享资源的进程间同步。每个信号灯都有一个值，可以用来表示当前该信号灯代表的共享资源可用（available）数量，如果一个进程要申请共享资源，那么就从信号灯值中减去要申请的数目，如果当前没有足够的可用资源，进程可以睡眠等待，也可以立即返回。当进程要申请多种共享资源时，linux可以保证操作的原子性，即要么申请到所有的共享资源，要么放弃所有资源，这样能够保证多个进程不会造成互锁。Linux对信号灯有各种各样的限制，程序中给出了输出结果。另外，如果读者想对信号灯作进一步的理解，建议阅读sem.h源代码，该文件不长，但给出了信号灯相关的重要数据结构。

附录1： struct sem\_array如下：

|  |
| --- |
| /\*系统中的每个信号灯集对应一个sem\_array 结构 \*/  struct sem\_array {  struct kern\_ipc\_perm sem\_perm; /\* permissions .. see ipc.h \*/  time\_t sem\_otime; /\* last semop time \*/  time\_t sem\_ctime; /\* last change time \*/  struct sem \*sem\_base; /\* ptr to first semaphore in array \*/  struct sem\_queue \*sem\_pending; /\* pending operations to be processed \*/  struct sem\_queue \*\*sem\_pending\_last; /\* last pending operation \*/  struct sem\_undo \*undo; /\* undo requests on this array \*/  unsigned long sem\_nsems; /\* no. of semaphores in array \*/  }; |

其中，sem\_queue结构如下：

|  |
| --- |
| /\* 系统中每个因为信号灯而睡眠的进程，都对应一个sem\_queue结构\*/  struct sem\_queue {  struct sem\_queue \* next; /\* next entry in the queue \*/  struct sem\_queue \*\* prev;  /\* previous entry in the queue, \*(q->prev) == q \*/  struct task\_struct\* sleeper; /\* this process \*/  struct sem\_undo \* undo; /\* undo structure \*/  int pid; /\* process id of requesting process \*/  int status; /\* completion status of operation \*/  struct sem\_array \* sma; /\* semaphore array for operations \*/  int id; /\* internal sem id \*/  struct sembuf \* sops; /\* array of pending operations \*/  int nsops; /\* number of operations \*/  int alter; /\* operation will alter semaphore \*/  }; |

附录2：union semun是系统调用semctl中的重要参数：

|  |
| --- |
| union semun {  int val; /\* value for SETVAL \*/  struct semid\_ds \*buf; /\* buffer for IPC\_STAT & IPC\_SET \*/  unsigned short \*array; /\* array for GETALL & SETALL \*/  struct seminfo \*\_\_buf; /\* buffer for IPC\_INFO \*/ //test!!  void \*\_\_pad;  };  struct seminfo {  int semmap;  int semmni;  int semmns;  int semmnu;  int semmsl;  int semopm;  int semume;  int semusz;  int semvmx;  int semaem;  }; |
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