**一、信号及信号来源**

**信号本质**

信号是在软件层次上对中断机制的一种模拟，在原理上，一个进程收到一个信号与处理器收到一个中断请求可以说是一样的。信号是异步的，一个进程不必通过任何操作来等待信号的到达，事实上，进程也不知道信号到底什么时候到达。

信号是进程间通信机制中唯一的异步通信机制，可以看作是异步通知，通知接收信号的进程有哪些事情发生了。信号机制经过POSIX实时扩展后，功能更加强大，除了基本通知功能外，还可以传递附加信息。

**信号来源**

信号事件的发生有两个来源：硬件来源(比如我们按下了键盘或者其它硬件故障)；软件来源，最常用发送信号的系统函数是kill, raise, alarm和setitimer以及sigqueue函数，软件来源还包括一些非法运算等操作。
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**二、信号的种类**

可以从两个不同的分类角度对信号进行分类：（1）可靠性方面：可靠信号与不可靠信号；（2）与时间的关系上：实时信号与非实时信号。在《Linux环境进程间通信（一）：管道及有名管道》的附1中列出了系统所支持的所有信号。

**1、可靠信号与不可靠信号**

**"不可靠信号"**

Linux信号机制基本上是从Unix系统中继承过来的。早期Unix系统中的信号机制比较简单和原始，后来在实践中暴露出一些问题，因此，把那些建立在早期机制上的信号叫做"不可靠信号"，信号值小于SIGRTMIN(Red hat 7.2中，SIGRTMIN=32，SIGRTMAX=63)的信号都是不可靠信号。这就是"不可靠信号"的来源。它的主要问题是：

* 进程每次处理信号后，就将对信号的响应设置为默认动作。在某些情况下，将导致对信号的错误处理；因此，用户如果不希望这样的操作，那么就要在信号处理函数结尾再一次调用signal()，重新安装该信号。
* 信号可能丢失，后面将对此详细阐述。   
  因此，早期unix下的不可靠信号主要指的是进程可能对信号做出错误的反应以及信号可能丢失。

Linux支持不可靠信号，但是对不可靠信号机制做了改进：在调用完信号处理函数后，不必重新调用该信号的安装函数（信号安装函数是在可靠机制上的实现）。因此，Linux下的不可靠信号问题主要指的是信号可能丢失。

**"可靠信号"**

随着时间的发展，实践证明了有必要对信号的原始机制加以改进和扩充。所以，后来出现的各种Unix版本分别在这方面进行了研究，力图实现"可靠信号"。由于原来定义的信号已有许多应用，不好再做改动，最终只好又新增加了一些信号，并在一开始就把它们定义为可靠信号，这些信号支持排队，不会丢失。同时，信号的发送和安装也出现了新版本：信号发送函数sigqueue()及信号安装函数sigaction()。POSIX.4对可靠信号机制做了标准化。但是，POSIX只对可靠信号机制应具有的功能以及信号机制的对外接口做了标准化，对信号机制的实现没有作具体的规定。

信号值位于SIGRTMIN和SIGRTMAX之间的信号都是可靠信号，可靠信号克服了信号可能丢失的问题。Linux在支持新版本的信号安装函数sigation（）以及信号发送函数sigqueue()的同时，仍然支持早期的signal（）信号安装函数，支持信号发送函数kill()。

注：不要有这样的误解：由sigqueue()发送、sigaction安装的信号就是可靠的。事实上，可靠信号是指后来添加的新信号（信号值位于SIGRTMIN及SIGRTMAX之间）；不可靠信号是信号值小于SIGRTMIN的信号。信号的可靠与不可靠只与信号值有关，与信号的发送及安装函数无关。目前linux中的signal()是通过sigation()函数实现的，因此，即使通过signal（）安装的信号，在信号处理函数的结尾也不必再调用一次信号安装函数。同时，由signal()安装的实时信号支持排队，同样不会丢失。

对于目前linux的两个信号安装函数:signal()及sigaction()来说，它们都不能把SIGRTMIN以前的信号变成可靠信号（都不支持排队，仍有可能丢失，仍然是不可靠信号），而且对SIGRTMIN以后的信号都支持排队。这两个函数的最大区别在于，经过sigaction安装的信号都能传递信息给信号处理函数（对所有信号这一点都成立），而经过signal安装的信号却不能向信号处理函数传递信息。对于信号发送函数来说也是一样的。

**2、实时信号与非实时信号**

早期Unix系统只定义了32种信号，Ret hat7.2支持64种信号，编号0-63(SIGRTMIN=31，SIGRTMAX=63)，将来可能进一步增加，这需要得到内核的支持。前32种信号已经有了预定义值，每个信号有了确定的用途及含义，并且每种信号都有各自的缺省动作。如按键盘的CTRL ^C时，会产生SIGINT信号，对该信号的默认反应就是进程终止。后32个信号表示实时信号，等同于前面阐述的可靠信号。这保证了发送的多个实时信号都被接收。实时信号是POSIX标准的一部分，可用于应用进程。

非实时信号都不支持排队，都是不可靠信号；实时信号都支持排队，都是可靠信号。

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/index1.html#ibm-pcon)

**三、进程对信号的响应**

进程可以通过三种方式来响应一个信号：（1）忽略信号，即对信号不做任何处理，其中，有两个信号不能忽略：SIGKILL及SIGSTOP；（2）捕捉信号。定义信号处理函数，当信号发生时，执行相应的处理函数；（3）执行缺省操作，Linux对每种信号都规定了默认操作，详细情况请参考[2]以及其它资料。注意，进程对实时信号的缺省反应是进程终止。

Linux究竟采用上述三种方式的哪一个来响应信号，取决于传递给相应API函数的参数。
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**四、信号的发送**

发送信号的主要函数有：kill()、raise()、 sigqueue()、alarm()、setitimer()以及abort()。

1、kill()   
#include <sys/types.h>   
#include <signal.h>   
int kill(pid\_t pid,int signo)

|  |  |
| --- | --- |
| 参数pid的值 | 信号的接收进程 |
| pid>0 | 进程ID为pid的进程 |
| pid=0 | 同一个进程组的进程 |
| pid<0 pid!=-1 | 进程组ID为 -pid的所有进程 |
| pid=-1 | 除发送进程自身外，所有进程ID大于1的进程 |

Sinno是信号值，当为0时（即空信号），实际不发送任何信号，但照常进行错误检查，因此，可用于检查目标进程是否存在，以及当前进程是否具有向目标发送信号的权限（root权限的进程可以向任何进程发送信号，非root权限的进程只能向属于同一个session或者同一个用户的进程发送信号）。

Kill()最常用于pid>0时的信号发送，调用成功返回 0； 否则，返回 -1。 注：对于pid<0时的情况，对于哪些进程将接受信号，各种版本说法不一，其实很简单，参阅内核源码kernal/signal.c即可，上表中的规则是参考red hat 7.2。

2、raise（）   
#include <signal.h>   
int raise(int signo)   
向进程本身发送信号，参数为即将发送的信号值。调用成功返回 0；否则，返回 -1。

3、sigqueue（）   
#include <sys/types.h>   
#include <signal.h>   
int sigqueue(pid\_t pid, int sig, const union sigval val)   
调用成功返回 0；否则，返回 -1。

sigqueue()是比较新的发送信号系统调用，主要是针对实时信号提出的（当然也支持前32种），支持信号带有参数，与函数sigaction()配合使用。

sigqueue的第一个参数是指定接收信号的进程ID，第二个参数确定即将发送的信号，第三个参数是一个联合数据结构union sigval，指定了信号传递的参数，即通常所说的4字节值。

|  |
| --- |
| typedef union sigval {  int sival\_int;  void \*sival\_ptr;  }sigval\_t; |

sigqueue()比kill()传递了更多的附加信息，但sigqueue()只能向一个进程发送信号，而不能发送信号给一个进程组。如果signo=0，将会执行错误检查，但实际上不发送任何信号，0值信号可用于检查pid的有效性以及当前进程是否有权限向目标进程发送信号。

在调用sigqueue时，sigval\_t指定的信息会拷贝到3参数信号处理函数（3参数信号处理函数指的是信号处理函数由sigaction安装，并设定了sa\_sigaction指针，稍后将阐述）的siginfo\_t结构中，这样信号处理函数就可以处理这些信息了。由于sigqueue系统调用支持发送带参数信号，所以比kill()系统调用的功能要灵活和强大得多。

注：sigqueue（）发送非实时信号时，第三个参数包含的信息仍然能够传递给信号处理函数； sigqueue（）发送非实时信号时，仍然不支持排队，即在信号处理函数执行过程中到来的所有相同信号，都被合并为一个信号。

4、alarm（）   
#include <unistd.h>   
unsigned int alarm(unsigned int seconds)   
专门为SIGALRM信号而设，在指定的时间seconds秒后，将向进程本身发送SIGALRM信号，又称为闹钟时间。进程调用alarm后，任何以前的alarm()调用都将无效。如果参数seconds为零，那么进程内将不再包含任何闹钟时间。   
返回值，如果调用alarm（）前，进程中已经设置了闹钟时间，则返回上一个闹钟时间的剩余时间，否则返回0。

5、setitimer（）   
#include <sys/time.h>   
int setitimer(int which, const struct itimerval \*value, struct itimerval \*ovalue));   
setitimer()比alarm功能强大，支持3种类型的定时器：

* ITIMER\_REAL： 设定绝对时间；经过指定的时间后，内核将发送SIGALRM信号给本进程；
* ITIMER\_VIRTUAL 设定程序执行时间；经过指定的时间后，内核将发送SIGVTALRM信号给本进程；
* ITIMER\_PROF 设定进程执行以及内核因本进程而消耗的时间和，经过指定的时间后，内核将发送ITIMER\_VIRTUAL信号给本进程；

Setitimer()第一个参数which指定定时器类型（上面三种之一）；第二个参数是结构itimerval的一个实例，结构itimerval形式见附录1。第三个参数可不做处理。

Setitimer()调用成功返回0，否则返回-1。

6、abort()   
#include <stdlib.h>   
void abort(void);

向进程发送SIGABORT信号，默认情况下进程会异常退出，当然可定义自己的信号处理函数。即使SIGABORT被进程设置为阻塞信号，调用abort()后，SIGABORT仍然能被进程接收。该函数无返回值。
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**五、信号的安装（设置信号关联动作）**

如果进程要处理某一信号，那么就要在进程中安装该信号。安装信号主要用来确定信号值及进程针对该信号值的动作之间的映射关系，即进程将要处理哪个信号；该信号被传递给进程时，将执行何种操作。

linux主要有两个函数实现信号的安装：signal()、sigaction()。其中signal()在可靠信号系统调用的基础上实现, 是库函数。它只有两个参数，不支持信号传递信息，主要是用于前32种非实时信号的安装；而sigaction()是较新的函数（由两个系统调用实现：sys\_signal以及sys\_rt\_sigaction），有三个参数，支持信号传递信息，主要用来与 sigqueue() 系统调用配合使用，当然，sigaction()同样支持非实时信号的安装。sigaction()优于signal()主要体现在支持信号带有参数。

1、signal()   
#include <signal.h>   
void (\*signal(int signum, void (\*handler))(int)))(int);   
如果该函数原型不容易理解的话，可以参考下面的分解方式来理解：   
typedef void (\*sighandler\_t)(int)；   
sighandler\_t signal(int signum, sighandler\_t handler));   
第一个参数指定信号的值，第二个参数指定针对前面信号值的处理，可以忽略该信号（参数设为SIG\_IGN）；可以采用系统默认方式处理信号(参数设为SIG\_DFL)；也可以自己实现处理方式(参数指定一个函数地址)。   
如果signal()调用成功，返回最后一次为安装信号signum而调用signal()时的handler值；失败则返回SIG\_ERR。

2、sigaction()   
#include <signal.h>   
int sigaction(int signum,const struct sigaction \*act,struct sigaction \*oldact));

sigaction函数用于改变进程接收到特定信号后的行为。该函数的第一个参数为信号的值，可以为除SIGKILL及SIGSTOP外的任何一个特定有效的信号（为这两个信号定义自己的处理函数，将导致信号安装错误）。第二个参数是指向结构sigaction的一个实例的指针，在结构sigaction的实例中，指定了对特定信号的处理，可以为空，进程会以缺省方式对信号处理；第三个参数oldact指向的对象用来保存原来对相应信号的处理，可指定oldact为NULL。如果把第二、第三个参数都设为NULL，那么该函数可用于检查信号的有效性。

第二个参数最为重要，其中包含了对指定信号的处理、信号所传递的信息、信号处理函数执行过程中应屏蔽掉哪些函数等等。

sigaction结构定义如下：

|  |
| --- |
| struct sigaction {  union{  \_\_sighandler\_t \_sa\_handler;  void (\*\_sa\_sigaction)(int,struct siginfo \*, void \*)；  }\_u  sigset\_t sa\_mask；  unsigned long sa\_flags；  void (\*sa\_restorer)(void)；  } |

其中，sa\_restorer，已过时，POSIX不支持它，不应再被使用。

1、联合数据结构中的两个元素\_sa\_handler以及\*\_sa\_sigaction指定信号关联函数，即用户指定的信号处理函数。除了可以是用户自定义的处理函数外，还可以为SIG\_DFL(采用缺省的处理方式)，也可以为SIG\_IGN（忽略信号）。

2、由\_sa\_handler指定的处理函数只有一个参数，即信号值，所以信号不能传递除信号值之外的任何信息；由\_sa\_sigaction是指定的信号处理函数带有三个参数，是为实时信号而设的（当然同样支持非实时信号），它指定一个3参数信号处理函数。第一个参数为信号值，第三个参数没有使用（posix没有规范使用该参数的标准），第二个参数是指向siginfo\_t结构的指针，结构中包含信号携带的数据值，参数所指向的结构如下：

|  |
| --- |
| siginfo\_t {  int si\_signo; /\* 信号值，对所有信号有意义\*/  int si\_errno; /\* errno值，对所有信号有意义\*/  int si\_code; /\* 信号产生的原因，对所有信号有意义\*/  union{ /\* 联合数据结构，不同成员适应不同信号 \*/  //确保分配足够大的存储空间  int \_pad[SI\_PAD\_SIZE];  //对SIGKILL有意义的结构  struct{  ...  }...  ... ...  ... ...  //对SIGILL, SIGFPE, SIGSEGV, SIGBUS有意义的结构  struct{  ...  }...  ... ...  }  } |

注：为了更便于阅读，在说明问题时常把该结构表示为附录2所表示的形式。

siginfo\_t结构中的联合数据成员确保该结构适应所有的信号，比如对于实时信号来说，则实际采用下面的结构形式：

|  |
| --- |
| typedef struct {  int si\_signo;  int si\_errno;  int si\_code;  union sigval si\_value;  } siginfo\_t; |

结构的第四个域同样为一个联合数据结构：

|  |
| --- |
| union sigval {  int sival\_int;  void \*sival\_ptr;  } |

采用联合数据结构，说明siginfo\_t结构中的si\_value要么持有一个4字节的整数值，要么持有一个指针，这就构成了与信号相关的数据。在信号的处理函数中，包含这样的信号相关数据指针，但没有规定具体如何对这些数据进行操作，操作方法应该由程序开发人员根据具体任务事先约定。

前面在讨论系统调用sigqueue发送信号时，sigqueue的第三个参数就是sigval联合数据结构，当调用sigqueue时，该数据结构中的数据就将拷贝到信号处理函数的第二个参数中。这样，在发送信号同时，就可以让信号传递一些附加信息。信号可以传递信息对程序开发是非常有意义的。

信号参数的传递过程可图示如下：

![http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/2.gif](data:image/gif;base64,R0lGODlhSgKyANUAAAAAAP///3t9e62urf8AADMzM1pVWt7X3gCCABAMEIyKjMzMzO/v70pJSiEcIWZmZpmZmUJBQr22vYR9hOfn5/f39xgUGCkoKQgECNbP1mNdY6WmpbWutXNxc1JRUjk8OZSOlIyGjL2+vYSChBgYGBAQEMa+xiEgIdbX1pmZmWZmZt7f3rW2tVpZWkpRSggICP///wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAUUADAALAAAAABKArIAAAb/wIBwSCwaj8ikcslsOp/QqHRKrVqv2Kx2y+16v+CweEwum8/otHrNbrvf8Lh8Tq/b7/i8fs/v+/+AgYKDhE8jhYiJiouMjY5Fh4+Sk5SVlpdUkQGamJ2en6CheiOanKKnqKmqq5mkrqywsbKzp6S0t7i5uoimu76/wMHCUAUAxsfIycrLzM3Oz9DR0tPU1dbX2Nna29zd3t/g4dgFw1EA5ejp5efqTOzt8PGy7/JG9PX4+Z33+vz6/wAZ+cM3MKDBg38KylOIsKFDOgzhRXxIsWKaieowgtJosSMcjRzXNQkJhaQTkwHuoZwHZiXLLy6HYIy5i6YQm1VwpjR3xiRO/51TgGL5qUVoyTAz3fRyRLRN06NmfBZ1Y1SmlKdXqp4UM1Grk6WNGB6Tec7YTWRK0KY0S0TtWLJmk51VyTYuvbts1+qVm/at37J4ly1pRnYvu7pj+SJxm3fu4cZo+b6Fe1bv4p3vJkdW+2TzX8OVHa+dfIRx4MyQmVFua9dyWkil1ZSy1JX1Tauvb+PWfRh35t3Af1sW3tb2zuO5MfvujZx5cueFd5eVPjh48ePCifO7u1x36by/tV+lbty7c+KXvTc377u9veuYocceYus9mvqbaI+Ej37x9uuBqQecetmRB996yCWhknvNceeOgweu509EjRFIYF3zHViggKzRNf+dfeYsGOGGRVD4H28lYlhihhIOCOIrIJbhCoyV1GZgUiM6KB+HEJ7nYo8cxohgf/09J2R4LCYnIGQoCpkgiQNNV+CEOY24YpNXupOla02euCWSQR6IX4RkjKmfljdWZ+GAUP7IH3tsvpkgly1i6eOcGe4oonJwKmhdnHa6SV6RbVVAnXjlpYcgoNgZqCiQWd5J5aEukrmUV0mAJYlYnoVGZ4eo/QWeaSk6FupcnoZq12OpbjfqY6xy9imo5ckqF2mzimaqrqMhRteuqI7mqREekKCAob0C9uuw31Xo62mwlurfq6tCG2yrmq3KLJmKAoTpeGGWEdO3iBDKxgItDGD/BbljmHtRZwex69EuKAwggglIoIDsvEHFy++/FbyAzAURNLCCEB2QAMK+/25lkLwN36KBMg8QsUADHUQM78MaeyRCMhp0XCXHIlt0wjERMGzEBsaqXDLEopQgzsw012zzzTjnrPPOPPccTgklBy1MBQU8gMIQFLxwAQNCN+10PSaAoMQDFEyBgsIuP6311paYcMIFCoCxQgskHMx1mWenjYYJ+I5RtdpiaAr33FY/QIIIbEQgANN0VzFb34BTQcEFApi9xgoalCBB4FHgJzfjkAewAAR1rGB45ErMaCbmmLNwwQkb5DHB3pwfsXnpmJuwwB4oJB466kQ8DjvXKwhQ/0Lbf6zAwuy8R04BCR1cLogJI/Dd+/FPm/A6Iwy0UILsyEdfEQQXXKDuIyuELf32DQ+AeyUMKGA89+T/g4IAJKz+SQWJj5B1+fCjswDwR4uygtHx51/OAtfPIsH4+gugLCBwAtDdogMlIJ0AF8gK7+kCcZRjoAQ9sYAHvOBtw1gBBrcGvQnSggUnKFw6NvA8ADatgx5cBQt2Vw8KPKBiJ6RPCncxghMUgIUAMSG/HDdDXYSgfgERQQmoFjHNobCHmDDBA07wPoBQAIFNpMjpkJiKAZxgBMKj4iSOqEVJSOB7DatACTqwwS6aEQsVSFgBwNgwF5YAb2eMoxUqAIEsdv9Mh3LMIxJEoAESRFFoLSCiHgc5BAWArYxce2IJlkdIM26AjX2jgB0bmUK7RQCSjIMAGSmZwgqAYJKQc6MAOBlAFmjgA9yjwOJIGb8RXAACeEQeCh4ASlZCrgIbAGIAKzCCEmjgj7ac2wNKEAFdCjB8wBQGF4PJBToicoK8rCUrLuCzalrzmtis5gWKwIIWbNMM1MymOMdJznJW45tJkqEQlsnMjQlhibDsCeQYIAAwdsACz5xEQfzBw3bCBAL5FBfqJKBBgUXAE/s0ghH96YUKPAAABnMK6iBQgpMZY5SYSKhC2cnQJjBgBDBLJ+RQkAw4nkmk+eloFroZskqhIaT/DelAMkgQUIH4SaVg0EAB4ulSeZYuaco46EmdhNMqVGAANYXplnwngqY6tamxXIRGi2oFNzYgqW9QKkOn6jA1cDVcN03IVEYGFSZkT5p4eldYqbCjtcJOK1/FA0cqxC01taQQdN3PEThgAAPwhCoKcklr9NrTRNioL1olqoq6EFc7kKSxdoVJudhqhAYUoAFRRalPu9WvtBIVTeDKCmA9OwdzcZS0JjoPY+KDreGcakHgKUyU8tobXzWrQ1ZJjbKMg6HYXgsw0zKPYBLjW8oQlzu4HN8yIWbSut7mVbnFS6OCtdvOhnZdo72uQMN0Wsi2Z7HMAS97oBQg1mKnsdqa/26kxqui8IKousCV0GK/K6ncMohS3qEAAF7QAl6qs6xk+MAJIljY3kbXvcMR7nyFVZlncapasYovtRQzrerCJVqgSRZuL/OhB8HXtrTazd+s+1lAtWlIkVmOrIbUp8/W10kn3tOg3HNiK7F4STxiVAYAULV+AngMETCGAcFKJDht6FaVku6iwkokSJGIyX/ak3jldFt33ulJf/Kxdp0bHfW+WL1GtvF03RWlMMOYQagRlJcDteQuX7nDbomNqoqz0C2H4QPIGDBpUTzlI683RogajIzn9GSwdnlNUnZUmzfc1TdTeSd1pixnTefl4n7ZzDjuUk/LfOOldlpEXnpxjf/tcyr7dro4Vz7OFJuggGwG2UgxpvGfv6RoJQ260HumdaL6VOQwSekogYaUblb9Yy6n5BAIBlB442LqxBw6wWPOK58A9N0/x7pROmK2ptlMbTA3+77fXlNKJV0GPB9DzwoB05rP+yF1T4rX0kqTmC/9qD+9V9HuehKFFoWefv8Xu5NeJ3UhLNuC/xbO85UwYlDLqmTtduHXYvBxGfwpZh9XVKjCFcYpDC1cXcgvW4BYkAEwZIY/fLgL/7CFrfWZVqXIWbCyFsVzpSvJZEsZDSaNx/tC2IHffMFZaKwtCJAfoguB6OcwOgCMHgACsIPpUB9C1I8udQSwAwFOp7rWmy7/9a5vHelc/7rXm/70sU897Gg/OxnODnals33sRHi71nUCMQET2NAvHatY8S7ZqHghrpojuuC57vTBG57wiD+84hPfdKsjIABYZ/ziJy/5yht+6ZbPPOWZvnbJY37zlY+75oHCXM0+Xginh/wQUs/61bse9a9XfUoeL/e0S90stc+92XefBN2nJOu2F7vw0f6gzXJB6Jpg+zGibgzfB5/4Vl+L75e+/LIP3/nY530alN987avd+3wvtlqR8Pjyq9786D+/+tPP/vMDgPaajz/o5y9/4oue/vivfx3g6tZ/UzXoWbUErQd7BCh7BjiABxh71wd+C9iAz1d7R5B9DgiB/wjVf//XdxJ1ge1igRp4fAHYgUjBgSAIgNk1gowlgiYIcBmYgh4YcDjFACWAVnaWdyzYgkcgM+aUgzq4g+IENG6AgzwYhEI4hDPjgzVYBB6QMUe4hMHwO83FhEwgABFgbuQAhZggAjRlhU2AAiLgSgDQP1pYCVIYhkuQRiQwAlV4C6fVRR+AUWRoBF6jAQzgAWA4C2uoRQygZ284BBWAPrtDAWkYCyPGUCuQADhEhp7TApmVClrGUPOjPlpIAR5wAYdIC5GGUwPgADKogQpgAROQTKpAbAwFAQWwiP9nApd1AMFwh4MkhaDYUQxgN4y0h6ygAQ3wiu3EMh1girQICv8akDIguAARUACQ2IuzYIu4SEkuRAJ3Z4y08IvJqEe85InR6Iy+GAG8OEhW5AE1ZY2xoAEXsIlytAAf8AGY5I23oADpE0wudAJ1iI6+AAEWUImDtIzuA4/lYAIkMIty9FElhI/pgAIO4IZxRE8kIEgNwYqsxAAFk40B5I8a0I36oJC2hD7nyED0VAIeII7wMIhLyAIloD0pRAG24wHFiBCNuIQU8AGYNUH3w18cGQ+XqIUCcAInGT8LoAEvsEkdIYpMCJICUI2RIwINkEAO+Q8UWVTNcwEXOTsQ8AFYA5D/wgLAI5RqQwETUAIfwI9S6REMAI5NGTjo8gIacJNdOZX/J7CRqLMBH+CJEnmWHqGOuwg5tUMCH9CMcBk0DNABLyCSc7MBETBEYZmXGoMCEfBKanMAdrOVVkmYHjEABeAAeFkydPQBCRSTjikyHFAAelgyA9AC/MWVmTk3IhABzKgxpvQCEcBTo4k5pQk8mCkPIrCYANWavDNLCdAC9BgQLDBMBaAAsQk/SUlKDEA9r3SUwFCcoBkBwJlHw2lLJgCaHiCa5ZA9QdYCrGlGHmmFxdkACaABu+kLDDAAS3QCD/CO2rmdYUgBT3mQg6kKFcACHVAAGqkAGdBIM9mL2fMBuZmdrCACE4BnERAC79lFPkmL7Ok8HzACxvQJK0CeH6Ca/wLwhLb0nCloAjVJAg0wAgVaCF3oARZwAthplrbJTAwgn0EWAR0gAW/JBysgAQIwicQkAEhVoiZoAiHQACeQACoKAR3qBisgAiDwABGAARfQAALAAi1qo/9XAUJKpABQAC5ACk3VmFmwACKgAB1wmADwAXoDARTKpHvIhSMghREgMATjAQIgACDQVD+KBE7aVAOwph7wAdSklUgKpksqps6YASKwAQIwAkQ6hckQAYZ6qIiaqOFkDF5qqB3AplDFp7xjLoQxa/bmIamGI3vGEE/VqZ7aoJLKPRDCLaEmZ4Iha+IWWROiGqEqR8qCc0ECW6dKaBYCHaPKcQ6nGZrVqvwzdFhilmtYwifZlmKpGlizyqta5GC6BavDsk/HmnKcUVvSEXM6p1kWio7XujXSxhPPsBdJBmY6wm9dwaqUhqywUT7tBqvRMG1lRijSaqvPVW25SqrnOm68qp7So6k3lVCVim3xKq9Y5mHMugn4yqQpuT3UuqwUFh/M6m7y2mH+imgD61L5yacVi7CZpiRpFa7Q5q3CBmfdhl/zdaA2SrLHIx/79ibOIl+oJm4OC24vmyDZao0zmzYJq1EytrKjam9jxrBMMq//Cm7mmkIoy3NL9bPOILEzhmhXoipAN7RQG7VSO7VUW7VWe7VYm7Vau7Vc27Ve+7VgG7ZiO7YDcxAEADs=)

3、sa\_mask指定在信号处理程序执行过程中，哪些信号应当被阻塞。缺省情况下当前信号本身被阻塞，防止信号的嵌套发送，除非指定SA\_NODEFER或者SA\_NOMASK标志位。

注：请注意sa\_mask指定的信号阻塞的前提条件，是在由sigaction（）安装信号的处理函数执行过程中由sa\_mask指定的信号才被阻塞。

4、sa\_flags中包含了许多标志位，包括刚刚提到的SA\_NODEFER及SA\_NOMASK标志位。另一个比较重要的标志位是SA\_SIGINFO，当设定了该标志位时，表示信号附带的参数可以被传递到信号处理函数中，因此，应该为sigaction结构中的sa\_sigaction指定处理函数，而不应该为sa\_handler指定信号处理函数，否则，设置该标志变得毫无意义。即使为sa\_sigaction指定了信号处理函数，如果不设置SA\_SIGINFO，信号处理函数同样不能得到信号传递过来的数据，在信号处理函数中对这些信息的访问都将导致段错误（Segmentation fault）。

注：很多文献在阐述该标志位时都认为，如果设置了该标志位，就必须定义三参数信号处理函数。实际不是这样的，验证方法很简单：自己实现一个单一参数信号处理函数，并在程序中设置该标志位，可以察看程序的运行结果。实际上，可以把该标志位看成信号是否传递参数的开关，如果设置该位，则传递参数；否则，不传递参数。

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/index1.html#ibm-pcon)

**六、信号集及信号集操作函数：**

信号集被定义为一种数据类型：

|  |
| --- |
| typedef struct {  unsigned long sig[\_NSIG\_WORDS]；  } sigset\_t |

信号集用来描述信号的集合，linux所支持的所有信号可以全部或部分的出现在信号集中，主要与信号阻塞相关函数配合使用。下面是为信号集操作定义的相关函数：

|  |
| --- |
| #include <signal.h>  int sigemptyset(sigset\_t \*set)；  int sigfillset(sigset\_t \*set)；  int sigaddset(sigset\_t \*set, int signum)  int sigdelset(sigset\_t \*set, int signum)；  int sigismember(const sigset\_t \*set, int signum)；  sigemptyset(sigset\_t \*set)初始化由set指定的信号集，信号集里面的所有信号被清空；  sigfillset(sigset\_t \*set)调用该函数后，set指向的信号集中将包含linux支持的64种信号；  sigaddset(sigset\_t \*set, int signum)在set指向的信号集中加入signum信号；  sigdelset(sigset\_t \*set, int signum)在set指向的信号集中删除signum信号；  sigismember(const sigset\_t \*set, int signum)判定信号signum是否在set指向的信号集中。 |

[**回页首**](http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/index1.html#ibm-pcon)

**七、信号阻塞与信号未决:**

每个进程都有一个用来描述哪些信号递送到进程时将被阻塞的信号集，该信号集中的所有信号在递送到进程后都将被阻塞。下面是与信号阻塞相关的几个函数：

|  |
| --- |
| #include <signal.h>  int sigprocmask(int how, const sigset\_t \*set, sigset\_t \*oldset))；  int sigpending(sigset\_t \*set));  int sigsuspend(const sigset\_t \*mask))； |

sigprocmask()函数能够根据参数how来实现对信号集的操作，操作主要有三种：

|  |  |
| --- | --- |
| 参数how | 进程当前信号集 |
| SIG\_BLOCK | 在进程当前阻塞信号集中添加set指向信号集中的信号 |
| SIG\_UNBLOCK | 如果进程阻塞信号集中包含set指向信号集中的信号，则解除对该信号的阻塞 |
| SIG\_SETMASK | 更新进程阻塞信号集为set指向的信号集 |

sigpending(sigset\_t \*set))获得当前已递送到进程，却被阻塞的所有信号，在set指向的信号集中返回结果。

sigsuspend(const sigset\_t \*mask))用于在接收到某个信号之前, 临时用mask替换进程的信号掩码, 并暂停进程执行，直到收到信号为止。sigsuspend 返回后将恢复调用之前的信号掩码。信号处理函数完成后，进程将继续执行。该系统调用始终返回-1，并将errno设置为EINTR。

附录1：结构itimerval：

|  |
| --- |
| struct itimerval {  struct timeval it\_interval; /\* next value \*/  struct timeval it\_value; /\* current value \*/  };  struct timeval {  long tv\_sec; /\* seconds \*/  long tv\_usec; /\* microseconds \*/  }; |

附录2：三参数信号处理函数中第二个参数的说明性描述：

|  |
| --- |
| siginfo\_t {  int si\_signo; /\* 信号值，对所有信号有意义\*/  int si\_errno; /\* errno值，对所有信号有意义\*/  int si\_code; /\* 信号产生的原因，对所有信号有意义\*/  pid\_t si\_pid; /\* 发送信号的进程ID,对kill(2),实时信号以及SIGCHLD有意义 \*/  uid\_t si\_uid; /\* 发送信号进程的真实用户ID，对kill(2),实时信号以及SIGCHLD有意义 \*/  int si\_status; /\* 退出状态，对SIGCHLD有意义\*/  clock\_t si\_utime; /\* 用户消耗的时间，对SIGCHLD有意义 \*/  clock\_t si\_stime; /\* 内核消耗的时间，对SIGCHLD有意义 \*/  sigval\_t si\_value; /\* 信号值，对所有实时有意义，是一个联合数据结构，  /\*可以为一个整数（由si\_int标示，也可以为一个指针，由si\_ptr标示）\*/    void \* si\_addr; /\* 触发fault的内存地址，对SIGILL,SIGFPE,SIGSEGV,SIGBUS 信号有意义\*/  int si\_band; /\* 对SIGPOLL信号有意义 \*/  int si\_fd; /\* 对SIGPOLL信号有意义 \*/  } |

实际上，除了前三个元素外，其他元素组织在一个联合结构中，在联合数据结构中，又根据不同的信号组织成不同的结构。注释中提到的对某种信号有意义指的是，在该信号的处理函数中可以访问这些域来获得与信号相关的有意义的信息，只不过特定信号只对特定信息感兴趣而已。

**一、信号生命周期**

从信号发送到信号处理函数的执行完毕

对于一个完整的信号生命周期(从信号发送到相应的处理函数执行完毕)来说，可以分为三个重要的阶段，这三个阶段由四个重要事件来刻画：信号诞生；信号在进程中注册完毕；信号在进程中的注销完毕；信号处理函数执行完毕。相邻两个事件的时间间隔构成信号生命周期的一个阶段。

![http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/3.gif](data:image/gif;base64,R0lGODlhUgIiAJEAAAAAAP////4BAgAAACH5BAQUAP8ALAAAAABSAiIAAAL/jI+py+0Po5y02ouz3rz7D4biSJYmgKbqyrbuC8cy0M32jef6zqNhDwwKh7sP8YhMKocBmum5cG6k0KrVQq1dt1xIVvPtiscgWpis5ZzR7NEa827L0/S5/R5t4tX1vf8Sh/U3CGhEeIhmhlgRGNG4SPg4IQnpR/lwWalZmHnYqfC5yRbKQCo6ZoqQesqqqteaxwe7uOo6i1j7ertLochrsJr7KyKsO4yXW3w86OsgdfZysJYiXS0o62wN6lLarf1FzeKdAF4aTu3446VNzh0LamsM7CP+Hs9+DzxpiIkv7Y7vTQtVA605aXZvWpN68OzJ2xeISpiJrlQszPKsELYG/xId6vP4jR06Y9DMkYvl61GxiPk+ngTpMuM/mS5fbrMZ72DNcRt5UmwYsJ3FVwLhpbRX0pmMnWYuIcwTbWfNjkz9petpFODPizD0RY2Zs2u1rzp1XmWUlCPXFVafLdXzVRfVtQzhuhuqqFGyfmQdYkT5UeG4tA8L40Rp0YegOHphzqXL9iwmwWrXAW05GOjcx2YPByYqodNQzKQ9F1bpj6bchFIfSqzLczLl2LTl4UUc+W/FpWwjGzZtS/dipfN8Q1Z8mLNGLyNLLyw++vjWolMT+1Yu9edRyZOi/34OmWBBm9RJWh+N3XVy4M6FIneueLz0nPMami0b0i1Y1upl1//N+BhfxKnRFD0X2bacf+99t+AU+SCnWms4BbiaeGJlgwVDAgkTIISpWTaVZu49xVJosG3ogUzN1HPfZ8+V1WJFLo4FUDrxtSdjNwex+FZHT+EI0zYaqrVjbm8RNaRY51zHH43G4fddWEH8lhKPMRiUZFRLotekV//N5F2QQg6pI3TozABXhR6Gt9qKoG33T33mXWYigGES2Q939qWJUY0K8hAlagN+uF+cEUr3nnDBgaanIxfWJiZ4hFZoaGqPKhoSjgUCEWho2bhJp3B5ZeqVeAS1eRmadPbSKZtmRqcilQkqVRBjr742HokihogpScGVs2dneaLFYp7y9dUrTT7/eoZdg32Gw55V5txl7H9++mpUUIwaKM6PVCWbGYacGBstr0g2J+2wf1L4Uq+hMktqmq9CCmy7jILYy5PkaroeeSLJZRxp9Up5Z7kWwrpvukEd+mKxyt4rLKngvvPsowJi6O6EOzaKL63OJizhg/BiK7K4I9sbcWXEDgwYvyUvOmnIErJcasZAzltuxCWOFRDLAPoLJX2lZodUWxn82C5sMLu4M6uONtiqfPbuNhDS75pMda08R6kwR4ThVvC9XlbNNYJYO5lrZ1bfzBWkWAa8NKXcUagfpXDK66vPRsMRdbTO4krPkWeb5PaMMn+MMbLXGrZzXpKsBDKDNCet1Xyr1MosNOaax6myNzZLatuJ3KAZX5+Gy2k250IVfvEvwSyzB+Sw37HX7Lbjzcvrt8sh++6j8OP7MWuzonvwZPRuvBi1J5972ZoUzzwXyEd/xfLUwzL8KdBfX8X03D9h/feiZD9+H+KX4P35bgCv/vPOV7J9+8SoIz/67NePy/uQxI9/ivT3/z+sANAS+qOF+QbooDIgUIH+WyAzCpg/ATpwVhKcICPuZ8E5kG8T/Mug0zDowQ9WMITKQ9QSTqg0QKBwhSxcwg9aCMMYcipFMqyhDW+IggIAADs=)

下面阐述四个事件的实际意义：

1. 信号"诞生"。信号的诞生指的是触发信号的事件发生（如检测到硬件异常、定时器超时以及调用信号发送函数kill()或sigqueue()等）。
2. 信号在目标进程中"注册"；进程的task\_struct结构中有关于本进程中未决信号的数据成员：

|  |
| --- |
| struct sigpending pending：  struct sigpending{  struct sigqueue \*head, \*\*tail;  sigset\_t signal;  }; |

第三个成员是进程中所有未决信号集，第一、第二个成员分别指向一个sigqueue类型的结构链（称之为"未决信号信息链"）的首尾，信息链中的每个sigqueue结构刻画一个特定信号所携带的信息，并指向下一个sigqueue结构:

|  |
| --- |
| struct sigqueue{  struct sigqueue \*next;  siginfo\_t info;  } |

信号在进程中注册指的就是信号值加入到进程的未决信号集中（sigpending结构的第二个成员sigset\_t signal），并且信号所携带的信息被保留到未决信号信息链的某个sigqueue结构中。 只要信号在进程的未决信号集中，表明进程已经知道这些信号的存在，但还没来得及处理，或者该信号被进程阻塞。

**注：**   
当一个实时信号发送给一个进程时，不管该信号是否已经在进程中注册，都会被再注册一次，因此，信号不会丢失，因此，实时信号又叫做"可靠信号"。这意味着同一个实时信号可以在同一个进程的未决信号信息链中占有多个sigqueue结构（进程每收到一个实时信号，都会为它分配一个结构来登记该信号信息，并把该结构添加在未决信号链尾，即所有诞生的实时信号都会在目标进程中注册）；   
当一个非实时信号发送给一个进程时，如果该信号已经在进程中注册，则该信号将被丢弃，造成信号丢失。因此，非实时信号又叫做"不可靠信号"。这意味着同一个非实时信号在进程的未决信号信息链中，至多占有一个sigqueue结构（一个非实时信号诞生后，（1）、如果发现相同的信号已经在目标结构中注册，则不再注册，对于进程来说，相当于不知道本次信号发生，信号丢失；（2）、如果进程的未决信号中没有相同信号，则在进程中注册自己）。

1. 信号在进程中的注销。在目标进程执行过程中，会检测是否有信号等待处理（每次从系统空间返回到用户空间时都做这样的检查）。如果存在未决信号等待处理且该信号没有被进程阻塞，则在运行相应的信号处理函数前，进程会把信号在未决信号链中占有的结构卸掉。是否将信号从进程未决信号集中删除对于实时与非实时信号是不同的。对于非实时信号来说，由于在未决信号信息链中最多只占用一个sigqueue结构，因此该结构被释放后，应该把信号在进程未决信号集中删除（信号注销完毕）；而对于实时信号来说，可能在未决信号信息链中占用多个sigqueue结构，因此应该针对占用sigqueue结构的数目区别对待：如果只占用一个sigqueue结构（进程只收到该信号一次），则应该把信号在进程的未决信号集中删除（信号注销完毕）。否则，不应该在进程的未决信号集中删除该信号（信号注销完毕）。   
   进程在执行信号相应处理函数之前，首先要把信号在进程中注销。
2. 信号生命终止。进程注销信号后，立即执行相应的信号处理函数，执行完毕后，信号的本次发送对进程的影响彻底结束。

**注：**   
1）信号注册与否，与发送信号的函数（如kill()或sigqueue()等）以及信号安装函数（signal()及sigaction()）无关，只与信号值有关（信号值小于SIGRTMIN的信号最多只注册一次，信号值在SIGRTMIN及SIGRTMAX之间的信号，只要被进程接收到就被注册）。   
2）在信号被注销到相应的信号处理函数执行完毕这段时间内，如果进程又收到同一信号多次，则对实时信号来说，每一次都会在进程中注册；而对于非实时信号来说，无论收到多少次信号，都会视为只收到一个信号，只在进程中注册一次。
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**二、信号编程注意事项**

1. 防止不该丢失的信号丢失。如果对八中所提到的信号生命周期理解深刻的话，很容易知道信号会不会丢失，以及在哪里丢失。
2. **程序的可移植性**   
   考虑到程序的可移植性，应该尽量采用POSIX信号函数，POSIX信号函数主要分为两类：
   * POSIX 1003.1信号函数： Kill()、sigaction()、sigaddset()、sigdelset()、sigemptyset()、sigfillset()、sigismember()、sigpending()、sigprocmask()、sigsuspend()。
   * POSIX 1003.1b信号函数。POSIX 1003.1b在信号的实时性方面对POSIX 1003.1做了扩展，包括以下三个函数： sigqueue()、sigtimedwait()、sigwaitinfo()。 其中，sigqueue主要针对信号发送，而sigtimedwait及sigwaitinfo()主要用于取代sigsuspend()函数，后面有相应实例。

|  |
| --- |
| #include <signal.h>  int sigwaitinfo(sigset\_t \*set, siginfo\_t \*info). |

该函数与sigsuspend()类似，阻塞一个进程直到特定信号发生，但信号到来时不执行信号处理函数，而是返回信号值。因此为了避免执行相应的信号处理函数，必须在调用该函数前，使进程屏蔽掉set指向的信号，因此调用该函数的典型代码是：

|  |
| --- |
| sigset\_t newmask;  int rcvd\_sig;  siginfo\_t info;  sigemptyset(&newmask);  sigaddset(&newmask, SIGRTMIN);  sigprocmask(SIG\_BLOCK, &newmask, NULL);  rcvd\_sig = sigwaitinfo(&newmask, &info)  if (rcvd\_sig == -1) {  ..  } |

调用成功返回信号值，否则返回-1。sigtimedwait()功能相似，只不过增加了一个进程等待的时间。

1. **程序的稳定性。**   
   为了增强程序的稳定性，在信号处理函数中应使用可重入函数。

信号处理程序中应当使用可再入（可重入）函数（注：所谓可重入函数是指一个可以被多个任务调用的过程，任务在调用时不必担心数据是否会出错）。因为进程在收到信号后，就将跳转到信号处理函数去接着执行。如果信号处理函数中使用了不可重入函数，那么信号处理函数可能会修改原来进程中不应该被修改的数据，这样进程从信号处理函数中返回接着执行时，可能会出现不可预料的后果。不可再入函数在信号处理函数中被视为不安全函数。

满足下列条件的函数多数是不可再入的：（1）使用静态的数据结构，如getlogin()，gmtime()，getgrgid()，getgrnam()，getpwuid()以及getpwnam()等等；（2）函数实现时，调用了malloc（）或者free()函数；（3）实现时使用了标准I/O函数的。The Open Group视下列函数为可再入的：

\_exit（）、access（）、alarm（）、cfgetispeed（）、cfgetospeed（）、cfsetispeed（）、cfsetospeed（）、chdir（）、chmod（）、chown（） 、close（）、creat（）、dup（）、dup2（）、execle（）、execve（）、fcntl（）、fork（）、fpathconf（）、fstat（）、fsync（）、getegid（）、 geteuid（）、getgid（）、getgroups（）、getpgrp（）、getpid（）、getppid（）、getuid（）、kill（）、link（）、lseek（）、mkdir（）、mkfifo（）、 open（）、pathconf（）、pause（）、pipe（）、raise（）、read（）、rename（）、rmdir（）、setgid（）、setpgid（）、setsid（）、setuid（）、 sigaction（）、sigaddset（）、sigdelset（）、sigemptyset（）、sigfillset（）、sigismember（）、signal（）、sigpending（）、sigprocmask（）、sigsuspend（）、sleep（）、stat（）、sysconf（）、tcdrain（）、tcflow（）、tcflush（）、tcgetattr（）、tcgetpgrp（）、tcsendbreak（）、tcsetattr（）、tcsetpgrp（）、time（）、times（）、 umask（）、uname（）、unlink（）、utime（）、wait（）、waitpid（）、write（）。

即使信号处理函数使用的都是"安全函数"，同样要注意进入处理函数时，首先要保存errno的值，结束时，再恢复原值。因为，信号处理过程中，errno值随时可能被改变。另外，longjmp()以及siglongjmp()没有被列为可再入函数，因为不能保证紧接着两个函数的其它调用是安全的。
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**三、深入浅出：信号应用实例**

linux下的信号应用并没有想象的那么恐怖，程序员所要做的最多只有三件事情：

1. 安装信号（推荐使用sigaction()）；
2. 实现三参数信号处理函数，handler(int signal,struct siginfo \*info, void \*)；
3. 发送信号，推荐使用sigqueue()。

实际上，对有些信号来说，只要安装信号就足够了（信号处理方式采用缺省或忽略）。其他可能要做的无非是与信号集相关的几种操作。

**实例一：信号发送及处理**   
实现一个信号接收程序sigreceive（其中信号安装由sigaction（））。

|  |
| --- |
| #include <signal.h>  #include <sys/types.h>  #include <unistd.h>  void new\_op(int,siginfo\_t\*,void\*);  int main(int argc,char\*\*argv)  {  struct sigaction act;  int sig;  sig=atoi(argv[1]);    sigemptyset(&act.sa\_mask);  act.sa\_flags=SA\_SIGINFO;  act.sa\_sigaction=new\_op;    if(sigaction(sig,&act,NULL) < 0)  {  printf("install sigal error\n");  }    while(1)  {  sleep(2);  printf("wait for the signal\n");  }  }  void new\_op(int signum,siginfo\_t \*info,void \*myact)  {  printf("receive signal %d", signum);  sleep(5);  } |

说明，命令行参数为信号值，后台运行sigreceive signo &，可获得该进程的ID，假设为pid，然后再另一终端上运行kill -s signo pid验证信号的发送接收及处理。同时，可验证信号的排队问题。   
**注：**可以用sigqueue实现一个命令行信号发送程序sigqueuesend，见 [附录1](http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/index2.html#5)。

**实例二：信号传递附加信息**   
主要包括两个实例：

1. 向进程本身发送信号，并传递指针参数；

|  |
| --- |
| #include <signal.h>  #include <sys/types.h>  #include <unistd.h>  void new\_op(int,siginfo\_t\*,void\*);  int main(int argc,char\*\*argv)  {  struct sigaction act;  union sigval mysigval;  int i;  int sig;  pid\_t pid;  char data[10];  memset(data,0,sizeof(data));  for(i=0;i < 5;i++)  data[i]='2';  mysigval.sival\_ptr=data;    sig=atoi(argv[1]);  pid=getpid();    sigemptyset(&act.sa\_mask);  act.sa\_sigaction=new\_op;//三参数信号处理函数  act.sa\_flags=SA\_SIGINFO;//信息传递开关  if(sigaction(sig,&act,NULL) < 0)  {  printf("install sigal error\n");  }  while(1)  {  sleep(2);  printf("wait for the signal\n");  sigqueue(pid,sig,mysigval);//向本进程发送信号，并传递附加信息  }  }  void new\_op(int signum,siginfo\_t \*info,void \*myact)//三参数信号处理函数的实现  {  int i;  for(i=0;i<10;i++)  {  printf("%c\n ",(\*( (char\*)((\*info).si\_ptr)+i)));  }  printf("handle signal %d over;",signum);  } |

这个例子中，信号实现了附加信息的传递，信号究竟如何对这些信息进行处理则取决于具体的应用。

1. 2、 不同进程间传递整型参数：把1中的信号发送和接收放在两个程序中，并且在发送过程中传递整型参数。   
   信号接收程序：

|  |
| --- |
| #include <signal.h>  #include <sys/types.h>  #include <unistd.h>  void new\_op(int,siginfo\_t\*,void\*);  int main(int argc,char\*\*argv)  {  struct sigaction act;  int sig;  pid\_t pid;    pid=getpid();  sig=atoi(argv[1]);    sigemptyset(&act.sa\_mask);  act.sa\_sigaction=new\_op;  act.sa\_flags=SA\_SIGINFO;  if(sigaction(sig,&act,NULL)<0)  {  printf("install sigal error\n");  }  while(1)  {  sleep(2);  printf("wait for the signal\n");  }  }  void new\_op(int signum,siginfo\_t \*info,void \*myact)  {  printf("the int value is %d \n",info->si\_int);  } |

信号发送程序：命令行第二个参数为信号值，第三个参数为接收进程ID。

|  |
| --- |
| #include <signal.h>  #include <sys/time.h>  #include <unistd.h>  #include <sys/types.h>  main(int argc,char\*\*argv)  {  pid\_t pid;  int signum;  union sigval mysigval;  signum=atoi(argv[1]);  pid=(pid\_t)atoi(argv[2]);  mysigval.sival\_int=8;//不代表具体含义，只用于说明问题  if(sigqueue(pid,signum,mysigval)==-1)  printf("send error\n");  sleep(2);  } |

**注：**实例2的两个例子侧重点在于用信号来传递信息，目前关于在linux下通过信号传递信息的实例非常少，倒是Unix下有一些，但传递的基本上都是关于传递一个整数，传递指针的我还没看到。我一直没有实现不同进程间的指针传递（实际上更有意义），也许在实现方法上存在问题吧，请实现者email我。

**实例三：信号阻塞及信号集操作**

|  |
| --- |
| #include "signal.h"  #include "unistd.h"  static void my\_op(int);  main()  {  sigset\_t new\_mask,old\_mask,pending\_mask;  struct sigaction act;  sigemptyset(&act.sa\_mask);  act.sa\_flags=SA\_SIGINFO;  act.sa\_sigaction=(void\*)my\_op;  if(sigaction(SIGRTMIN+10,&act,NULL))  printf("install signal SIGRTMIN+10 error\n");  sigemptyset(&new\_mask);  sigaddset(&new\_mask,SIGRTMIN+10);  if(sigprocmask(SIG\_BLOCK, &new\_mask,&old\_mask))  printf("block signal SIGRTMIN+10 error\n");  sleep(10);  printf("now begin to get pending mask and unblock SIGRTMIN+10\n");  if(sigpending(&pending\_mask)<0)  printf("get pending mask error\n");  if(sigismember(&pending\_mask,SIGRTMIN+10))  printf("signal SIGRTMIN+10 is pending\n");  if(sigprocmask(SIG\_SETMASK,&old\_mask,NULL)<0)  printf("unblock signal error\n");  printf("signal unblocked\n");  sleep(10);  }  static void my\_op(int signum)  {  printf("receive signal %d \n",signum);  } |

编译该程序，并以后台方式运行。在另一终端向该进程发送信号(运行kill -s 42 pid，SIGRTMIN+10为42)，查看结果可以看出几个关键函数的运行机制，信号集相关操作比较简单。

**注：**在上面几个实例中，使用了printf()函数，只是作为诊断工具，pringf()函数是不可重入的，不应在信号处理函数中使用。
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**结束语：**

系统地对linux信号机制进行分析、总结使我受益匪浅！感谢王小乐等网友的支持！   
Comments and suggestions are greatly welcome!
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**附录1：**

用sigqueue实现的命令行信号发送程序sigqueuesend，命令行第二个参数是发送的信号值，第三个参数是接收该信号的进程ID，可以配合实例一使用：

|  |
| --- |
| #include <signal.h>  #include <sys/types.h>  #include <unistd.h>  int main(int argc,char\*\*argv)  {  pid\_t pid;  int sig;  sig=atoi(argv[1]);  pid=atoi(argv[2]);  sigqueue(pid,sig,NULL);  sleep(2);  } |

**参考资料**
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