Objective

**BOOTSTRAP, JAVASCRIPT, & JQUERY**

# Match Game

In this project, you will build a card-matching game using Bootstrap, JavaScript, and jQuery. You can view a demo of the final product in the browser to the right. The design specs for this project can be located [here](https://s3.amazonaws.com/codecademy-content/courses/freelance-1/unit-8/Match+Game/spec.png). To complete this project, you will have to apply the skills you acquired in this program and learn new concepts by reading documentation. Good luck!

Tasks

1/57Complete

Mark the tasks as complete by checking them offSetup Project

**1.**

Download and unzip the project skeleton located [here](https://s3.amazonaws.com/codecademy-content/courses/freelance-1/unit-8/Match+Game/F1U8PMatch_start.zip).

Hint

For help unzipping files, Google "How to unzip files" including the type of operating system you use (Windows, Mac, Linux).

**2.**

Open **index.html** in Google Chrome. Open the JavaScript console in Chrome DevTools and run MatchGameTests.runTests(). Tests for all of the empty methods will fail. As you implement these methods, more and more of the tests will pass and new tests may fail due to the ability to test previously untestable functionality. To complete this project, all of the tests must pass.

Hint

Review our article on running tests located [here](https://www.codecademy.com/articles/f1-u8-tdd).

Bootstrap HTML

**3.**

You will use Bootstrap to style your page. In **index.html** add a link to the Bootstrap CSS library.

Hint

Information on linking to Bootstrap can be found [here](https://www.codecademy.com/courses/freelance1-u7/lessons/bootstrap-intro/exercises/link-bootstrap).

**4.**

Add a Bootstrap container with one row.

Hint

Information on the Bootstrap grid system can be found [here](https://www.codecademy.com/courses/freelance1-u7/lessons/bootstrap-intro/exercises/bootstrap-grid-system-i).

**5.**

Within this row, add a div for the game instructions. Add the appropriate Bootstrap classes so this div takes up 1/4 of the container's width on devices with a screen width greater than 992 pixels and all of the container's width on devices narrower than 992 pixels.

Hint

The Bootstrap grid has twelve columns, so 1/4 of the container is three columns. More information on Bootstrap columns can be found [here](https://www.codecademy.com/courses/freelance1-u7/lessons/bootstrap-intro/exercises/bootstrap-grid-system-ii). Information about Bootstrap breakpoints can be found [here](http://getbootstrap.com/css/#grid-options).

**6.**

Within the same row, add a div for the game. This div should take up 3/4 of the container's width on devices with a screen width greater than 992 pixels and all of the container's width on devices narrower than 992 pixels. Add an ID of game to this element.

Hint

The Bootstrap grid has twelve columns, so 3/4 of the container is nine columns.

**7.**

Within the game instructions div, add heading and paragraph elements with the text from the design specs.

**8.**

Within the game div, add a Bootstrap row. This row will contain the game's cards.

**9.**

Add sixteen divs, representing cards, to the game row. Each of these elements should take up 1/4 of the row on all device sizes, and they should have a class of card.

**10.**

Finally, add the supplied favicon to the site. Congratulations, you've used Bootstrap to create and lay out all of the HTML you need! In the next section, you will finish styling the page with fonts and colors.

Hint

Information about adding favicons can be found [here](https://www.codecademy.com/articles/f1-u7a1-managing-assets).

Style HTML

**11.**

Before your Bootstrap link tag, link to a CSS reset.

Hint

Information on CSS resets can be found [here](https://www.codecademy.com/articles/f1-u5-browser-compatibility).

**12.**

Import the "Work Sans" font from Google Fonts and all font weights used in the design specs.

Hint

Information on loading Google Fonts can be found [here](https://www.codecademy.com/courses/freelance1-u6/lessons/typography/exercises/linking-fonts-i).

**13.**

Create and link to an empty **style.css** file.

**14.**

Within **style.css**, set the text color, background color, and font family specified in the design specs.

**15.**

Add space to the top of the page (see specs).

**16.**

Apply the correct font sizes and weights to the instruction text (as described in the spec).

**17.**

Set the height, background color, border, and border radius of the cards.

**18.**

Style what the cards look like when face up. Add a number inside the first card. Center and style the text based on the design specs. Ignore the face-up colors for now. We will add those using jQuery.

Hint

The Flexbox model can be used to easily horizontally and vertically center elements. More information on Flexbox can be found [here](https://www.codecademy.com/en/courses/freelance1-u4/lessons/f1-u4-flexbox/exercises/flexbox).

**19.**

In many browers, when you hover over the number on the card, your cursor turns into a [text cursor](https://s3.amazonaws.com/codecademy-content/courses/freelance-1/unit-8/Match+Game/text-cursor.png). This doesn't look good. Use the CSS [cursor](https://developer.mozilla.org/en-US/docs/Web/CSS/cursor) property so the pointer cursor is displayed when users hover over the cards.

Hint

The cursor value for the pointer cursor is pointer.

**20.**

Congratulations, your board is now fully styled and ready to become interactive! Delete the fake number value you added to the first card.

Implement .generateCardValues()

**21.**

During the following tasks you will implement the .generateCardValues() method. .generateCardValues() is a function that creates and returns an array of 8 randomly-ordered matching pairs of values that will represent the order of cards on the game board.

Think about the steps needed to implement this function. When you've laid them out, move on to the next task.

**22.**

These are our steps to implement this function:

1. Create a sequentially-ordered — in ascending order — array with two copies of every number from 1 through 8
2. Randomly transfer those values to a new array
3. Return the randomly-ordered array

Compare these steps to the ones you created to see how the approaches differed.

**23.**

In the next few tasks, you will generate the array of all possible values in order. In **match-game.js**, start the .generateCardValues() method by creating an empty array representing the unplaced, in-order card values.

Hint

Information on creating arrays can be found [here](https://www.codecademy.com/courses/freelance1-u8/lessons/intro-javascript/exercises/arrays-ii).

**24.**

Write a loop to iterate through each card value, 1 through 8.

Hint

A for loop is a good candidate for iterating through a series of values. Be sure to start your for loop at 1instead of 0. More information on for loops can be found [here](https://www.codecademy.com/en/courses/freelance1-u8/lessons/intro-javascript/exercises/loops-ii).

**25.**

Inside the loop, add the current value to your array of unplaced values, twice.

Hint

The [.push()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/push) method can be used to accomplish this task. The final array should look like [1, 1, 2, 2, 3, 3 ...].

**26.**

In the next few tasks you need to transfer the values from the unplaced values array to the randomly-ordered array. Create an empty array representing the randomly-ordered card values.

**27.**

Create a while loop that runs until the sequentially-ordered array is empty. Be careful not to run your code yet — this loop will never terminate!

Hint

Hint: More information on while loops can be found [here](https://www.codecademy.com/courses/freelance1-u8/projects/match-game?program_content_id=9d0eb34cfe69d4d6ff83d996cd8968c1&program_id=efb449bb9ec4230d67320c789f197ed5). The [length](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/length) property can be used to write the whileloop's condition.

**28.**

Within the loop, generate a random index in the array of in-order, unplaced values (a random number from 0 to the length of the unplaced values array). To accomplish this, use the [Math.random](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Math/random) method.

Hint

The documentation shows a few ways to generate a random number using Math.random, Math.ceil, and Math.floor. Since our minimum value is 0, we can ignore the minimum values in their solutions. With this in mind, here's one way to accomplish generating a random number from 0 to 3:

Math.floor(Math.random() \* 3);

**29.**

Access the value in the unplaced values array at the random index you just created. Add this value to the end of your randomly-placed values array.

Hint

More information on array access can be found [here](https://www.codecademy.com/en/courses/freelance1-u8/lessons/intro-javascript/exercises/arrays-ii).

**30.**

Remove the element at the random index from the sequentially-ordered values array. Use the [.splice()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/splice) method to accomplish this.

Hint

The following code removes one element from the second index of an array:

array.splice(2, 1);

**31.**

After both loops are complete, you will have a randomly-ordered array of every value on the board. Return the randomly-ordered array from the function.

Hint

Information on function returns can be found [here](https://www.codecademy.com/en/courses/freelance1-u8/lessons/intro-javascript/exercises/functions-and-method-ii).

**32.**

Open the JavaScript console and run your method MatchGame.generateCardValues() a few times to make sure it is working as intended. When you're confident, run MatchGameTests.runTests() to ensure that all of the .generateCardValues() tests now pass. Congratulations, you implemented all of the logic needed to create a random sequence of the game's cards!

Implement .renderCards()

**33.**

You now have a function that generates a board of random values. You need to turn these random values into visible cards on the web page.

In the next few tasks, you will implement a method called .renderCards() that takes an array of card values (cardValues) and a jQuery object representing the game ($game). .renderCards() will then create jQuery objects representing cards and add them to the game.

The method will store information about the value and color of each card as they are added. This information will be used by a different function that styles cards when they are flipped over.

Think about the steps needed to implement this function. When you''ve laid them out, move on to the next task.

**34.**

These are our steps to implement .renderCards():

1. Empty the $game object's HTML
2. Generate jQuery objects for each card, including data about the value, color, and flipped status of each card
3. Add the card objects to the $game object

Compare these steps to the ones you created to see how the approaches differed.

**35.**

Start the method by emptying the HTML of the $game object.

Hint

The [.empty()](http://api.jquery.com/empty/) method can accomplish this task.

**36.**

In the next few tasks, you will generate jQuery card objects for each value in the cardValues array. Start by looping through each value in the cardValues array argument.

**37.**

Inside the loop, create a jQuery object for a new card. This object should be instantiated — created — with the same HTML code you used to render a card in your **index.html** file.

Hint

Each card's HTML should look like the card in your **index.html** file: <div class="col-xs-3 card"></div>. More information on creating jQuery elements can be found [here](https://www.codecademy.com/courses/freelance1-u8/lessons/intro-jquery/exercises/jquery-html-ii).

**38.**

Using the [data](https://api.jquery.com/data/) method, add a data attribute representing the card's value on the new card object, setting the value of the data attribute equal to the value at the current index in the cardValues array.

Hint

$card.data('row', 1) would add a data attribute called 'row' with the value 1 to the $card object.

**39.**

In addition to knowing the card's value, you need to know whether or not the card has been flipped. Add a data attribute to the jQuery card object representing whether or not the card has been flipped. This value should default to false.

**40.**

Finally, each card value will have a unique color. Go to the beginning of your .renderCards() method and create an array containing the eight hsl values listed in the design specs as strings.

**41.**

Add a data attribute to the card to store its color. Set its color by matching the card's value to the color at a position in the color array. Since the values of the cards are 1 through 8, subtract 1 from the card's value to find the index of the corresponding color in our array.

**42.**

Your card now has all of the information it needs. Append the card object to $game.

Hint

The [.append()](http://api.jquery.com/append/) method can accomplish this task.

**43.**

You can now generate the HTML for a game. You will use your .generateCardValues() and .renderCards()methods to render the randomly-arranged cards to the page.

Add a $(document).ready statement to the top of **match-game.js** and call MatchGame.renderCards() inside of its callback function. Make sure to pass the .renderCards() method an array of randomly-ordered card values and a jQuery object containing our #game HTML element, created by MatchGame.generateCardValues(), as parameters.

Hint

Information on document.ready can be found [here](https://www.codecademy.com/en/courses/freelance1-u8/lessons/intro-jquery/exercises/jquery-ready). Information on calling functions can be found [here](https://www.codecademy.com/en/courses/freelance1-u8/lessons/intro-javascript/exercises/functions-and-method-ii).

**44.**

Congratulations, you created and rendered randomly-generated HTML using JavaScript! Since you are rendering the board in JavaScript, you can delete all of the HTML inside of the game HTML element in **index.html**. Refresh your page. The board should still be rendered even though there is no game HTML in the **index.html** file. Run the tests to ensure that all .renderCards() tests now pass.

Implement .flipCard() and Add Event Handler

**45.**

The final step is to implement .flipCard() which will add the dynamic behavior of flipping a card when it's selected and unflipping cards that don't match. This method takes two jQuery objects: the card being flipped, $card, and the game that is being played, $game. Think about the steps needed to implement this function. When you've laid them out, move on to the next task.

**46.**

These are our steps to implement this method:

1. Ensure that the card being flipped is not already flipped over
2. Modify the card being flipped so that it appears flipped over
3. Add the newly-flipped card to an array of flipped cards stored on the game object
4. Check if a match has been made when two cards have been flipped
5. Gray out the cards if a match is made
6. Flip the cards back over if a match isn't made
7. Clear the game's array of flipped cards to get ready for the next pair

Compare these steps to the ones you created to see how the approaches differed.

**47.**

To start, your game jQuery object will need information about which cards are flipped. At the top of the .renderCards() method, add a data attribute to $game which keeps track of the flipped cards. This should initialize — be initially set equal — to an empty array.

**48.**

In .flipCard(), you need to flip a card if it has not been previously flipped or do nothing if it has already been flipped.

Start the method by checking if the selected card is already flipped. This information should be stored in the data attribute that you specified in .renderCards(). If the card has already been flipped, return from the function so the function stops executing.

Hint

The data method can be used to access data as well. If you had set a "row" data attribute on a jQuery element, it could be accessed as follows: $card.data(''row'').

Information on control flow can be found [here](https://www.codecademy.com/en/courses/freelance1-u8/lessons/intro-javascript/exercises/conditional-statements-ii).

**49.**

If the card has not been flipped, modify it so it appears flipped over. Change the background color of the card to be the color stored on the card, change the text of the card to be the value stored on the card. Then, update the data on the card to indicate that it has been flipped over.

Hint

The [.css()](http://api.jquery.com/css/), [.text()](http://api.jquery.com/text/), and [.data()](http://api.jquery.com/data/) methods can be used to accomplish these tasks.

**50.**

At this point, flipping a card will render correctly, but you still need to check for a match when two cards have been flipped over. After you finish styling the flipped card in .flipCard(), push the card on to the end of the game object's array of flipped cards.

**51.**

Now, check if the game has two flipped cards.

**52.**

If two cards are flipped, check to see if they are the same value. If so, update the card's background color and color (see specs).

**53.**

If the two cards are not a match, flip them back over by resetting the background color, setting the text to an empty string, and updating the data to reflect that the card has not been flipped over.

**54.**

Finally, set the array of flipped cards on the game object to be a new, empty array, whether or not the cards were a match.

**55.**

Add an event listener at the end of .renderCards(). This listener should call .flipCard() whenever a card is clicked. Make sure to call .flipCard() with jQuery objects containing the card that was clicked and the #gameelement. Be careful to update just the card that was clicked, and not all elements with class card. It's important to create this event listener at the end of .renderCards() instead of document.ready because we can only guarantee that the cards will be created at the end of .renderCards(). If you try to attach click handlers to elements that don't exist, they will never be created.

Hint

Information on event handlers can be found [here](https://www.codecademy.com/en/courses/freelance1-u8/lessons/intro-jquery/exercises/event-handler-i).

**56.**

Refresh your page and try out the game. It should work, but you may notice that when a pair isn't found the cards automatically flip back over, not giving the user time to even look at the second card. Use [.setTimeout()](https://developer.mozilla.org/en-US/docs/Web/API/WindowOrWorkerGlobalScope/setTimeout) to add a delay to the flip.

Hint

With .setTimeout(), you can specify a certain amount of time for the program to wait before running a given block of code. The following code displays an alert pop-up after 1000 milliseconds:

setTimeout(function() { alert('Pop-up'); }, 1000);

You can use .setTimeout() to add a wait in flipCard before the cards get flipped back over. Find an amount of time that feels good to you; we used 350.

**57.**

Run the tests — they should all pass! Congratulations, you have a working card-matching game! Take some time customizing it to make it your own. Here are a few features you could add:

* Indicate that the user won when all pairs have been found
* Add a "Restart Game" button
* Only allow two cards to be visible at a time (currently the setTimeout allows users to click really quickly and see a few)
* Change card values to non-number values
* Add score or time
* Allow user to select from multiple board sizes
* Add sound effects
* Add flipping animations