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# Introduction

## System Description

請填入系統描述

提供QChat API資訊

## Purpose & Scope

請填入專案目的及範疇

透過API串接QChat

# iOS Function Description:

Base on Jpush官方所提供的Phonegap API實作QChat API

<https://github.com/jpush/jmessage-phonegap-plugin>

## 集成步骤

* 在线安装
* cordova plugin add jmessage-phonegap-plugin --variable APP\_KEY=your\_app\_key

或

cordova plugin add https://github.com/jpush/jmessage-phonegap-plugin.git --variable APP\_KEY=your\_app\_key

* 本地安装

cordova plugin add <Plugin Path> --variable APP\_KEY=your\_app\_key

## Demo

插件项目中的 /example 目录下包含一个简单的示例，如果想参考可以将目录下的所有文件拷贝到具体 Cordova 项目的 /assets/www/ 目录下。

API 統一說明：

* iOS 中跨應用介面均以 cross\_ 開頭，需要傳有效的 appkey，其餘方法的 appkey 參數一律傳 null
* 參數 successCallback、errorCallback 分別為成功、失敗回檔
* 參數名為 xxxArray 則傳陣列，其餘無特殊說明傳字串
* 調用示例：window.JMessage.funcName(args, successCallback, errorCallback);
* iOS API名稱列表與描述 (\*表示由QPLAY SERVER端控制)

*請列出所有會用上的Custom API, 以下為yellowpage的範例, 共會開發6支web service供QPlay使用*

|  |  |
| --- | --- |
| **Custom API名稱** | **描述** |
| \*login | 用戶登錄 |
| \*logout | 當前用戶退出登錄 |
| getMyInfo | 獲取我的資訊（當前登錄使用者） |
| getUserInfo | 獲取某使用者的資訊 |
| getUserInfoArray | 獲取使用者詳情（批量介面） |
| updateMyInfo | 獲取我的資訊（當前登錄使用者） |
| sendGroupTextMessage | 發送群聊文本消息 |
| sendGroupImageMessage | 發送群聊圖片消息 |
| getGroupConversationHistoryMessage | 獲取多條群聊消息（同步介面） |
| getAllUnreadCount | 獲取當前所有會話的未讀消息的總數 |
| clearGroupUnreadCount | 清除群聊會話未讀數 |
| \*sendFileMessage | 發送單聊、群聊檔消息 |
| \*sendLocationMessage | 發送地理位置消息 |
| \*createGroupIniOS | 創建群組 |
| updateGroupInfo | 修改群組資訊 |
| getGroupInfo | 獲取群組詳情（不包含群組成員） |
| myGroupArray | 獲取我的群組列表 |
| memberArray | 獲取當前群組成員列表 |
| \*addMembers | 添加群組成員 |
| \*removeMembers | 刪除群組成員 |
| exitGroup | 退出群組（當前用戶） |
| getFriendList | 獲取好友列表 |
| sendInvitationRequest | 發送添加好友請求 |
| acceptInvitation | 接受好友邀請 |
| rejectInvitation | 拒絕好友請求 |
| removeFriend | 刪除好友 |
| noDisturbList | 使用者免打擾清單 設置全域免打擾標識 |
| isSetGlobalNoDisturb | 獲取全域免打擾狀態 |
| setIsGlobalNoDisturb | 設置是否全域免打擾 |
| userSetIsNoDisturb | 設置用戶免打擾（支援跨應用設置） |
| groupSetIsNoDisturb | 設置群組消息免打擾 |
| ##DocumentEvent | 監聽所有事件 |

* Android API名稱列表與描述 (\*表示由QPLAY SERVER端控制)

|  |  |
| --- | --- |
| **Custom API名稱** | **描述** |
| \*login | 用戶登錄 |
| \*logout | 當前用戶退出登錄 |
| getMyInfo | 獲取我的資訊（當前登錄使用者） |
| getUserInfo | 獲取某使用者的資訊 |
| updateMyInfo | 更新我的資訊（當前登錄使用者） |
| updateMyAvatar | 更新当前用户头像。 |
| getUserAvatar | 获取指定用户的头像缩略图。 |
| getOriginalUserAvatar | 获取指定用户的头像原图，如果在上传用户头像时没有做约束，调用该方法可能会导致 OOM。 |
| sendGroupTextMessage | 發送群聊文本消息 |
| sendGroupImageMessage | 發送群聊圖片消息 |
| \*sendGroupFileMessage | 发送一条群聊文件消息。 |
| \*sendGroupLocationMessage | 发送一条群聊地址消息（可同时用于 iOS）。 |
| getOfflineMessages | 获取上次离线期间收到的离线消息。 |
| getLatestMessage | 获取指定会话中最近的消息。 |
| getHistoryMessages | 获取指定会话中从新到旧的部分历史消息。 |
| getAllMessages | 获取指定会话中的所有消息。 |
| getOriginImageInGroupConversation | 获取指定群聊会话中的指定图片消息原图，第一次调用时会从网络下载原图到本地。 |
| \*createGroup | 創建群組 (Android) |
| getGroupIDList | 得到当前用户加入的所有 Group ID。 |
| getGroupInfo | 获取群组信息。 |
| updateGroupName | 更新群组名称。 |
| updateGroupDescription | 更新群组说明。 |
| updateGroupDescription | 更新群组说明。 |
| \*addGroupMembers | 向群组中添加用户。 |
| \*removeGroupMembers | 从群组中删除指定用户。 |
| exitGroup | 退出群組（指定群組） |
| getGroupMembers | 获取指定群组中的所有用户信息。 |
| getFriendList | 獲取好友列表 |
| sendInvitationRequest | 發送添加好友請求 |
| acceptInvitation | 接受好友邀請 |
| declineInvitation | 拒绝好友请求。 |
| removeFromFriendList | 删除好友，调用后对方会触发 onContactDeleted 事件。 |
| jmessage.onInviteReceived | 收到好友邀请时触发。 |
| isGroupConversationExist | 判断指定群聊会话是否存在。 |
| getConversationList | 获取当前用户的所有会话列表。从本地数据库获得，同步返回。 |
| exitConversation | 退出当前会话。在退出会话界面时需要调用该函数，与 enterSingleConversation / enterGroupConversation 函数配套使用。 |
| enterGroupConversation | 进入特定群聊会话，调用后收到指定会话消息时不会再弹出通知。 |
| getGroupConversation | 获取和特定群组的群聊会话。 |
| getAllGroupConversation | 获取当前用户所有的群聊会话。 |
| setGroupConversationUnreadMessageCount | 设置指定单聊会话的未读消息数。 |
| ##DocumentEvent | 監聽所有事件 |

## User

### \*API - login

用户登录

#### 接口定义

window.JMessage.login(username, password, successCallback, errorCallback);

### API - logout

当前用户退出登录

#### 接口定义

window.JMessage.logout(successCallback, errorCallback);

### API - getMyInfo

获取我的信息（当前登录用户）

#### 接口定义

window.JMessage.getMyInfo(successCallback, errorCallback);

### API - getUserInfo

获取某用户的信息

#### 接口定义

window.JMessage.getUserInfo(username,successCallback, errorCallback);

### API - getUserInfoArray

获取用户详情（批量接口）

#### 接口定义

window.JMessage.getUserInfoArray(usernameArray, successCallback, errorCallback);

### API - updateMyInfo（与 Android 通用）

获取我的信息（当前登录用户）

#### 接口定义

window.JMessage.updateMyInfo(field, value, successCallback, errorCallback);

#### 参数说明

* userInfoField：需要更新的用户信息字段。包括：
  + nickname：昵称。
  + birthday：生日。
  + signature：个性签名。
  + gender：性别。
  + region：地区。
  + avatar : 头像。
* value：更新的值，当更新头像时，为图片路径。
* successCallback：获取成功的回调函数，无返回值。
* errorCallback：更新失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

## Message

### API - sendGroupTextMessage

发送群聊文本消息

#### 接口定义

window.JMessage.sendGroupTextMessage(groupId, text, successCallback, errorCallback);

### API - sendGroupImageMessage

发送群聊图片消息

#### 接口定义

window.JMessage.sendGroupImageMessage (groupId, imageUrl, successCallback, errorCallback);

## Conversation

### API - getGroupConversationHistoryMessage

获取多条群聊消息（同步接口）。参数同 [获取多条单聊消息](https://github.com/jpush/jmessage-phonegap-plugin/blob/master/doc/iOS_API.md#api---getsingleconversationhistorymessage)

#### 接口定义

window.JMessage.getGroupConversationHistoryMessage(groupId, from, limit, successCallback, errorCallback);

#### 参数说明

* from：开始的位置，null 表示从最初开始
* limit：获取的数量，null 表示不限
* 例：
  + from = nil, limit = nil，表示获取全部。相当于 allMessages
  + from = nil, limit = 100，表示从最新开始取 100 条记录
  + from = 100, limit = nil，表示从最新第 100 条开始，获取余下所有记录

### API - getAllGroupConversation

获取全部群聊会话信息

#### 接口定义

window.JMessage.getAllGroupConversation(successCallback, errorCallback);

### API - deleteGroupConversation

删除群聊会话

#### 接口定义

window.JMessage.deleteGroupConversation(groupId, successCallback, errorCallback);

### API - getAllUnreadCount

获取当前所有会话的未读消息的总数

#### 接口定义

window.JMessage.getAllUnreadCount(successCallback, errorCallback);

### API - clearGroupUnreadCount

清除群聊会话未读数

#### 接口定义

window.JMessage.clearGroupUnreadCount(groupId, successCallback, errorCallback);

### \*API - sendFileMessage

发送单聊、群聊文件消息

#### 接口定义

window.JMessage.sendFileMessage(name, appKey, single, filePath, fileName, successCallback, errorCallback);

#### 参数说明

* name：用户名或 groupId
* appkey：对方的 appkey
* single：string，单聊 "1"，群聊 "0"
* filePath：文件路径，/ 开头，不要添加 file: 等额外字符
* fileName：文件名

### \*API - sendLocationMessage

发送地理位置消息

#### 接口定义

window.JMessage.sendLocationMessage(name, appKey, single, latitude, longitude, scale, address, successCallback, errorCallback);

#### 参数说明

* name：用户名或 groupId
* appkey：对方的 appkey
* single：string，单聊 "1"，群聊 "0"
* latitude：string，纬度
* longitude：string，经度
* scale：缩放比例
* address：详细地址

## Group

### API - createGroupIniOS

创建群组

#### 接口定义

window.JMessage.createGroupIniOS(name, desc, memebersArray, successCallback, errorCallback);

### API - updateGroupInfo

修改群组信息

#### 接口定义

window.JMessage.updateGroupInfo(groupId, name, desc, successCallback, errorCallback);

#### 参数说明

* name：新名称
* desc：新描述

### API - getGroupInfo

获取群组详情（不包含群组成员）

#### 接口定义

window.JMessage.getGroupInfo(groupId, successCallback, errorCallback);

### API - myGroupArray

获取我的群组列表

#### 接口定义

window.JMessage.myGroupArray(successCallback, errorCallback);

### API - memberArray

获取当前群组成员列表

#### 接口定义

window.JMessage.memberArray(groupId, successCallback, errorCallback);

### API - addMembers

添加群组成员

#### 接口定义

window.JMessage.addMembers(groupId, memberArray, successCallback, errorCallback) ;

### API - removeMembers

删除群组成员

#### 接口定义

window.JMessage.removeMembers(groupId, memberArray, successCallback, errorCallback);

### API - exitGroup

退出群组（当前用户）

#### 接口定义

window.JMessage.exitGroup(groupId, successCallback, errorCallback);

## FriendManager

### API - getQFriendList

获取好友列表

### Custom API

**![](data:image/png;base64,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)**

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appens/getAuthority?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| app\_key | LayoutHeader | Required | string | 必填, 請填入專案所屬的app\_key  ex:  appens  appenstest  appensdev  後台會根據不同的專案獲取不同的Event, Basic info或是權限清單 |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><app\_key>appens</app\_key></LayoutHeader>

因為內文實質上是XML格式, 因此XML保留字元請先做HTMLENCODE

以下5個符號在http post之前需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: FlowER & IP Servers這樣的內文, 需轉換為FlowER &amp; IP Servers後再送出

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **資料名稱** | **母節點** | **是否必填** | **資料類型** | **描述** |
| Role | Content | Y | string | 登入者所屬的角色  目前只有三種  admin:有權限發送緊急通知, 也可以Close Event  supervisor:有權限查看所有通知, 但是沒有Close Event的功能  common:一般USER, 可以收通知, 可以完成子事件 |

\*\*\*\*\*\*\*可能有多重身分, 如下:

{

  "result\_code": 1,

  "content": {

    "RoleList": [

      "admin",

      "supervisor"

    ]

  }

}

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 014908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 014915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 014916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 014917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 014999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

#### 接口定义

window.JMessage.getFriendList(successCallback, errorCallback);

#### 参数说明

* username：对方用户名
* appkey：对方所在应用appkey，不传则默认是本应用
* reason：添加好友时的备注，可不填

### API - sendInvitationRequest

发送添加好友请求

#### 接口定义

window.JMessage.sendInvitationRequest(username, appkey, reason, successCallback, errorCallback);

### API - acceptInvitation

接受好友邀请

#### 接口定义

window.JMessage.acceptInvitation(username, appkey, successCallback, errorCallback);

### API - rejectInvitation

拒绝好友请求

#### 接口定义

window.JMessage.declineInvitation(username, appkey, reason, successCallback, errorCallback);

### API - removeFriend

删除好友

#### 接口定义

window.JMessage.removeFromFriendList(username, appkey, successCallback, errorCallback);

## Disturb

注：用户&群组的免打扰状态、群主 appkey、群最大成员数量在 API - getUserInfo/getGroupInfo 获取。

### \*API - noDisturbList

用户免打扰列表 设置全局免打扰标识

#### 接口定义

window.JMessage.getNoDisturblist(successCallback, errorCallback);

### \*API - isSetGlobalNoDisturb

获取全局免打扰状态

#### 接口定义

window.JMessage.getNoDisturbGlobal(successCallback, errorCallback);

### \*API - setIsGlobalNoDisturb

设置是否全局免打扰

#### 接口定义

window.JMessage.setNoDisturbGlobal(isGlobalNoDisturb, successCallback, errorCallback);

#### 参数说明

isGlobalNoDisturb：1 是/0 否

### \*API - userSetIsNoDisturb

设置用户免打扰（支持跨应用设置）

#### 接口定义

window.JMessage.setUserNoDisturb(username, appkey, isNoDisturb, successCallback, errorCallback);

## DocumentEvent

##### jmessage.onConversationChanged

会话信息变更通知

收到此通知后, 建议处理: 如果 App 当前在会话列表页，刷新整个列表；如果在聊天界面，刷新聊天标题。

##### jmessage.onUnreadChanged

全局未读数变更

##### jmessage.onGroupInfoChanged

群消息变更

##### jmessage.loginUserKicked

登录被踢，已过时，改用 jmessage.onReceiveNotificationEvent

##### jmessage.onReceiveMessage

收到消息

##### jmessage.onSendMessage

发送消息

##### jmessage.onReceiveImageData

收到图片消息

##### \*jmessage.onReceiveVoiceData

收到声音消息

##### \*jmessage.onReceiveFileData

收到文件消息

##### \*jmessage.onReceiveLocation

收到地理信息消息

##### jmessage.onReceiveNotificationEvent

通知事件

// 用户登录状态变更事件

/// 事件类型: 登录被踢

kJMSGEventNotificationLoginKicked = 1,

/// 事件类型: 非客户端修改密码强制登出事件

kJMSGEventNotificationServerAlterPassword = 2,

/// 事件类型：用户登录状态异常事件（需要重新登录）

kJMSGEventNotificationUserLoginStatusUnexpected = 70,

/// 事件类型：当前登录用户信息变更通知事件(非客户端修改)

kJMSGEventNotificationCurrentUserInfoChange = 40,

// 免打扰事件

/// 事件类型: 免打扰变更

kJMSGEventNotificationNoDisturbChange = 37,

/// 事件类型: 黑名单变更

kJMSGEventNotificationBlacklistChange = 38,

// 好友相关事件

/// 事件类型: 好友邀请相关

kJMSGEventNotificationFriendInvitation = 5,

/// 事件类型: 收到好友邀请

kJMSGEventNotificationReceiveFriendInvitation = 51,

/// 事件类型: 对方接受了你的好友邀请

kJMSGEventNotificationAcceptedFriendInvitation = 52,

/// 事件类型: 对方拒绝了你的好友邀请

kJMSGEventNotificationDeclinedFriendInvitation = 53,

/// 事件类型: 对方将你从好友中删除

kJMSGEventNotificationDeletedFriend = 6,

/// 事件类型：非客户端修改好友关系收到好友更新事件

kJMSGEventNotificationReceiveServerFriendUpdate = 7,

// 消息事件

/// 事件类型: 群组被创建

kJMSGEventNotificationCreateGroup = 8,

/// 事件类型: 退出群组

kJMSGEventNotificationExitGroup = 9,

/// 事件类型: 群组添加新成员

kJMSGEventNotificationAddGroupMembers = 10,

/// 事件类型: 群组成员被踢出

kJMSGEventNotificationRemoveGroupMembers = 11,

/// 事件类型: 群信息更新

kJMSGEventNotificationUpdateGroupInfo = 12

# Android Function Description:

Base on Jpush官方所提供的Phonegap API實作QChat API

<https://github.com/jpush/jmessage-phonegap-plugin>

## 集成步骤

* 在线安装
* cordova plugin add jmessage-phonegap-plugin --variable APP\_KEY=your\_app\_key

或

cordova plugin add https://github.com/jpush/jmessage-phonegap-plugin.git --variable APP\_KEY=your\_app\_key

* 本地安装

cordova plugin add <Plugin Path> --variable APP\_KEY=your\_app\_key

## Demo

插件项目中的 /example 目录下包含一个简单的示例，如果想参考可以将目录下的所有文件拷贝到具体 Cordova 项目的 /assets/www/ 目录下。

* Android API名稱列表與描述 (\*表示由QPLAY SERVER端控制)

|  |  |
| --- | --- |
| **Custom API名稱** | **描述** |
| \*login | 用戶登錄 |
| \*logout | 當前用戶退出登錄 |
| getMyInfo | 獲取我的資訊（當前登錄使用者） |
| getUserInfo | 獲取某使用者的資訊 |
| updateMyInfo | 更新我的資訊（當前登錄使用者） |
| updateMyAvatar | 更新当前用户头像。 |
| getUserAvatar | 获取指定用户的头像缩略图。 |
| getOriginalUserAvatar | 获取指定用户的头像原图，如果在上传用户头像时没有做约束，调用该方法可能会导致 OOM。 |
| sendGroupTextMessage | 發送群聊文本消息 |
| sendGroupImageMessage | 發送群聊圖片消息 |
| \*sendGroupFileMessage | 发送一条群聊文件消息。 |
| \*sendGroupLocationMessage | 发送一条群聊地址消息（可同时用于 iOS）。 |
| getOfflineMessages | 获取上次离线期间收到的离线消息。 |
| getLatestMessage | 获取指定会话中最近的消息。 |
| getHistoryMessages | 获取指定会话中从新到旧的部分历史消息。 |
| getAllMessages | 获取指定会话中的所有消息。 |
| getOriginImageInGroupConversation | 获取指定群聊会话中的指定图片消息原图，第一次调用时会从网络下载原图到本地。 |
| \*createGroup | 創建群組 (Android) |
| getGroupIDList | 得到当前用户加入的所有 Group ID。 |
| getGroupInfo | 获取群组信息。 |
| updateGroupName | 更新群组名称。 |
| updateGroupDescription | 更新群组说明。 |
| updateGroupDescription | 更新群组说明。 |
| \*addGroupMembers | 向群组中添加用户。 |
| \*removeGroupMembers | 从群组中删除指定用户。 |
| exitGroup | 退出群組（指定群組） |
| getGroupMembers | 获取指定群组中的所有用户信息。 |
| getFriendList | 獲取好友列表 |
| sendInvitationRequest | 發送添加好友請求 |
| acceptInvitation | 接受好友邀請 |
| declineInvitation | 拒绝好友请求。 |
| removeFromFriendList | 删除好友，调用后对方会触发 onContactDeleted 事件。 |
| jmessage.onInviteReceived | 收到好友邀请时触发。 |
| isGroupConversationExist | 判断指定群聊会话是否存在。 |
| getConversationList | 获取当前用户的所有会话列表。从本地数据库获得，同步返回。 |
| exitConversation | 退出当前会话。在退出会话界面时需要调用该函数，与 enterSingleConversation / enterGroupConversation 函数配套使用。 |
| enterGroupConversation | 进入特定群聊会话，调用后收到指定会话消息时不会再弹出通知。 |
| getGroupConversation | 获取和特定群组的群聊会话。 |
| getAllGroupConversation | 获取当前用户所有的群聊会话。 |
| setGroupConversationUnreadMessageCount | 设置指定单聊会话的未读消息数。 |
| ##DocumentEvent | 監聽所有事件 |

### \*login

用户登录。

#### 接口定义

window.JMessage.login(username, password, successCallback, errorCallback)

#### 参数定义

* username：用户名。
* password：密码。
* successCallback：登录成功的回调函数，无返回信息。
* errorCallback：登录失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.login('username', 'password',

function() {

// 登录成功。

}, function(errorStr) {

console.log(errorStr); // 输出错误信息。

});

### logout

用户登出。

#### 接口定义

window.JMessage.logout(successCallback, errorCallback)

#### 参数定义

* successCallback：登出成功的回调函数，无返回信息。
* errorCallback：登出失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.logout(function() {

// 登出成功。

}, function(errorStr) {

console.log(errorStr); // 输出错误信息。

});

## 用户属性维护

### getUserInfo

获取用户信息。

#### 接口定义

window.JMessage.getUserInfo(username, appKey, successCallback, errorCallback)

#### 参数说明

* username：用户名。
* appKey：目标用户所属应用的 AppKey，可以使用此参数获取不同应用下的用户信息。如果为空，默认获取当前应用下的用户信息。
* successCallback：获取成功的回调函数，返回用户信息对象的 JSON 字符串。
* errorCallback：获取失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.getUserInfo('username', null,

function(response) {

var userInfo = JSON.parse(response);

}, function(errorStr) {

console.log(errorStr); // 输出错误信息。

});

### getMyInfo

获取当前用户的信息。

#### 接口定义

window.JMessage.getMyInfo(successCallback, errorCallback)

#### 参数说明

* successCallback：获取成功的回调函数，返回当前用户信息对象的 JSON 字符串。
* errorCallback：获取失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.getMyInfo(function(response) {

var myInfo = JSON.parse(response);

}, function(errorStr) {

console.log(errorStr); // 输出错误信息。

});

### updateMyInfo

更新当前用户信息。

#### 接口定义

window.JMessage.updateMyInfo(userInfoField, value, successCallback, errorCallback)

#### 参数说明

* userInfoField：需要更新的用户信息字段。包括：
  + nickname：昵称。
  + birthday：生日。
  + signature：个性签名。
  + gender：性别。
  + region：地区。
  + avatar : 头像。
* value：更新的值，当更新头像时，为图片路径。
* successCallback：获取成功的回调函数，无返回值。
* errorCallback：更新失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.updateMyInfo('nickname', 'yourNickname',

function() {

// 更新成功。

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

### updateMyAvatar

更新当前用户头像。

#### 接口定义

window.JMessage.updateMyAvatar(avatarFileUrl, successCallback, errorCallback)

#### 参数说明

* avatarFileUrl：头像文件的 URL。
* successCallback：更新成功的回调函数，无返回值。
* errorCallback：更新失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.updateMyAvatar('avatarFileUrl', function() {

// 更新成功。

}, function(errorMsg) {

console.log(errorMsg);

});

### getUserAvatar

获取指定用户的头像缩略图。

#### 接口定义

window.JMessage.getUserAvatar(username, successCallback, errorCallback)

#### 参数说明

* username：指定用户的用户名，如果为空，默认就为当前用户。
* successCallback：以参数形式返回图片路径。
* errorCallback：以参数形式返回错误信息。

#### 代码示例

window.JMessage.getUserAvatar('targetUsername', function (path) {

// Success callback.

}, function (response) {

// Error callback.

})

### getOriginalUserAvatar

获取指定用户的头像原图，如果在上传用户头像时没有做约束，调用该方法可能会导致 OOM。

#### 接口定义

window.JMessage.getOriginalUserAvatar(username, successCallback, errorCallback)

#### 参数说明

* username：指定用户的用户名，如果为空，默认就为当前用户。
* successCallback：以参数形式返回图片路径。
* errorCallback：以参数形式返回错误信息。

#### 代码示例

window.JMessage.getOriginalUserAvatar('targetUsername', function (path) {

// Success callback.

}, function (response) {

// Error callback.

})

## 发送消息

### sendGroupTextMessage

发送一条群聊文本消息。

#### 接口定义

window.JMessage.sendGroupTextMessage(groupId, text, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID，数值类型。
* text：文本内容。
* successCallback：发送成功的回调函数，以参数形式返回消息对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.sendSingleTextMessage(5124132141, 'content',

function(response) {

var message = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

### sendGroupImageMessage

发送一条群聊图片消息。

#### 接口定义

window.JMessage.sendGroupTextMessage(groupId, imageUrl, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID，数值类型。
* imageUrl：图片文件的 URL。
* successCallback：发送成功的回调函数，以参数形式返回消息对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.sendGroupImageMessage(512412412, 'imageUrl',

function(response) {

var message = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

### \*sendGroupVoiceMessage

发送一条群聊语音消息。

#### 接口定义

window.JMessage.sendGroupVoiceMessage(groupId, voiceFileUrl, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID，数值类型。
* voiceFileUrl：语音文件的 URL。
* successCallback：发送成功的回调函数，以参数形式返回消息对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.sendGroupVoiceMessage(151231231, 'voiceFileUrl',

function(response) {

var message = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

### \*sendGroupLocationMessage

发送一条群聊地址消息（可同时用于 iOS）。

#### 接口定义

window.JMessage.sendSingleLocationMessage(groupId, latitude, longtitude, scale, address,

successCallback, errorCallback)

#### 参数说明

* groupId：long，群组 ID。
* latitude：double，纬度信息。
* longtitude：double，经度信息。
* scale：int，地图缩放比例。
* address：String，详细地址。
* successCallback：发送成功的回调函数，以参数形式返回消息对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

### \*sendGroupFileMessage

发送一条群聊文件消息。

#### 接口定义

window.JMessage.sendSingleFileMessage(groupId, filePath, fileName, successCallback, errorCallback)

#### 参数定义

* groupId：long，群组 ID。
* filePath：String，文件路径。
* fileName：String，文件名称，如果为空，则默认使用文件原名称。
* successCallback：发送成功的回调函数，以参数形式返回消息对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

## 获取历史消息

### getOfflineMessages

获取上次离线期间收到的离线消息。

#### 接口定义

window.JMessage.getOfflineMessages(successCallback, errorCallback)

#### 参数说明

* successCallback: 成功回调。以参数形式返回离线消息的 JSONArray。
* errorCallback：失败回调。以参数形式返回错误信息。

#### 代码示例

window.JMessage.getOfflineMessages(function (msgArr) {

var content = msgArr[0].content.text // 文本消息内容

}, function (errMsg) {

console.log(errMsg)

})

### getLatestMessage

获取指定会话中最近的消息。

#### 接口定义

window.JMessage.getLatestMessage(conversationType, value, appKey, successCallback, errorCallback)

#### 参数说明

* conversationType：会话类型。有"single", "group"两种。
* value：确定指定会话的参数。如果 conversationType 为 single，即为 username；如果为 group，则为 groupId。
* appKey：当 conversationType 为 single 时，目标用户所属应用的 AppKey。如果为空，默认获得本应用下的会话消息。
* successCallback：发送成功的回调函数，以参数形式返回消息对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.getLatestMessage('single', 'targetUsername', 'targetAppKey',

function(response) {

var msg = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

window.JMessage.getLatestMessage('group', 'targetGroupId', null,

function(response) {

var msg = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

### getHistoryMessages

获取指定会话中从新到旧的部分历史消息。

#### 接口定义

window.JMessage.getHistoryMessages(conversationType, value, appKey, from, limit, successCallback, errorCallback)

#### 参数说明

* conversationType：会话类型。有"single"，"group"两种。
* value：确定指定会话的参数。当会话类型为 single 时，为 username；会话类型为 group 时，则为 groupId。
* appKey：当 conversationType 为 single 时，目标会话用户所属应用的 AppKey。如果为空，默认获取本应用下的会话消息。
* from：从第几条开始获取历史消息。
* limit：要获取的历史消息数量。
* successCallback：发送成功的回调函数，以参数形式返回消息数组对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

// 获取从最新消息开始的 50 条历史消息。

window.JMessage.getHistoryMessages('single', 'targetUsername', 'targetAppKey', 0, 50,

function(response) {

var messages = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

window.JMessage.getHistoryMessages('group', 'targetGroupId', null, 0, 50,

function(response) {

var messages = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

### getAllMessages

获取指定会话中的所有消息。

#### 接口定义

window.JMessage.getAllMessages(conversationType, value, appKey, successCallback, errorCallback)

#### 参数说明

* conversationType：String，会话类型。有"single"，"group"两种。
* value：String，确定指定会话的参数。当会话类型为 single 时，为 username；会话类型为 group 时，则为 groupId。
* appKey：String，当 conversationType 为 single 时，目标会话用户所属应用的 AppKey。如果为空，默认获取本应用下的会话消息。
* successCallback：发送成功的回调函数，以参数形式返回消息数组对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.getAllMessages('single', 'targetUsername', 'targetAppKey',

function(response) {

var messages = JSON.parse(response)

}, function(errorMsg) {

console.log(errorMsg) // 输出错误信息。

})

window.JMessage.getAllMessages('group', 'targetGroupId', null,

function(response) {

var messages = JSON.parse(response)

}, function(errorMsg) {

console.log(errorMsg) // 输出错误信息。

})

### getOriginImageInGroupConversation

获取指定群聊会话中的指定图片消息原图，第一次调用时会从网络下载原图到本地。

#### 接口定义

window.JMessage.getOriginImageInGroupConversation(groupId, serverMessageId, successCallback, errorCallback)

#### 参数说明

* groupId：指定群聊会话的 Group ID。
* serverMessageId：图片消息的 serverMessageId。
* successCallback：以参数形式返回图片地址。
* errorCallback：以参数形式返回错误信息。

#### 代码示例

window.JMessage.getOriginImageInGroupConversation(151231241, 83708669, function (path) {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

## 好友关系

### sendInvitationRequest

发送添加好友请求。

#### 接口定义

window.JMessage.sendInvitationReques(targetUsername, targetUserAppkey, reason, successCallback, errorCallback)

#### 参数说明

* targetUsername：String，目标用户的用户名。
* targetUserAppkey：String，目标用户的 AppKey，如果为空则默认为本应用下的用户。
* reason：申请理由。
* successCallback：成功回调。
* errorCallback：错误回调，以参数形式返回错误信息。

### acceptInvitation

接受好友请求。

#### 接口定义

window.JMessage.acceptInvitation(targetUsername, targetUserAppkey, successCallback, errorCallback)

#### 参数说明

* targetUsername：String，目标用户的用户名。
* targetUserAppkey：String，目标用户的 AppKey，如果为空则默认为本应用下的用户。
* successCallback：成功回调。
* errorCallback：错误回调，以参数形式返回错误信息。

### declineInvitation

拒绝好友请求。

#### 接口定义

window.JMessage.declineInvitation(targetUsername, targetUserAppkey, reason, successCallback, errorCallback)

#### 参数说明

* targetUsername：String，目标用户的用户名。
* targetUserAppkey：String，目标用户的 AppKey，如果为空则默认为本应用下的用户。
* reason：String，拒绝理由。
* successCallback：成功回调。
* errorCallback：错误回调，以参数形式返回错误信息。

### getFriendList

获取当前登录用户的好友列表。

#### 接口定义

window.JMessage.getFriendList(successCallback, errorCallback)

#### 参数说明

* successCallback：成功回调，以参数形式返回好友信息数组的 JSON 字符串。
* errorCallback：错误回调，以参数形式返回错误信息。

### removeFromFriendList

删除好友，调用后对方会触发 onContactDeleted 事件。

#### 接口定义

window.JMessage.removeFromFriendList(targetUsername, targetUserAppkey, successCallback, errorCallback)

#### 参数说明

* targetUsername：String，目标用户的用户名。
* targetUserAppkey：String，目标用户的 AppKey，如果为空则默认为本应用下的用户。
* successCallback：成功回调。
* errorCallback：错误回调，以参数形式返回错误信息。

### jmessage.onInviteReceived

收到好友邀请时触发。

#### 参数说明

回调函数的参数为一个 JSON 数据字符串。其格式为：

{

reason：'', // 事件发生的理由，该字段由对方发起请求时所填，对方如果未填则将返回默认字符串

fromUsername: '', // 事件发送者的 username

fromAppKey: '' // 事件发送者的 AppKey

}

## 聊天会话

### isGroupConversationExist

判断指定群聊会话是否存在。

#### 接口定义

window.JMessage.isGroupConversationExist(groupId, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID，数值类型。
* successCallback：以参数形式返回结果。0: 不存在；1：存在。
* errorCallback：以参数形式返回错误信息。

### getConversationList

获取当前用户的所有会话列表。从本地数据库获得，同步返回。

#### 接口定义

window.JMessage.getConversationList(successCallback, errorCallback)

#### 参数说明

* successCallback：发送成功的回调函数，以参数形式返回会话数组对象的 JSON 字符串。
* [
* {
* "id": "56740fc3-25e0-468d-a490-d644470d63d2", // Conversation ID
* "latestType": "最近一条消息的类型",
* "latestText": "最近一条消息的内容",
* "targetId": "目标用户的用户名",
* "title": "会话标题",
* "type": "会话类型（single / group）",
* "unReadMsgCnt": 0, // 未读消息数
* "lastMsgDate": 1468983461848 // 最近消息的收到时间，单位为 ms
* }
* ]
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.getConversationList(function(response) {

var conversations = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

### exitConversation

退出当前会话。在退出会话界面时需要调用该函数，与 enterSingleConversation / enterGroupConversation 函数配套使用。

#### 接口定义

window.JMessage.exitConversation(successCallback, errorCallback)

#### 参数说明

* successCallback：发送成功的回调函数，无返回值。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

#### 代码示例

window.JMessage.exitConversation(function() {

// 退出成功。

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

### 群聊

#### enterGroupConversation

进入特定群聊会话，调用后收到指定会话消息时不会再弹出通知。

##### 接口定义

window.JMessage.enterGroupConversation(groupId, successCallback, errorCallback)

##### 参数说明

* groupId：目标群组 ID。
* successCallback：获取成功的回调函数，无返回值。
* errorCallback：获取失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

##### 代码示例

window.JMessage.enterGroupConversation('targetGroupId',

function() {

// 进入会话成功。

}, function(errorMsg) {

console.log(errorMsg)

})

#### getGroupConversation

获取和特定群组的群聊会话。

##### 接口定义

window.JMessage.getGroupConversation(groupId, successCallback, errorCallback)

##### 参数说明

* groupId：群组 ID。
* successCallback：发送成功的回调函数，以参数形式返回会话对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

##### 代码示例

window.JMessage.getGroupConversation('targetGroupId',

function(response) {

var groupConversation = JSON.parse(reponse);

}, function(errorMsg) {

console.log(errorMsg); // 输出错误信息。

});

#### getAllGroupConversation

获取当前用户所有的群聊会话。

##### 接口定义

window.JMessage.getAllGroupConversation(successCallback, errorCallback)

##### 参数说明

* successCallback：发送成功的回调函数，以参数形式返回会话列表对象的 JSON 字符串。
* errorCallback：发送失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

##### 代码示例

window.JMessage.getAllGroupConversation(function(response) {

var groupConversations = JSON.parse(response);

}, function(errorMsg) {

console.log(errorMsg);

});

#### deleteGroupConversation

删除指定的群聊会话。

##### 接口定义

window.JMessage.deleteGroupConversation(groupId, successCallback, errorCallback)

##### 参数说明

* groupId：群组 ID。
* successCallback：删除成功的回调函数，无返回值。
* errorCallback：删除失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

##### 代码示例

window.JMessage.deleteGroupConversation('targetGroupId',

function() {

}, function(errorMsg) {

console.log(errorMsg);

});

#### setGroupConversationUnreadMessageCount

设置指定单聊会话的未读消息数。

##### 接口定义

window.JMessage.setGroupConversationUnreadMessageCount(groupId, unreadCount, successCallback, errorCallback)

##### 参数说明

* groupId：群组 ID。
* unreadCount：未读消息数。
* successCallback：设置成功的回调函数，无返回值。
* errorCallback：设置失败的回调函数，以参数形式返回错误信息。如果为 null，默认打印失败信息日志。

##### 代码示例

window.JMessage.setGroupConversationUnreadMessageCount('targetGroupId', 10,

function() {

// 设置成功。

}, function(errorMsg) {

console.log(errorMsg);

});

## 群组

### createGroup

创建群组。

#### 接口定义

window.JMessage.createGroup(groupName, groupDesc, successCallback, errorCallback)

#### 参数说明

* groupName：群组名。
* groupDesc：群组描述。
* successCallback：以参数形式返回 group ID。
* errorCallback：以参数形式返回错误信息。

#### 代码示例

window.JMessage.createGroup('groupName', 'groupDesc', function (groupId) {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

### getGroupIDList

得到当前用户加入的所有 Group ID。

#### 接口定义

window.JMessage.getGroupIDList(successCallback, errorCallback)

#### 参数说明

* successCallback：以参数形式返回所有 Group ID 的 JSON 字符串。
* errorCallback：以参数形式返回错误信息。

#### 代码示例

window.JMessage.getGroupIDList(function (json) {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

### getGroupInfo

获取群组信息。

#### 接口定义

window.JMessage.getGroupInfo(groupId, successCallback, errorCallback)

#### 参数说明

* groupId：目标群组的 ID。
* successCallback：以参数形式返回群组信息的 JSON 字符串。
* errorCallback：以参数形式返回错误信息。

#### 代码示例

window.JMessage.getGroupInfo(1512314121, function (json) {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

### updateGroupName

更新群组名称。

#### 接口定义

window.JMessage.updateGroupName(groupId, groupNewName, successCallback, errorCallback)

#### 参数说明

* groupId：long，群组 ID。
* groupNewName：String，群组新名称。
* successCallback：无返回值。
* errorCallback：以参数形式返回错误信息。

#### 代码示例

window.JMessage.updateGroupName(14123123, 'newName', function () {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

### \*updateGroupDescription

更新群组说明。

#### 接口定义

window.JMessage.updateGroupDescription(groupId, groupNewDesc, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID。
* groupNewDesc：群组描述。
* successCallback：无返回值。
* errorCallback：以参数形式返回错误码。

#### 代码示例

window.JMessage.updateGroupDescription(115123121, 'newDesc', function () {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

### addGroupMembers

向群组中添加用户。

#### 接口定义

window.JMessage.addGroupMembers(groupId, usernameStr, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID。
* usernameStr：要添加的用户名字符串，形如：'username1,username2'。
* successCallback：无返回值。
* errorCallback：以参数形式返回错误码。

#### 代码示例

window.JMessage.addGroupMembers(15131231, 'username1,username2', function () {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

### removeGroupMembers

从群组中删除指定用户。

#### 接口定义

window.JMessage.removeGroupMembers(groupId, usernameStr, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID。
* usernameStr：要删除的用户名字符串，形如：'username1,username2'。
* successCallback：无返回值。
* errorCallback：以参数形式返回错误码。

#### 代码示例

window.JMessage.addGroupMembers(15131231, 'username1,username2', function () {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

### exitGroup

退出指定群组。

#### 接口定义

window.JMessage.exitGroup(groupId, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID。
* successCallback：无返回值。
* errorCallback：以参数形式返回错误码。

#### 代码示例

window.JMessage.addGroupMembers(15131231, function () {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

### getGroupMembers

获取指定群组中的所有用户信息。

#### 接口定义

window.JMessage.getGroupMembers(groupId, successCallback, errorCallback)

#### 参数说明

* groupId：群组 ID。
* successCallback：以参数形式返回用户信息的 JSON 字符串。
* errorCallback：以参数形式返回错误码。

#### 代码示例

window.JMessage.getGroupMembers(15131231, function (json) {

// Success callback.

}, function (errorMsg) {

// Error callback.

})

## 事件处理

### 消息事件

#### 消息对象的 JSON 数据格式

{

"content": {

"text": "content",

"booleanExtras": { },

"contentType": "text",

"extras": {

"a": { }

},

"numExtras": { },

"stringExtras": { // 附加字段。

"key1": "value1",

"key2": "value2"

}

},

"contentType": "text",

"createTimeInSeconds": 1466496463,

"direct": "receive",

"fromAppkey": "fromUserAppKey",

"fromType": "user",

"fromUser": {

"address": "",

"appkey": "yourAppKey",

"birthday": "",

"gender": "0",

"mGender": "male",

"nickname": "targetNickname",

"noteText": "",

"notename": "",

"region": "",

"signature": "",

"userName": "testUsername",

"userID": testUserID,

"blacklist": 0,

"noDisturb": 0,

"star": 0,

"avatarPath": "/data/user/0/io.cordova.hellocordova/files/images/small-avatar/avatarName" // 发送用户的头像缩略图。

},

"from\_platform": "a",

"msgTypeString": "text",

"serverMessageId": 73511240,

"status": "receive\_success",

"targetAppkey": "targetAppkey",

"targetInfo": {

"address": "",

"appkey": "targetAppKey",

"birthday": "",

"gender": "0",

"mGender": "female",

"nickname": "testNickname",

"noteText": "",

"notename": "",

"region": "",

"signature": "",

"userName": "testUsername",

"userID": testUserID,

"blacklist": 0,

"noDisturb": 0,

"star": 0,

"avatarPath": "/data/user/0/io.cordova.hellocordova/files/images/small-avatar/avatarName" // 接收用户的头像缩略图。

},

"targetName": "",

"targetType": "single",

"version": 1,

"\_id": 7,

"createTimeInMillis": 1466496463000

}

#### jmessage.onSyncOfflineMessage（同时适用于 iOS）

当在上次离线期间收到消息时触发。

##### 代码示例

document.addEventListener('jmessage.onSyncOfflineMessage', function (evnet) {

var conversation = event.conversation // 会话对象

var messageArr = event.messageList // 离线消息数组

}, false)

#### jmessage.onOpenMessage

点击通知栏中的消息通知时触发。

##### 代码示例

document.addEventListener('jmessage.onOpenMessage', function(msg) {

}, false);

#### jmessage.onReceiveMessage

收到消息时触发。

##### 代码示例

document.addEventListener('jmessage.onReceiveMessage', function(msg) {

}, false);

#### jmessage.onReceiveTextMessage

收到文本消息触发。

##### 代码示例

document.addEventListener('jmessage.onReceiveTextMessage', function(msg) {

}, false);

#### jmessage.onReceiveImageMessage

收到图片消息触发。

##### 代码示例

document.addEventListener('jmessage.onReceiveImageMessage', function(msg) {

}, false);

#### jmessage.onReceiveVoiceMessage

收到语音消息触发。

##### 代码示例

document.addEventListener('jmessage.onReceiveVoicetMessage', function(msg) {

}, false);

#### jmessage.onReceiveCustomMessage

收到自定义消息触发。

##### 代码示例

document.addEventListener('jmessage.onReceiveCustomMessage', function(msg) {

}, false);

### 用户状态变更事件

#### jmessage.onUserPasswordChanged

当用户密码在服务器端被修改时触发。

##### 代码示例

document.addEventListener('jmessage.onUserPasswordChanged', yourFunction, false);

#### jmessage.onUserLogout

当用户换设备登录时触发。

##### 代码示例

document.addEventListener('jmessage.onUserLogout', yourFunction, false);

#### jmessage.onUserDeleted

当用户被删除时触发。

##### 代码示例

document.addEventListener('jmessage.onUserDeleted', yourFunction, false);

### 群组事件

#### jmessage.onGroupMemberAdded

群成员加群时触发。

##### 代码示例

document.addEventListener('jmessage.onGroupMemberAdded', yourFunction, false);

#### jmessage.onGroupMemberRemoved

群成员被踢时触发。

##### 代码示例

document.addEventListener('jmessage.onGroupMemberRemoved', yourFunction, false);

#### jmessage.onGroupMemberExit

群成员退群时触发。

##### 代码示例

document.addEventListener('jmessage.onGroupMemberExit', yourFunction, false);

### 好友事件

#### jmessage.onInviteReceived

当收到添加好友申请。

#### jmessage.onInviteAccepted

当前用户发送的好友请求被接受。

#### jmessage.onInviteDeclined

当前用户发送的好友请求被拒绝。

#### jmessage.onContactDeleted

当对方将你从好友列表中删除。

# QChat Custom API

## 好友管理

### getQList

#### 接口定義

透過此API可以獲得集團內的人員基本資料

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/getQList?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| search\_type | LayoutHeader | Required | string | 1:name  2:department  3:only same department  只找尋同公司同部門的人 |
| search\_string | LayoutHeader | Required | string | 當search\_type = 1 or 2時, search\_string欄位必填  當search\_type=3時, search\_string是非必填  會直接按emp\_no查找相同公司,相同部門的人  必填, 請填入要搜尋的字串  ex:  steven  steven.yan  yan  也可以填入部門碼:  ex: BI  後台會根據模糊查詢返回結果 |
| friend\_only | LayoutHeader | Required | string | 必填  Y:只找朋友  N:全找 |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><search\_string>steven</search\_string><friend\_only>N</friend\_only></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **資料名稱** | **母節點** | **出現次數** | **資料類型** | **描述** |
| user\_list | Content | 0-1 | Container |  |
| name | user\_list | 0-N | string | 回傳AD帳號  ex:Steven.Yan  字首皆是大寫 |
| registered | user\_list | 0-N | string | 目前有兩種狀態, 表達是否已經註冊過qplay,  N表示沒有註冊過qplay, 可以寄送邀請函請對方安裝qplay  Y:registered user  N:non-register user |
| status | user\_list | 0-N | string | 目前有三種狀態:  0:無狀態  1:已是好友  2:送出交友邀請中  3:拒絕邀請 |
| protected | user\_list | 0-N | string | 目前有兩種狀態:  Y:protect user  N:normal user |
| emp\_no | user\_list | 0-N | String | 員工工號 |
| domain | user\_list | 0-N | String | 員工所屬domain  ex:Qgroup, BenQ |
| site\_code | user\_list | 0-N | String | 員工所屬地區  ex:QTY,QTT,QCS |
| email | user\_list | 0-N | String | Email |
| ext\_no | user\_list | 0-N | String | 分機 |
| memo | user\_list | 0-N | String | User的狀態消息 |
| portrait\_path | user\_list | 0-N | String | 大頭照的縮圖路徑URL |
| over\_threshold | Content | 0-1 | String | Y=搜尋結果超過預計筆數  N=搜尋結果不超過預計筆數 |

Check point:

* + - 1. 回傳結果, 只抓qp\_user.status=Y
      2. Registered=Y的判斷條件, 須以register\_message為主

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025998 | 查無資料 | No Data | 查无資料 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_protect\_user**

**qp\_user**

### getQFriend

#### 接口定義

透過此API可以獲得登入者的所有朋友名單, 包含保護名單已經成為朋友者

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/getQFriend?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| search\_string | LayoutHeader | Optional | string | 選填  如果沒放就回傳所有朋友  請填入要搜尋的字串  ex:  steven  steven.yan  yan  也可以填入部門碼:  ex: BI  後台會根據模糊查詢返回結果 |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><search\_string>steven</search\_string></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **資料名稱** | **母節點** | **出現次數** | **資料類型** | **描述** |
| user\_list | Content | 0-1 | Container |  |
| name | user\_list | 0-N | string | 回傳AD帳號  ex:Steven.Yan  字首皆是大寫 |
| registered | user\_list | 0-N | string | 目前有兩種狀態:  Y:registered user  N:non-register user |
| status | user\_list | 0-N | string | 目前有三種狀態:  0:無狀態  1:已是好友  2:送出交友邀請中  3:拒絕邀請 |
| protected | user\_list | 0-N | string | 目前有兩種狀態:  Y:protect user  N:normal user |
| emp\_no | user\_list | 0-N | String | 員工工號 |
| domain | user\_list | 0-N | String | 員工所屬domain  ex:Qgroup, BenQ |
| site\_code | user\_list | 0-N | String | 員工所屬地區  ex:QTY,QTT,QCS |
| email | user\_list | 0-N | String | Email |
| ext\_no | user\_list | 0-N | String | 分機 |
| memo | user\_list | 0-N | String | User的狀態消息 |
| portrait\_path | user\_list | 0-N | String | 大頭照的縮圖路徑URL |
| over\_threshold | Content | 0-1 | String | Y=搜尋結果超過預計筆數  N=搜尋結果不超過預計筆數 |

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025998 | 查無資料 | No Data | 查无資料 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_protect\_user**

**qp\_user**

### setQFriend

#### 接口定義

透過API設定為好友, 比較貼近設定為我的最愛的概念, 只能針對非保護名單設定好友

保護名單需要使用sendQInvitation這支API送出邀請

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/setQFriend?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| destination\_emp\_no | LayoutHeader | Required | string | 必填, 請填入完整的工號  會從後台比對, 如果不符合則會reject |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><destination\_emp\_no>1607279</destination\_emp\_no></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025921 | 要設定的好友工號不存在 | The destination employee number is invalid | 要设定的好友工号不存在 |
| 025922 | 要設定的好友是保護名單 | The destination employee number is protect user | 要设定的好友是保护名单 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_protect\_user**

**qp\_user**

### sendQInvitation

#### 接口定義

透過此API送出交友邀請

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/sendQInvitation?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| destination\_emp\_no | LayoutHeader | Required | string | 必填, 請填入完整的工號  會從後台比對, 如果不符合則會reject |
| reason | LayoutHeader | Optional | string | 請求理由 |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><destination\_emp\_no>1607279</destination\_emp\_no><reason>QPlay Project</reason></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025921 | 要設定的好友工號不存在 | The destination employee number is invalid | 要设定的好友工号不存在 |
| 025923 | 要設定對象已經是好友 | You cannot send the invitation to friends. | 要设定对象已经是好友 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_protect\_user**

**qp\_user**

### sendQInstall

#### 接口定義

透過此API送出安裝邀請

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/sendQInstall?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| destination\_emp\_no | LayoutHeader | Required | string | 必填, 請填入完整的工號  會從後台比對, 如果不符合則會reject |
| reason | LayoutHeader | Optional | string | 請求理由 |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><destination\_emp\_no>1607279</destination\_emp\_no><reason>Discussion requirement</reason></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025921 | 要設定的好友工號不存在 | The destination employee number is invalid | 要设定的好友工号不存在 |
| 025924 | 要邀請的好友已經註冊過QPlay | The destination employee already registered | 要邀请的好友已经注册过QPlay |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_protect\_user**

**qp\_user**

### getQUserDetail

#### 接口定義

透過此API可以獲得人員的詳細資訊, 包含分機號碼等

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/getQUserDetail?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| destination\_emp\_no | LayoutHeader | Required | string | 必填, 請填入完整的工號  會從後台比對, 如果不符合則會reject |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><destination\_emp\_no>0407731</destination\_emp\_no></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **資料名稱** | **母節點** | **出現次數** | **資料類型** | **描述** |
| name | Content | 0-1 | string | 回傳AD帳號  ex:Steven.Yan  字首皆是大寫 |
| registered | Content | 0-1 | string | 目前有兩種狀態:  Y:registered user  N:non-register user |
| status | Content | 0-1 | string | 目前有三種狀態:  0:無狀態  1:已是好友  2:送出交友邀請中  3:拒絕邀請 |
| protected | Content | 0-1 | string | 目前有兩種狀態:  Y:protect user  N:normal user |
| ~~loginid~~ | ~~content~~ | ~~0-1~~ | ~~String~~ | ~~員工AD帳號~~  ~~ex:steven.yan~~ |
| emp\_no | content | 0-1 | String | 員工工號 |
| domain | content | 0-1 | String | 員工所屬domain  ex:Qgroup, BenQ |
| site\_code | content | 0-1 | String | 員工所屬地區  ex:QTY,QTT,QCS |
| email | content | 0-1 | String | Email |
| ext\_no | content | 0-1 | String | 分機 |
| memo | content | 0-1 | String | User的狀態消息 |
| portrait\_path | content | 0-1 | String | 大頭照的縮圖路徑URL  ex:  https://qplay.benq.com/qplayApi/public/portrait/original/0407731/0407731\_portrait.jpg |

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025998 | 查無資料 | No Data | 查无資料 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_qchat\_user\_detail**

### setQUserDetail

#### 接口定義

透過此API可以設定人員的memo

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

<https://qplay.benq.com/qplayApi/public/v101/custom/appim/setQUserDetail?lang=en-us&uuid=xxxxx>

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| destination\_emp\_no | LayoutHeader | Required | string | 必填, 請填入被修改人員的完整工號  會從後台比對, 如果不符合則會reject |
| memo | LayoutHeader | Optional | string | User的狀態消息 |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><destination\_emp\_no>0407731</destination\_emp\_no><memo>下周請假</memo></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025925 | 不得修改他人資料 | Cannot modify other people’s basic information | 不得修改他人数据 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**若emp\_no及destination\_emp\_no不一致, 則回拋025925**

**影響DB**

**qp\_qchat\_user\_detail**

### ~~setQUserAvator~~ (不使用)

#### 接口定義

透過此API可以設定人員的大頭照

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

<https://qplay.benq.com/qplayApi/public/v101/custom/appim/setQUserAvator?lang=en-us&uuid=xxxxx>

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | **multipart/form-data** |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| portrait\_data | NA | Required | string | 大頭照 |

範例:

<89504e47 0d0a1a0a 0000000d 49484452 000000b4 000000b4 08020000 00b2af91 65000020 00494441 5478012c dd79b724 6b7616f6 8c888c88 8c9c8733 55ddb1d5 6a0db486 06218401 ......

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_qchat\_user\_detail**

### removeQFriend

#### 接口定義

透過此API刪除好友

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/removeQFriend?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| destination\_emp\_no | LayoutHeader | Required | string | 必填, 請填入完整的工號  會從後台比對, 如果不符合則會reject |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><destination\_emp\_no>1607279</destination\_emp\_no></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025921 | 要設定的好友工號不存在 | The destination employee number is invalid | 要设定的好友工号不存在 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_protect\_user**

**qp\_user**

### acceptQInvitation

#### 接口定義

接受交友邀請

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/acceptQInvitation?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| source\_emp\_no | LayoutHeader | Required | string | 必填, 請填入欲接受的發送者工號  會從後台比對, 如果不符合則會reject |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><source\_emp\_no>1607279</source\_emp\_no></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025921 | 要設定的好友工號不存在 | The destination employee number is invalid | 要设定的好友工号不存在 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_protect\_user**

**qp\_user**

### rejectQInvitation

#### 接口定義

拒絕交友邀請

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/rejectQInvitation?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| source\_emp\_no | LayoutHeader | Required | string | 必填, 請填入欲拒絕的發送者工號  會從後台比對, 如果不符合則會reject |
| reason | LayoutHeader | Optional | string | 拒絕的理由 |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><source\_emp\_no>1607279</source\_emp\_no></LayoutHeader>

因為post body內文實質上是XML格式, 因此XML某些保留字元需要先做HTMLENCODE

以下5個符號在http post之前, 各節點的value如果有含以下左邊原始保留字元, 需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: <event\_title>FlowER & IP Servers</event\_title>這樣的內文, 需轉換為<event\_title>FlowER &amp; IP Servers</event\_title>後再送出, &符號需要處理

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025921 | 要設定的好友工號不存在 | The destination employee number is invalid | 要设定的好友工号不存在 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_protect\_user**

**qp\_user**

## 聊天室管理

### newQChatroom

#### 接口定義

透過此API可以新增聊天室

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/newQChatroom?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 手機持有人的員工工號 |
| lang | LayoutHeader | Required | string | ex:en-us |
| need\_push | LayoutHeader | Required | string | 是否需要推播  ex:Y, N |
| app\_key | LayoutHeader | Required | string | ex:appim |
| chatroom\_name | LayoutHeader | Required | string | 聊天室標題 |
| chatroom\_desc | LayoutHeader | Required | string | 聊天室描述, 用來存放給local讀取的資訊  ex:  是否需要歷史訊息  群聊或是私聊  定義如下:  need\_history=Y;group\_message=Y |
| member\_list | LayoutHeader | Required | Container |  |
| destination\_emp\_no | member\_list | Required | string | 欲新增的聊天室成員  可以有多個  <destination\_emp\_no>0407732</destination\_emp\_no>  <destination\_emp\_no>0407733</destination\_emp\_no>  <destination\_emp\_no>0407734</destination\_emp\_no> |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><lang>en-us</lang><need\_push>Y</need\_push>

<app\_key>appim</app\_key>

<chatroom\_name>這是一個聊天室</chatroom\_title>

<chatroom\_desc>need\_history=Y;group\_message=Y</chatroom\_desc>

<member\_list>

<destination\_emp\_no>0407732</destination\_emp\_no>

<destination\_emp\_no>0407733</destination\_emp\_no>

<destination\_emp\_no>0407734</destination\_emp\_no>

</member\_list>

</LayoutHeader>

因為內文實質上是XML格式, 因此XML保留字元請先做HTMLENCODE

以下5個符號在http post之前需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: FlowER & IP Servers這樣的內文, 需轉換為FlowER &amp; IP Servers後再送出

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **資料名稱** | **母節點** | **出現次數** | **資料類型** | **描述** |
| group\_id | Content | 0-1 | string | 聊天室編號 |

Check Point:

增加qp\_chatroom.member欄位(nvarchar(250)), 如果request body的chatroom\_desc內容中group\_message=N, 代表是私聊, 創建完聊天室後, 需要將聊天室中兩人的工號寫進qp\_chatroom.member, ex:0407731,0305002

* 1. 當要新增聊天室前, 如果需要先檢查是否已經存在兩人的私聊, 也就是檢查qp\_chatroom.member, 已存在既有的工號組合, 則不新建聊天室, 取舊的聊天室groupid回傳給APP

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025918 | 新增聊天室失敗, 成員未註冊 | New chatroom failed, member not registered | 新增聊天室失败, 成员未注册 |
| 025919 | 傳入的成員不存在 | Chatroom member invalid | 传入的成员不存在 |
| 025926 | 保護名單必須是好友才能聊天 | You cannot invite the protected user who is not your friend | 保护名单必须是好友才能聊天 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_user**

**qp\_chatroom**

**\*\*\*後台實際找Jmessage更新的方式如下**

#### REQUEST URL

POST /v1/groups/

Example Request

{

"owner\_username": "tom",

"name": "群聊天室",

"members\_username": ["eddie", "annie"],

"desc": "运动"

}

Request Params

* owner\_username （必填）群主username
* name （必填）群组名字
  + 支持的字符：全部，包括 Emoji。
* members\_username 成员 username
* avatar （选填）群组头像，上传接口所获得的media\_id
* desc （选填） 群描述
  + 支持的字符：全部，包括 Emoji。

Example Response

< HTTP/1.1 201 Created

< Content-Type: application/json

<

{

"gid":12345,

"owner\_username": 123456,

"name": "display\_name",

"members\_username": [],

"desc":"doubi",

"MaxMemberCount" = 500,

"mtime" = "2014-07-01 00:00:00",

"ctime"="2014-06-05 00:00:00"

}

|  |  |  |
| --- | --- | --- |
| **Response参数** | **參數說明** | **字符长度限制** |
| name | 群组名称 | Byte(0~64) |
| desc | 群组描述 | Byte(0~250) |
| owner\_username | 群主的username | Byte(4-128) |
| MaxMemberCount | 群组默认500人 |  |
| ctime | 创建时间 |  |
| mtime | 最后修改时间 |  |
| avatar | 群组头像 |  |

### setQChatroom

#### 接口定義

透過此API可以修改聊天室標題及描述

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/setQChatroom?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 手機持有人的員工工號 |
| group\_id | LayoutHeader | Required | string | 聊天室編號 |
| chatroom\_name | LayoutHeader | Optional | string | 聊天室名稱 |
| chatroom\_desc | LayoutHeader | Optional | string | 聊天室描述, 用來存放給local讀取的資訊  ex:  是否需要歷史訊息  群聊或是私聊  定義如下:  need\_history=Y;group\_message=Y |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><group\_id>1000000</group\_id><chatroom\_name>聊天室名稱</chatroom\_name><chatroom\_desc>need\_history=Y;group\_message=Y</chatroom\_desc>

</LayoutHeader>

因為內文實質上是XML格式, 因此XML保留字元請先做HTMLENCODE

以下5個符號在http post之前需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: FlowER & IP Servers這樣的內文, 需轉換為FlowER &amp; IP Servers後再送出

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025903 | 必填欄位缺失 | Mandatory Field Lost | 必填字段缺失 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025920 | 傳入的聊天室編號無法識別 | The chatroom id is invalid | 传入的聊天室编号无法识别 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_user**

**qp\_chatroom**

**\*\*\*後台實際找Jmessage更新的方式如下**

#### REQUEST URL

PUT https://api.im.jpush.cn/v1/groups/{Group id}

Request Method (特別注意是https PUT)

**PUT** /v1/groups/{Group id}

Request Headers

(參數大小寫要一致)

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| Content-Type | 必填 | application/json |
| Authorization | 必填 | Basic base64(appKey:masterSecret)  其中 base64\_auth\_string 的生成算法为：base64(appKey:masterSecret) 即，对 appKey 加上冒号，加上 masterSecret 拼装起来的字符串，再做 base64 转换 |

Request Body

{ "desc" : "**need\_history=Y;group\_message=Y**" }

body參數說明:

* name 群名称
* desc 群描述
* need\_history, QChat自行定義的參數, 是否需要歷史訊息
* group\_message, QChat自行定義的參數, 是否為群聊

Example Response

HTTP/1.1 204 NO Content

**\*\*\*http回應碼為204, 如果已經正確更新的話, 回應204, 否則回應其他code**

### addQMember

#### 接口定義

透過此API可以新增成員

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/addQMember?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 新增聊天室人員的員工工號 |
| lang | LayoutHeader | Required | string | ex:en-us |
| need\_push | LayoutHeader | Required | string | 是否需要推播  ex:Y, N |
| app\_key | LayoutHeader | Required | string | ex:appim |
| group\_id | LayoutHeader | Required | string | 聊天室編號 |
| member\_list | LayoutHeader | Required | Container |  |
| destination\_emp\_no | member\_list | Required | string | 欲新增的聊天室成員  可以有多個  <destination\_emp\_no>0407732</destination\_emp\_no>  <destination\_emp\_no>0407733</destination\_emp\_no>  <destination\_emp\_no>0407734</destination\_emp\_no> |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><lang>en-us</lang><need\_push>Y</need\_push>

<app\_key>appim</app\_key>

<member\_list>

<destination\_emp\_no>0407732</destination\_emp\_no>

<destination\_emp\_no>0407733</destination\_emp\_no>

<destination\_emp\_no>0407734</destination\_emp\_no>

</member\_list>

</LayoutHeader>

因為內文實質上是XML格式, 因此XML保留字元請先做HTMLENCODE

以下5個符號在http post之前需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: FlowER & IP Servers這樣的內文, 需轉換為FlowER &amp; IP Servers後再送出

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025918 | 新增聊天室失敗, 成員未註冊 | New chatroom failed, member not registered | 新增聊天室失败, 成员未注册 |
| 025919 | 傳入的成員不存在 | Chatroom member invalid | 传入的成员不存在 |
| 025920 | 傳入的聊天室編號無法識別 | The chatroom id is invalid | 传入的聊天室编号无法识别 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_user**

**qp\_chatroom**

**\*\*\*後台實際找Jmessage更新的方式如下**

**\*\*\*請注意:批量增加与删除某 gid 群组的成员。群组成员将收到增加与删除成员的通知。**

#### REQUEST URL

POST https://api.im.jpush.cn/v1/groups/{Group id}/members

Request Method

**POST** https://api.im.jpush.cn/v1/groups/{Group id}/members

Request Headers

(參數大小寫要一致)

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| Content-Type | 必填 | application/json |
| Authorization | 必填 | Basic base64(appKey:masterSecret)  其中 base64\_auth\_string 的生成算法为：base64(appKey:masterSecret) 即，对 appKey 加上冒号，加上 masterSecret 拼装起来的字符串，再做 base64 转换 |

Request Body

{

"add":[

"Steven.Yan", "Cleo.W.Chan"

],

"remove":[

"Alan.Tu", "Darren.K.Ti"

]

}

body參數說明:

* 將要新增的人, 填在add區塊內
* 將要移出的人, 填在remove區塊內

如果只要新增, 不要移出, 則post body如下:

{

"add":[

"Steven.Yan", "Cleo.W.Chan"

],

"remove":[

]

}

Example Response

HTTP/1.1 204 NO Content

**\*\*\*http回應碼為204, 如果已經正確更新的話, 回應204, 否則回應其他code**

### removeQMember

#### 接口定義

透過此API可以移除成員

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/removeQMember?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 新增聊天室人員的員工工號 |
| lang | LayoutHeader | Required | string | ex:en-us |
| need\_push | LayoutHeader | Required | string | 是否需要推播  ex:Y, N |
| app\_key | LayoutHeader | Required | string | ex:appim |
| group\_id | LayoutHeader | Required | string | 聊天室編號 |
| member\_list | LayoutHeader | Required | Container |  |
| destination\_emp\_no | member\_list | Required | string | 欲移除的聊天室成員  可以有多個一次移除  <destination\_emp\_no>0407732</destination\_emp\_no>  <destination\_emp\_no>0407733</destination\_emp\_no>  <destination\_emp\_no>0407734</destination\_emp\_no> |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><lang>en-us</lang><need\_push>Y</need\_push>

<app\_key>appim</app\_key>

<member\_list>

<destination\_emp\_no>0407732</destination\_emp\_no>

<destination\_emp\_no>0407733</destination\_emp\_no>

<destination\_emp\_no>0407734</destination\_emp\_no>

</member\_list>

</LayoutHeader>

因為內文實質上是XML格式, 因此XML保留字元請先做HTMLENCODE

以下5個符號在http post之前需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: FlowER & IP Servers這樣的內文, 需轉換為FlowER &amp; IP Servers後再送出

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025918 | 新增聊天室失敗, 成員未註冊 | New chatroom failed, member not registered | 新增聊天室失败, 成员未注册 |
| 025919 | 傳入的成員不存在 | Chatroom member invalid | 传入的成员不存在 |
| 025920 | 傳入的聊天室編號無法識別 | The chatroom id is invalid | 传入的聊天室编号无法识别 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_friend\_matrix**

**qp\_user**

**qp\_chatroom**

**\*\*\*後台實際找Jmessage更新的方式如下**

**\*\*\*請注意:批量增加与删除某 gid 群组的成员。群组成员将收到增加与删除成员的通知。**

#### REQUEST URL

POST https://api.im.jpush.cn/v1/groups/{Group id}/members

Request Method

**POST** https://api.im.jpush.cn/v1/groups/{Group id}/members

Request Headers

(參數大小寫要一致)

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| Content-Type | 必填 | application/json |
| Authorization | 必填 | Basic base64(appKey:masterSecret)  其中 base64\_auth\_string 的生成算法为：base64(appKey:masterSecret) 即，对 appKey 加上冒号，加上 masterSecret 拼装起来的字符串，再做 base64 转换 |

Request Body

{

"add":[

"Steven.Yan", "Cleo.W.Chan"

],

"remove":[

"Alan.Tu", "Darren.K.Ti"

]

}

body參數說明:

* 將要新增的人, 填在add區塊內
* 將要移出的人, 填在remove區塊內

如果只要移出, 不要新增, 則post body如下:

{

"add":[

],

"remove":[

"Alan.Tu", "Darren.K.Ti"

]

}

Example Response

HTTP/1.1 204 NO Content

**\*\*\*http回應碼為204, 如果已經正確更新的話, 回應204, 否則回應其他code**

### getQGroupHistoryMessage

#### 接口定義

透過此API可以從QPlay端獲得單一聊天室內的歷史訊息

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/getQGroupHistoryMessage?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 使用者的員工工號 |
| group\_id | LayoutHeader | Required | string | 聊天室編號 |
| begin\_time | LayoutHeader | Optional | string | unix時間搓記, 13位  要找尋的歷史訊息的起始時間, 單位到毫秒 |
| end\_time | LayoutHeader | Optional | string | unix時間搓記, 13位  要找尋的歷史訊息的結束時間, 單位到毫秒 |
| cursor | LayoutHeader | Optional | string | 選填  當放入cursor時表示要用cursor找尋從cursor發生的時間點之後的聊天訊息 |

範例:

<LayoutHeader><emp\_no>0407731</emp\_no><group\_id>10122896</ group\_id><begin\_time> 1499999186000 </begin\_time><end\_time> 1499999286000</end\_time><cursor>B83D77056DD96A5AB890DB3960E1EA4D </cursor></LayoutHeader>

因為內文實質上是XML格式, 因此XML保留字元請先做HTMLENCODE

以下5個符號在http post之前需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: FlowER & IP Servers這樣的內文, 需轉換為FlowER &amp; IP Servers後再送出

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **資料名稱** | **母節點** | **出現次數** | **資料類型** | **描述** |
| total | Content | 1 | string | 此次查詢區間的總筆數 |
| cursor | Content | 1 | string | 這次查詢的指標, 若不是第一次獲取歷史資料的話, 可以用cursor查 |
| count | Content | 1 | string | 此次Json回傳的訊息筆數 |
| messages | Content | 1-N | container | 訊息container |
| set\_from\_name | messages | 0-1 | int | 目前固定是0 |
| from\_platform | messages | 0-1 | string | 发送方平台。  可选项： a - Android, i - iOS, w - WinPhone, web - Web |
| target\_name | messages | 0-1 | string | 接收者的展示名 |
| msg\_type | messages | 0-1 | string | 选项：text, voice, image, custom |
| version | messages | 0-1 | int | 协议版本号。第一版本：1，以此类推。 |
| target\_id | messages | 0-1 | string | 接收者ID。  可能值：${username}, ${gid}  接收方可用此字段，校验消息是不是发给自己的。  目前群聊, 只會有gid |
| sui\_mtime | messages | 0-1 | int |  |
| from\_appkey | messages | 0-1 | string | 發送端的Jpush app key  由 JPush Web Portal 生成的 24位字符串。字母或者数字，不区分大小写 |
| from\_name | messages | 0-1 | string | 发送方展示名。 |
| msg\_body | messages | 0-1 | container | body container |
| text | msg\_body | 0-1 | string | msg\_type =text時, 才有這個節點  顯示:聊天訊息 |
| height | msg\_body | 0-1 | int | msg\_type = image時, 才有這個節點  顯示:原图片调度。 |
| hash | msg\_body | 0-1 | string | msg\_type = image時, 才有這個節點  顯示:hash code |
| width | msg\_body | 0-1 | int | msg\_type = image時, 才有這個節點  顯示:原图片宽度。 |
| media\_id | msg\_body | 0-1 | string | msg\_type = image時, 才有這個節點  顯示:媒体文件上传到得到的KEY，用于生成下载URL。 |
| qplay\_media\_path | msg\_body | 0-1 | string | qplay server端保存圖片的URL路徑 |
| qplay\_thumb\_path | msg\_body | 0-1 | string | qplay server端保存圖片縮圖的URL路徑 |
| fsize | msg\_body | 0-1 | int | msg\_type = image時, 才有這個節點  顯示:文件大小（字节数） |
| media\_crc32 | msg\_body | 0-1 | int | msg\_type = image時, 才有這個節點  顯示:文件的 CRC32 校验码。 |
| from\_id | messages | 0-1 | string | 发送者 username |
| from\_type | messages | 0-1 | string | 发送方来源。  选项：user, robot, admin, ...。可用于扩展特定消息来源。  用户只允许发送 from\_type = user 的消息。 |
| create\_time | messages | 0-1 | int | 消息发送时间。  精确到秒 |
| target\_type | messages | 0-1 | string | 选项：single, group  群聊都是group |
| msgid | messages | 0-1 | int | 訊息主體的流水號, unique key |
| msg\_ctime | messages | 0-1 | int | // 服务器接收到消息的时间，单位毫秒 |
| msg\_level | messages | 0-1 | int | // 0代表应用内消息 1代表跨应用消息 |

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

**qp\_history**

**qp\_history\_file**

### getQGroupHistoryMessageJob (後台JOB專用)

#### 接口定義

透過此API可以從JMessage端獲得全部聊天室內的歷史訊息, 此API只有後台同步資料使用

#### 參數說明

1. API網址

https://report.im.jpush.cn/v2/messages?count=1000&begin\_time={begin\_time}&end\_time={end\_time}&cursor=${cursor}

1. 傳遞參數方法：

HTTPS GET

1. 網址列傳遞參數：

* count （必填）每次查询的总条数 一次最多1000
* begin\_time (必填) 记录开始时间 格式 yyyy-MM-dd HH:mm:ss 设置筛选条件大于等于begin time
* end\_time (必填) 记录结束时间 格式 yyyy-MM-dd HH:mm:ss 设置筛选条件下于等于end time
* begin\_time end\_time 之间最大范围不得超过7天
* cursor  当第一次请求后如果后面有数据，会返回一个cursor回来用这个获取接下来的消息 (cursor 有效时间是120s，过期后需要重第一个请求获取，重新遍历)
* 查询的消息按发送时间升序排序

**\*\*\*使用此接口，传递给JMessage的URL需要经过URL Encode处理，例如时间格式中的空格需要被转义为 %20**

1. Http request headers (參數大小寫要一致)

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| Content-Type | 必填 | application/json |
| Authorization | 必填 | Basic base64(appKey:masterSecret)  其中 base64\_auth\_string 的生成算法为：base64(appKey:masterSecret) 即，对 appKey 加上冒号，加上 masterSecret 拼装起来的字符串，再做 base64 转换 |

1. Http request body:

NA

1. Response body:

{

"total": 3000, "cursor":"APSK234ASDKQWE", "count": 1,

"messages": [

{ "target\_type": "single",

"msg\_type": "text",

"target\_name": "",

"target\_id": "10010648",

"from\_id": "868802000386631",

"from\_name": "868802000386631",

"from\_type": "user",

"from\_platform": "a",

"msg\_body": {

"text": "text",

"extras": { }

},

"create\_time": 1446016259,

"version": 1,

"msgid": 13242735,

"msg\_level" : 0, // 0代表应用内消息 1代表跨应用消息

"msg\_ctime" : 1466866468352 // 服务器接收到消息的时间，单位毫秒

}

]

}

**Response資料說明：**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **資料名稱** | **母節點** | **出現次數** | **資料類型** | **描述** |
| total | Content | 1 | string | 此次查詢區間的總筆數 |
| cursor | Content | 1 | string | 這次查詢的指標, 在120sec內要重複查詢的話, 可以用cursor查  如果查詢區間的資料超過count參數的數量, 則可以用cursor查詢剩下的資料, 直到數量傳完為止 |
| count | Content | 1 | string | 此次Json回傳的訊息筆數 |
| messages | Content | 1-N | container | 訊息container |
| set\_from\_name | messages | 0-1 | int | 目前固定是0 |
| from\_platform | messages | 0-1 | string | 发送方平台。  可选项： a - Android, i - iOS, w - WinPhone, web - Web |
| target\_name | messages | 0-1 | string | 接收者的展示名 |
| msg\_type | messages | 0-1 | string | 选项：text, voice, image, custom |
| version | messages | 0-1 | int | 协议版本号。第一版本：1，以此类推。 |
| target\_id | messages | 0-1 | string | 接收者ID。  可能值：${username}, ${gid}  接收方可用此字段，校验消息是不是发给自己的。  目前群聊, 只會有gid |
| sui\_mtime | messages | 0-1 | int |  |
| from\_appkey | messages | 0-1 | string | 發送端的Jpush app key  由 JPush Web Portal 生成的 24位字符串。字母或者数字，不区分大小写 |
| from\_name | messages | 0-1 | string | 发送方展示名。 |
| msg\_body | messages | 0-1 | container | body container |
| text | msg\_body | 0-1 | string | msg\_type =text時, 才有這個節點  顯示:聊天訊息 |
| height | msg\_body | 0-1 | int | msg\_type = image時, 才有這個節點  顯示:原图片调度。 |
| hash | msg\_body | 0-1 | string | msg\_type = image時, 才有這個節點  顯示:hash code |
| width | msg\_body | 0-1 | int | msg\_type = image時, 才有這個節點  顯示:原图片宽度。 |
| media\_id | msg\_body | 0-1 | string | msg\_type = image時, 才有這個節點  顯示:媒体文件上传到得到的KEY，用于生成下载URL。 |
| fsize | msg\_body | 0-1 | int | msg\_type = image時, 才有這個節點  顯示:文件大小（字节数） |
| media\_crc32 | msg\_body | 0-1 | int | msg\_type = image時, 才有這個節點  顯示:文件的 CRC32 校验码。 |
| from\_id | messages | 0-1 | string | 发送者 username |
| from\_type | messages | 0-1 | string | 发送方来源。  选项：user, robot, admin, ...。可用于扩展特定消息来源。  用户只允许发送 from\_type = user 的消息。 |
| create\_time | messages | 0-1 | int | 消息发送时间。  精确到秒 |
| target\_type | messages | 0-1 | string | 选项：single, group  群聊都是group |
| msgid | messages | 0-1 | int | 訊息主體的流水號, unique key |
| msg\_ctime | messages | 0-1 | int | // 服务器接收到消息的时间，单位毫秒 |
| msg\_level | messages | 0-1 | int | // 0代表应用内消息 1代表跨应用消息 |

1. ResultCode說明:

JMessage 服务器端报的错误码。有可能出现在各平台的 SDK 里。

|  |  |  |
| --- | --- | --- |
| **Code** | **Error Message** | **说明** |
| 898000 | Server internal error | 内部错误 |
| 898001 | User exist | 用户已存在 |
| 898002 | No such user | 用户不存在 |
| 898003 | Parameter invalid! | 请求参数不合法 |
| 898004 | Password error | 更新密码操作，用户密码错误 |
| 898006 | Group id invalid | Group id不存在 |
| 898007 | Missing authen info | 校验信息为空 |
| 898008 | Basic authentication failed. | 校验失败 |
| 898009 | Appkey not exists | appkey不存在 |
| 898010 | Token expired | API请求 token 过期。正常情况下SDK会自动重新获取 token。 |
| 898011 | no auth to query other appkey's user or appkey no exist | 查询的appkey不具备跨应用权限 或者appkey不存在 |
| 898030 | Server response time out, please try again later | 系统繁忙，稍后重试 |
| 899000 | Server internal error | 系统内部错误 |
| 899001 | User exist | 用户已存在 |
| 899002 | No such user | 用户不存在 |
| 899003 | parameter invalid | 参数错误，Request Body参数不符合要求;resend 值不符合要求;用户名或者密码不合法;群组Group id不合法 |
| 899006 | Group id invalid | Group id 不存在 |
| 899007 | Missing authen info | 校验信息为空 |
| 899008 | Basic authentication failed | 校验失败 |
| 899009 | Appkey not exit | Appkey不存在 |
| 899011 | Repeat to add the members | 重复添加群成员 |
| 899012 | No enough space for members | 没有足够位置添加此次请求的成员 |
| 899013 | User list is bigger than 500 | 注册列表大于500，批量注册最大长度为500 |
| 899014 | User list is bigger than 500 | 添加操作操作成功 remove操作有username不存在讨论组中 remove失败 |
| 899015 | User 's group are full can not continue | 用户加入讨论组达到上限 |
| 899016 | No authority to send message | 用户没有管理员权限发送信息 |
| 899017 | There are usernames exist in blacklist | 用户已经被添加进黑名单 |
| 899018 | Admin can not be added into blacklist | 管理员不能被添加进黑名单 |
| 899019 | Here are usernames not exist in blacklist | 删除目标黑名单用户不存在黑名单中 |
| 899020 | no auth to operating other appkey | 跨应用失败 |
| 899021 | should use cross app api | 查询失败 应该使用跨应用api |
| 899043 | duplicate add user | 已经设置此用户为消息免打扰，重复设置错误 |
| 899044 | user is not exist in setting | 取消消息免打扰用户时，该用户不存在当前设置中 |
| 899045 | group is not exist | 设置群组消息免打扰时，群组不存在该系统中 |
| 899046 | user is not in group | 设置群组消息免打扰时，设置的群组，用户不在该群组中 |
| 899047 | duplicate add group | 已经设置此群组为消息免打扰，重复设置错误 |
| 899048 | already open global | 已经设置全局为消息免打扰，重复设置错误 |
| 899049 | group is not exist in setting | 取消消息免打扰群组时，该群组不存在当前设置中 |
| 899050 | already close global | 已经设置全局为消息免打扰，重复设置错误 |
| 899070 |  | 添加的好友已经存在好友列表中 |
| 899071 |  | 更新的好友不存在好友列表中 |
| 899030 | Server response time out, please try again later | 系统繁忙，稍后重试 |
| 800003 | appkey not exist | appkey未注册 |
| 800005 | user not exist | 用户ID未注册（appkey无该UID） |
| 800006 | user not exist | 用户ID不存在（数据库中无该UID） |
| 800008 | invalid request | 请求类型无法识别 |
| 800009 | system error | 服务器系统错误 |
| 800012 | user never login | 发起的用户处于登出状态，账号注册以后从未登录过，需要先登录 |
| 800013 | user logout | 发起的用户处于登出状态，请求的用户已经登出，需要先登录 |
| 800014 | appkey not match | 发起的用户appkey与目标不匹配 |
| 800016 | device not match | 发起的用户设备不匹配,当前请求的设备与上次登录的设备不匹配导致，需要先登录 |
| 801003 | user not exist | 登录的用户名未注册，登录失败 |
| 801004 | invalid password | 登录的用户密码错误，登录失败 |
| 801005 | invalid device | 登录的用户设备有误，登录失败 |
| 802002 | username not match | 登出用户名和登录用户名不匹配，登出失败 |
| 803001 | system error | 发送消息失败，状态存储异常 |
| 803002 | system error | 发送消息失败，系统网络异常 |
| 803003 | target user not exist | 发送消息失败，目标用户未注册或不存在 |
| 803004 | target group not exist | 发送消息失败，目标讨论组不存在 |
| 803005 | user not in group | 发送消息失败，发起者不在目标讨论组中 |
| 803006 | user not permitted | 发送消息失败，发起者权限不够或者类别不匹配 |
| 803007 | length of message exceed limit | 发送消息失败，消息长度超过限制 |
| 803008 | user in blacklist | 发送消息失败，发送者已被接收者拉入黑名单，仅限单聊 |
| 803009 | the message contains sensitive word: the word | 发送消息失败，消息内容包含敏感词汇：具体敏感词 |
| 803010 | beyond the frequency limit | 发送消息失败，发送频率超过系统限制，无法发送，客户端限制每分钟60条 |
| 803011 | msg content json error | 发送消息失败，消息格式配置错误 |
| 805001 | target user not exist | 目标用户不存在 |
| 805002 | already is friend | 添加好友失败：双方已经是好友 |
| 805003 | user not friend | 删除好友失败：目标用户并不是自己的好友 |
| 805004 | invalid friend memo | 修改好友备注失败：备注内容无效，无法修改 |
| 805006 | invitation event is not valid | 添加好友失败：邀请事件无效 |
| 808001 | group name invalid | 创建群组时群名为空，创建群组失败 |
| 808002 | user not permitted to create group | 用户无创建群组权限，创建群组失败 |
| 808003 | amount of group exceed limit | 用户拥有的群组数量已达上限,无法再创建 |
| 808004 | length of group name exceed limit | 群组名长度超出上限，创建群组失败 |
| 808005 | length of group desc exceed limit | 群组描述长度超出上限，创建群组失败 |
| 809001 | group id not exist | 目标群组ID不存在 |
| 809002 | user not in group | 用户不在该群组中 |
| 810001 | group id not exist | 目标群组ID不存在 |
| 810002 | add member list is null | 添加的成员列表为空 |
| 810003 | inviter not in group | 邀请方不在该群组中 |
| 810004 | user not permitted add member to group | 用户没有往群组中添加成员的权限 |
| 810005 | have member not register | 添加的成员列表中包含未注册成员 |
| 810007 | repeated added member | 添加的成员列表中有成员重复添加 |
| 810008 | amount of member exceed group limit | 添加的成员数量超出群组拥有的最大成员数上限 |
| 810009 | amount of group exceed member limit | 添加的成员列表中有成员拥有的群组数量已达上限 |
| 811001 | group id not exist | 目标群组ID不存在 |
| 811002 | del member list is null | 删除的成员列表为空 |
| 811003 | applicant not in group | 申请方不在该群组中 |
| 811004 | user not permitted delete member of group | 用户没有删除群组中成员的权限 |
| 811005 | have member not register | 删除的成员列表中有成员未注册 |
| 811006 | member of group not permitted deleted | 删除的成员列表中有成员该用户没有权限进行删除 |
| 811007 | repeated deleted member | 删除的成员列表中有成员重复删除 |
| 811008 | have member not in group | 删除的成员列表中有成员不在该群组中 |
| 812001 | group id not exist | 目标群组ID不存在 |
| 812002 | user not in group | 用户不在该群组中 |
| 812003 | length of group name exceed limit | 群组名超出长度上限 |
| 812004 | length of group desc exceed limit | 群组描述超出上限 |
| 818001 | zero member | 用户添加黑名单时，成员列表为空，添加失败 |
| 818002 | member not exist | 用户添加黑名单时，成员列表中有成员不存在，添加失败 |
| 818003 | member not permitted added | 用户添加黑名单时，成员列表中有成员不能被添加，添加失败 |
| 819001 | zero member | 用户移除好友出黑名单时，成员列表为空，操作失败 |
| 819002 | member not exist | 用户删除黑名单时，成员列表中有成员不存在，删除失败 |
| 831001 | member already set | 用户添加成员消息免打扰时，该成员已处于免打扰状态 |
| 832001 | member never set | 用户删除成员消息免打扰时，该成员不处于免打扰状态 |
| 833001 | group not exist | 用户添加群组消息免打扰时，该群组不存在 |
| 833002 | user not in group | 用户添加群组消息免打扰时，用户不存在该群组中 |
| 833003 | group already set | 用户添加群组消息免打扰时，该群组已处于免打扰状态 |
| 834001 | group never set | 用户删除群组消息免打扰时，该群组不处于免打扰状态 |
| 835001 | already set | 用户添加全局消息免打扰时，该用户已处于全局免打扰状态 |
| 836001 | never set | 用户删除全局消息免打扰时，该用户不处于全局免打扰状态 |
| 842001 | group not exist | 用户添加群组消息屏蔽时，该群组不存在 |
| 842002 | user not in group | 用户添加群组消息屏蔽时，用户不在该群组中 |
| 842003 | group already set | 用户添加群组消息屏蔽时，该群组已处于消息屏蔽状态 |
| 843001 | group never set | 用户删除群组消息屏蔽时，该群组不处于消息屏蔽状态 |
| 855001 | out of time | 消息撤回失败，超出撤回时间 |
| 855002 | request user is not message sender | 消息撤回失败，请求撤回方不是消息发送方 |
| 855003 | request message not exist | 消息撤回失败，请求撤回消息不存在 |
| 855004 | message already retract | 消息撤回失败，该消息已经撤回 |

**影響DB**

**qp\_history**

**qp\_history\_file**

**qp\_parameter**

**\*\*\*每次到Jmessage拿完資料後, 要更新en\_parameter.end\_time欄位**

**當下次的begin\_time使用**

**Cursor欄位不紀錄, 只用在每次迴圈拿Jmessage訊息時, 當變數使用**

範例:

透過https://report.im.jpush.cn/v2/groups/10122896/messages?count=500&begin\_time=2017-07-12%2010:15:00&end\_time=2017-07-18%2016:30:00

從JMessage端拿到的資訊

{

"total":17,

"cursor":"B83D77056DD96A5AB890DB3960E1EA4D",

"count":2,

"messages":[

{

"set\_from\_name":0,

"from\_platform":"i",

"target\_name":"539AF704-29BF-0DAC-06C4-BB5219003294",

"msg\_type":"text",

"version":1,

"target\_id":"10122896",

"sui\_mtime":1499999186,

"from\_appkey":"e343504d536ebce16b70167e",

"from\_name":"Test.K.SW",

"msg\_body":{

"text":"iOS1"

},

"from\_id":"Darren.K.Ti",

"from\_type":"user",

"create\_time":1500355702000,

"target\_type":"group",

"msgid":371251970,

"msg\_ctime":1500355702939,

"msg\_level":0

},

{"set\_from\_name":0,

"from\_platform":"a",

"target\_name":"539AF704-29BF-0DAC-06C4-BB5219003294",

"msg\_type":"image",

"version":1,

"target\_id":"10122896",

"from\_appkey":"e343504d536ebce16b70167e",

"from\_name":"Test.K.SW",

"from\_id":"Darren.K.Ti",

"msg\_body":{

"isFileUploaded":true,

"height":567,

"width":340,

"media\_id":"qiniu/image/a/23F9CB1A6D5345D07C6B657BAE1E0FE3",

"fsize":15371,

"media\_crc32":19437257,

"extras":{}

},

"create\_time":1500362478,

"from\_type":"user",

"target\_appkey":"",

"target\_type":"group",

"msgid":371341248,

"msg\_ctime":1500362481861,

"msg\_level":0

}

]

}

## 推播Token註冊

### sendPushToken

#### 接口定義

透過此API可以新增JMessage的push token

#### 參數說明

1. Custom API網址

*Custom API的網址為固定格式, 依據function name變化, 如下說明*

https://qplay.benq.com/qplayApi/public/v101/custom/appim/sendPushToken?lang=en-us&uuid=xxxxx

*後面則填上定義的參數, 其中lang及uuid為必填, QPlay要求輸入之必填項目*

1. 傳遞參數方法：

HTTPS POST

*Custom API只接受https post方式*

1. 網址列傳遞參數：

|  |  |  |  |
| --- | --- | --- | --- |
| **參數名稱** | **是否必填** | **資料類型** | **描述** |
| lang | Y | string | 語系, ex:en-us |
| uuid | Y | string | 手機的uuid識別碼 |

1. Http request headers: *(以下5個參數必填, 欄位名稱大小寫須跟以下範例一模一樣)*

|  |  |  |
| --- | --- | --- |
| 欄位名稱 | 是否必填 | 描述 |
| content-type | 必填 | 訊息體類型，類型需為application/json |
| app-key | 必填 | 專案名稱 |
| signature-time | 必填 | 產生Signature當下的時間(unix timestamp型式), 共10碼 |
| signature | 必填 | *請參考4.1章節說明, 將獲得的signature填到http headers內的signature欄位* |
| token | 必填 | 由server配發的token, 用來識別是否已經登入qplay  *token由QPlay app的Qlogin plugin取得* |

1. Http request body:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **參數名稱** | **父節點** | **是否必填** | **資料類型** | **描述** |
| LayoutHeader | NA | Required | Container |  |
| emp\_no | LayoutHeader | Required | string | 手機持有人的員工工號 |
| device\_type | LayoutHeader | Required | string | android  ios |
| push\_token | LayoutHeader | Required | string | im的推播token, 從jmessage的getRegisterID plugin取得 |

範例:

<LayoutHeader>

<emp\_no>1609009</emp\_no><device\_type>android</device\_type><push\_token>190e35f7e07040e1dc8</push\_token>

</LayoutHeader>

因為內文實質上是XML格式, 因此XML保留字元請先做HTMLENCODE

以下5個符號在http post之前需要先轉換為右邊格式

|  |  |
| --- | --- |
| 原始字元 | 轉換字元 |
| < | &lt; |
| > | &gt; |
| & | &amp; |
| ‘ | &apos; |
| “ | &quot; |

Ex: FlowER & IP Servers這樣的內文, 需轉換為FlowER &amp; IP Servers後再送出

1. Response body:

*QPlay收到來自App的request後, 直接將http request body也透過post方式轉送到外部系統的web service*

*收到回應資料後, 按以下格式提供回應訊息給app*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **節點標識** | **父節點標識** | **出現次數** | **資料類型** | **描述** |
| ResultCode | NA | 1 | Integer | 回應碼 |
| Message | NA | 1 | String | 回應訊息 |
| token\_valid | NA | 0-1 | Integer | 本次使用的token的有效時間  格式為Unix時間搓記  2016年3月25日 下午 01:49:56 換算為1458884996 |
| Content | NA | 0-1 | Container | 回應訊息內容Container |

**Content資料：NA**

1. ResultCode說明:

*custom API收到ResultCode後, 會依據多語系參數, 傳送正確的翻譯內容給app端, 規格書中, 請定義可能發生的result code*

*其中前三碼為project code, 請填入申請app-key時所產生的三碼project code*

*第四碼如果為9, 表示可以直接顯示在APP GUI介面上, 供user識別*

*若非9, 則表示為APP需自行處理的邏輯*

*例如:001013表示參數格式錯誤, 此error需APP端自行處理, 顯示給user也無事無補*

|  |  |  |  |
| --- | --- | --- | --- |
| **Result Code** | **Description - TW** | **Description - EN** | **Description - CN** |
| 1 | 成功 | OK | 成功 |
| 025908 | 帳號不存在 | Account Not Exist | 账号不存在 |
| 025915 | Content-Type錯誤 | Content type parameter invalid | Content-Type错误 |
| 025916 | 傳入的xml格式錯誤, Server端無法解析 | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | 傳入的json格式錯誤, Server端無法解析 | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025999 | 其他未知錯誤 | Unknown Error | 其他未知错误 |

**影響DB**

qp\_qchat\_push\_token

# JMessage Phone Gap v3.0.0

## 參數設定

|  |
| --- |
| var exec = require('cordova/exec') |
|  |  |
|  | var PLUGIN\_NAME = 'JMessagePlugin' |
|  |  |
|  | /\*\* |
|  | \* 针对消息发送动作的控制选项，可附加在消息发送方法的参数中。 |
|  | \*/ |
|  | var MessageSendingOptions = { |
|  | /\*\* |
|  | \* 接收方是否针对此次消息发送展示通知栏通知。 |
|  | \* @type {boolean} |
|  | \* @defaultvalue |
|  | \*/ |
|  | isShowNotification: true, |
|  | /\*\* |
|  | \* 是否让后台在对方不在线时保存这条离线消息，等到对方上线后再推送给对方。 |
|  | \* @type {boolean} |
|  | \* @defaultvalue |
|  | \*/ |
|  | isRetainOffline: true, |
|  | /\*\* |
|  | \* 是否开启了自定义接收方通知栏功能。 |
|  | \* @type {?boolean} |
|  | \*/ |
|  | isCustomNotificationEnabled: null, |
|  | /\*\* |
|  | \* 设置此条消息在接收方通知栏所展示通知的标题。 |
|  | \* @type {?string} |
|  | \*/ |
|  | notificationTitle: null, |
|  | /\*\* |
|  | \* 设置此条消息在接收方通知栏所展示通知的内容。 |
|  | \* @type {?string} |
|  | \*/ |
|  | notificationText: null |
|  | } |
|  |  |
|  | var EventHandlers = { |
|  | 'receiveMessage': [], |
|  | 'clickMessageNotification': [], |
|  | 'syncOfflineMessage': [], |
|  | 'syncRoamingMessage': [], |
|  | 'loginStateChanged': [], |
|  | 'contactNotify': [], |
|  | 'retractMessage': [] |
|  | } |
|  |  |
|  | var JMessagePlugin = { |
|  | /\*\* |
|  | \* @param {object} params = { |
|  | \* 'isOpenMessageRoaming': boolean // 是否开启消息漫游，不传默认关闭。 |
|  | \* } |
|  | \* |
|  | \* 打开消息漫游之后，用户多个设备之间登录时，SDK 会自动将当前登录用户的历史消息同步到本地。 |
|  | \*/ |
|  | init: function (params) { |
|  | var success = function (result) { |
|  | if (!EventHandlers.hasOwnProperty(result.eventName)) { |
|  | return |
|  | } |
|  |  |
|  | for (var index in EventHandlers[result.eventName]) { |
|  | EventHandlers[result.eventName][index].apply(undefined, [result.value]) |
|  | } |
|  | } |
|  |  |
|  | exec(success, null, PLUGIN\_NAME, 'init', [params]) |
|  | }, |
|  | /\*\* |
|  | \* 设置是否开启 debug 模式，开启后 SDK 将会输出更多日志信息。应用对外发布时应关闭。 |
|  | \* |
|  | \* @param {object} params = {'enable': boolean} |
|  | \*/ |
|  | setDebugMode: function (params) { |
|  | exec(null, null, PLUGIN\_NAME, 'setDebugMode', [params]) |
|  | }, |

## 登入:

|  |
| --- |
| /\*\* |
| \* @param {object} params = {'username': string, 'password': string} |
| \* @param {function} success = function () {} |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| login: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'userLogin', [params]) |
| }, |

## 登出:

|  |
| --- |
| /\*\* |
| \* 用户登出接口，调用后用户将无法收到消息。登出动作必定成功，开发者不需要关心结果回调。 |
| \* |
| \* @param {function} success = function () {} |
| \*/ |
| logout: function () { |
| exec(null, null, PLUGIN\_NAME, 'userLogout', []) |
|  |

## 獲取自己帳號訊息:

|  |
| --- |
| /\*\* |
| \* 登录成功则返回用户信息，已登出或未登录则对应用户信息为空对象。 |
| \* |
| \* @param {function} success = function (myInfo) {} |
| \*/ |
| getMyInfo: function (success) { |
| exec(success, null, PLUGIN\_NAME, 'getMyInfo', []) |
| }, |

## 獲取用戶訊息:

|  |
| --- |
| /\*\* |
| \* 获取用户信息，此接口可用来获取不同 appKey 下用户的信息，如果 appKey 为空，则默认获取当前 appKey 下的用户信息。 |
| \* |
| \* @param {object} params = {'username': string, 'appKey': string} |
| \* @param {function} success = function (userInfo) {} // 通过参数返回用户对象。 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| getUserInfo: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'getUserInfo', [params]) |
| }, |

## 送出文字訊息:

|  |
| --- |
| /\*\* |
| \* @param {object} params = { |
| \* 'type': string, // 'single' / 'group' |
| \* 'groupId': string, // 当 type = group 时，groupId 不能为空 |
| \* 'username': string, // 当 type = single 时，username 不能为空 |
| \* 'appKey': string, // 当 type = single 时，用于指定对象所属应用的 appKey。如果为空，默认为当前应用 |
| \* 'text': string, // 消息内容 |
| \* 'extras': object, // Optional. 自定义键值对 = {'key1': 'value1'} |
| \* 'messageSendingOptions': MessageSendingOptions // Optional. MessageSendingOptions 对象 |
| \* } |
| \* @param {function} success = function (msg) {} // 以参数形式返回消息对象。 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| sendTextMessage: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'sendTextMessage', [params]) |
| }, |

## 送出圖片訊息:

|  |
| --- |
| /\*\* |
| \* @param {object} params = { |
| \* 'type': string, // 'single' / 'group' |
| \* 'groupId': string, // 当 type = group 时，groupId 不能为空 |
| \* 'username': string, // 当 type = single 时，username 不能为空 |
| \* 'appKey': string, // 当 type = single 时，用于指定对象所属应用的 appKey。如果为空，默认为当前应用。 |
| \* 'path': string, // 本地图片绝对路径，类似：/storage/emulated/0/DCIM/Camera/IMG\_20160526\_130223.jpg |
| \* 'extras': object, // Optional. 自定义键值对 = {'key1': 'value1'} |
| \* 'messageSendingOptions': MessageSendingOptions // Optional. MessageSendingOptions 对象 |
| \* } |
| \* @param {function} success = function (msg) {} // 以参数形式返回消息对象。 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| sendImageMessage: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'sendImageMessage', [params]) |
| }, |

## 獲取歷史訊息:

|  |
| --- |
| /\*\* |
| \* 从最新的消息开始获取历史消息。 |
| \* 当 from = 0 && limit = =1 时，返回所有历史消息。 |
| \* |
| \* @param {object} params = { |
| \* 'type': string, // 'single' / 'group' |
| \* 'groupId': string, // 当 type = group 时，groupId 不能为空。 |
| \* 'username': string, // 当 type = single 时，username 不能为空。 |
| \* 'appKey': string, // 当 type = single 时，用于指定对象所属应用的 appKey。如果为空，默认为当前应用。 |
| \* 'from': Number, // 开始的消息下标。 |
| \* 'limit': Number // 要获取的消息数。比如当 from = 0, limit = 10 时，是获取第 0 - 9 的 10 条历史消息。 |
| \* } |
| \* @param {function} success = function (messageArray)) {} // 以参数形式返回历史消息对象数组 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| getHistoryMessages: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'getHistoryMessages', [params]) |
| }, |

## 獲取當前USER所有的聊天室ID:

|  |
| --- |
| /\*\* |
| \* 获取当前用户所有所在的群组 id。 |
| \* |
| \* @param {function} success = function (groupIdArray) {} // 以参数形式返回 group id 数组 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| getGroupIds: function (success, error) { |
| exec(success, error, PLUGIN\_NAME, 'getGroupIds', []) |
| }, |

## 獲取聊天室基本訊息:

|  |
| --- |
| /\*\* |
| \* @param {object} params = {'id': '群组 id'} |
| \* @param {function} success = function (groupInfo) {} // 以参数形式返回群组信息对象 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| getGroupInfo: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'getGroupInfo', [params]) |
| }, |

## 退出聊天室:

|  |
| --- |
| /\*\* |
| \* @param {object} params = {'id': '群组 id'} |
| \* @param {function} success = function () {} |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| exitGroup: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'exitGroup', [params]) |
| }, |

## 獲取聊天室成員:

|  |
| --- |
| /\*\* |
| \* @param {object} params = {'id': '群组 id'} |
| \* @param {function} success = function (userInfoArray) {} // 以参数形式返回用户对象数组 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| getGroupMembers: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'getGroupMembers', [params]) |
| }, |

## 下載指定消息的原圖:

|  |
| --- |
| /\*\* |
| \* 下载指定图片消息的原图，如果已经下载，会直接返回本地文件路径，不会重复下载。 |
| \* |
| \* @param {object} params = { |
| \* 'type': string, // 'single' / 'group' |
| \* 'groupId': string, // 目标群组 id。 |
| \* 'username': string, // 目标用户名。 |
| \* 'appKey': string, // 目标用户所属 AppKey。 |
| \* 'messageId': string // 指定消息 id。 |
| \* } |
| \* @param {function} success = function ({'messageId': string, 'filePath': string}) {} |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| downloadOriginalImage: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'downloadOriginalImage', [params]) |
| }, |

## 進入聊天對話:

|  |
| --- |
| /\*\* |
| \* 进入聊天会话。可以在进入聊天会话页面时调用该方法，这样在收到当前聊天用户的消息时，不会显示通知。 |
| \* |
| \* @param {object} params = { |
| \* 'type': string, // 'single' / 'group' |
| \* 'groupId': string, // 目标群组 id。 |
| \* 'username': string, // 目标用户名。 |
| \* 'appKey': string, // 目标用户所属 AppKey。 |
| \* } |
| \* @param {function} success = function () {} |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| enterConversation: function (params, success, error) { |
| if (device.platform === 'Android') { |
| exec(success, error, PLUGIN\_NAME, 'enterConversation', [params]) |
| } |
| }, |

## 離開聊天對話:

|  |
| --- |
| exitConversation: function () { |
| if (device.platform === 'Android') { |
| exec(null, null, PLUGIN\_NAME, 'exitConversation', []) |
| } |
| }, |

## 獲取單一個聊天對話:

|  |
| --- |
| /\*\* |
| \* @param {object} params = { |
| \* 'type': string, // 'single' / 'group' |
| \* 'groupId': string, // 目标群组 id。 |
| \* 'username': string, // 目标用户名。 |
| \* 'appKey': string, // 目标用户所属 AppKey。 |
| \* } |
| \* @param {function} success = function (conversation) {} // 以参数形式返回聊天会话对象。 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| getConversation: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'getConversation', [params]) |
| }, |

## 獲取所有聊天對話:

|  |
| --- |
| /\*\* |
| \* @param {function} success = function (conversationArray) {} // 以参数形式返回会话对象数组。 |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| getConversations: function (success, error) { |
| exec(success, error, PLUGIN\_NAME, 'getConversations', []) |
| }, |

## 重置單一個聊天對話的未讀消息數

|  |
| --- |
| /\*\* |
| \* 重置单个会话的未读消息数。 |
| \* |
| \* @param {object} params = { |
| \* 'type': string, // 'single' / 'group' |
| \* 'groupId': string, // 目标群组 id。 |
| \* 'username': string, // 目标用户名。 |
| \* 'appKey': string, // 目标用户所属 AppKey。 |
| \* } |
| \* @param {function} success = function () {} |
| \* @param {function} error = function ({'code': '错误码', 'description': '错误信息'}) {} |
| \*/ |
| resetUnreadMessageCount: function (params, success, error) { |
| exec(success, error, PLUGIN\_NAME, 'resetUnreadMessageCount', [params]) |
| }, |

## 監聽訊息類的事件:

|  |
| --- |
| /\*\* |
| \* 添加收到消息事件监听。 |
| \* |
| \* @param {function} listener = function (message) {} // 以参数形式返回消息对象。 |
| \* message = { |
| \* 'id': string, |
| \* 'from': object, // 消息发送者信息对象。 |
| \* 'target': object, // 消息接收方信息（可能为用户或者群组）。 |
| \* 'type': string // 'text' / 'image' / 'voice' / 'location' / 'file' / 'custom' / 'event' |
| \* ... // 不同消息类型还有其他对应的相关字段，具体可参考文档。 |
| \* } |
| \*/ |
| addReceiveMessageListener: function (listener) { |
| EventHandlers.receiveMessage.push(listener) |
| }, |
| removeReceiveMessageListener: function (listener) { |
| var handlerIndex = EventHandlers.receiveMessage.indexOf(listener) |
| if (handlerIndex >= 0) { |
| EventHandlers.receiveMessage.splice(handlerIndex, 1) |
| } |
| }, |

## 監聽事件類的事件:

|  |
| --- |
| /\*\* |
| \* 添加点击通知栏消息通知事件监听。 |
| \* Note: Android only, (如果想要 iOS 端 实现相同的功能，需要同时集成 jpush-phonegap-plugin) |
| \* @param {function} listener = function (message) {} // 以参数形式返回消息对象。 |
| \*/ |
| addClickMessageNotificationListener: function (listener) { |
| EventHandlers.clickMessageNotification.push(listener) |
| }, |
| removeClickMessageNotificationListener: function (listener) { |
| var handlerIndex = EventHandlers.clickMessageNotification.indexOf(listener) |
| if (handlerIndex >= 0) { |
| EventHandlers.clickMessageNotification.splice(handlerIndex, 1) |
| } |
| }, |

## 監聽離線消息:

|  |
| --- |
| /\*\* |
| \* 添加同步离线消息事件监听。 |
| \* |
| \* @param {function} listener = function ({'conversation': {}, 'messageArray': []}) {} // 以参数形式返回消息对象数组。 |
| \*/ |
| addSyncOfflineMessageListener: function (listener) { |
| EventHandlers.syncOfflineMessage.push(listener) |
| }, |
| removeSyncOfflineMessageListener: function (listener) { |
| var handlerIndex = EventHandlers.syncOfflineMessage.indexOf(listener) |
| if (handlerIndex >= 0) { |
| EventHandlers.syncOfflineMessage.splice(handlerIndex, 1) |
| } |
| }, |

## 監聽登入狀態:

|  |
| --- |
| /\*\* |
| \* 添加登录状态变更事件监听。 |
| \* |
| \* @param {function} listener = function (event) {} // 以参数形式返回事件信息。 |
| \* event = { |
| \* 'type': string, // 'user\_password\_change' / 'user\_logout' / 'user\_deleted' / 'user\_login\_status\_unexpected' |
| \* } |
| \*/ |
| addLoginStateChangedListener: function (listener) { |
| EventHandlers.loginStateChanged.push(listener) |
| }, |
| removeLoginStateChangedListener: function (listener) { |
| var handlerIndex = EventHandlers.loginStateChanged.indexOf(listener) |
| if (handlerIndex >= 0) { |
| EventHandlers.loginStateChanged.splice(handlerIndex, 1) |
| } |
| }, |

## 返回物件的元素組成:

UserInfo: {

type: 'user',

username: string, // 用户名。

appKey: string, // 用户所属应用的 appKey。可与 username 共同作为用户的唯一标志。

nickname: string, // 昵称。

gender: string, // 'male' / 'female' / 'unknown'

avatarThumbPath: string, // 头像的缩略图地址。

birthday: number, // 日期的毫秒数。

region: string, // 地区。

signature: string, // 个性签名。

address: string, // 具体地址。

noteName: string, // 备注名。

noteText: string, // 备注信息。

isNoDisturb: boolean, // 是否免打扰。

isInBlackList: boolean, // 是否在黑名单中。

isFriend:boolean // 是否为好友。

}

GroupInfo: {

type: 'group',

id: string, // 群组 id，

name: string, // 群组名称。

desc: string, // 群组描述。

level: number, // 群组等级，默认等级 4。

owner: string, // 群主的 username。

ownerAppKey: string, // 群主的 appKey。

maxMemberCount: number, // 最大成员数。

isNoDisturb: boolean, // 是否免打扰。

isBlocked: boolean // 是否屏蔽群消息。

}

Conversation: {

/\*\*

\* 会话对象标题。

\* 如果为群聊：

\* - 未设置群名称：自动使用群成员中前五个人的名称拼接成 title。

\* - 设置了群名称，则显示群名称。

\* 如果为单聊：如果用户有昵称，显示昵称。否则显示 username。

\*/

title: string,

latestMessage: Message, // 最近的一条消息对象。

unreadCount: number, // 未读消息数。

conversationType: 'single' / 'group',

target: UserInfo / GroupInfo // 聊天对象信息。

}

## Message元素

TextMessage: {

id: string, // 消息 id。

type: 'text', // 消息类型。

from: UserInfo, // 消息发送者对象。

target: UserInfo / GroupInfo, // 消息接收者对象。可能是用户或群组。

createTime: number, // 发送消息时间。

text: string, // 消息内容。

extras: object // 附带的键值对对象。

}

ImageMessage: {

id: string,

type: 'image',

from: UserInfo,

target: UserInfo / GroupInfo,

extras: object,

thumbPath: string // 图片的缩略图路径。要下载原图需要调用 `downloadOriginalImage` 方法。

}

VoiceMessage: {

id: string,

type: 'image',

from: UserInfo,

target: UserInfo / GroupInfo,

extras: object,

path: string, // 语音文件路径。

duration: number // 语音时长

}

LocationMessage: {

id: string,

type: 'voice',

from: UserInfo,

target: UserInfo / GroupInfo,

extras: object,

address: string, // 详细地址。

longitude: number, // 经度。

latitude: number, // 纬度。

scale:number // 地图缩放比例。

}

FileMessage: {

id: string,

type: 'file',

from: UserInfo,

target: UserInfo / GroupInfo,

extras: object,

fileName: string // 文件名。要下载完整文件需要调用 `downloadFile` 方法。

}

CustomMessage: {

id: string,

type: 'file',

from: UserInfo,

target: UserInfo / GroupInfo,

extras: object,

customObject: object // 自定义键值对对象。

}

## Event元素:

Event: {

type: 'event',

eventType: string, // 'group\_member\_added' / 'group\_member\_removed' / 'group\_member\_exit'

usernames: Array // 该事件涉及到的用户 username 数组。

}

# Error Code List

以下說明Error Code的定義

QPlay類的錯誤碼, 編號為999開頭, QPlay回應999開頭的六位數Error Code表示為程式面錯誤, 不需要錯誤消息呈現在APP上, 開發過程中看到999類的訊息, 應直接fix bug

*請先列出以下所有999類的訊息給RD, 以下訊息都需要fix bug*

|  |  |
| --- | --- |
| **Result Code** | **Description** |
| 1 | 成功 |
| 999001 | 傳入參數不足或傳入參數格式錯誤 |
| 999002 | version參數錯誤 or 不存在 |
| 999003 | action參數錯誤 or 不存在 |
| 999004 | lang參數錯誤 or 不存在 |
| 999005 | 傳送方法錯誤,  ex.Method應為GET時, 卻傳POST |
| 999006 | Content-Type錯誤  (當Client的傳送方法為POST時, 才會有此result code產生) |
| 999007 | 傳入的json格式錯誤, Server端無法解析  (當Client的傳送方法為POST時, 才會有此result code產生) |
| 999008 | Signature驗證碼不正確 |
| 999009 | 禁止存取API (IP為黑名單) |
| 999010 | app-key參數錯誤 |
| 999011 | signature參數錯誤或誤差超過15分鐘 |
| 999012 | app已經下架 |
| 999013 | push token已經使用 |
| 999014 | company不存在 |
| 999015 | APP未上傳 |
| 999016 | 調用custom API參數錯誤 |
| 999999 | 其他未知錯誤 |

QChat專案所會使用的回應代碼前三碼為025

詳細清單列出於下

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Result Code** | | **Description - TW** | | **Description - EN** | **Description - CN** |
| 1 | | 成功 | | OK | 成功 |
| 025901 | | 成功 | | OK | 成功 |
| 025902 | | Location或是Function錯誤 | | Location or Function Not Found | Location或是Function错误 |
| 025903 | | 必填欄位缺失 | | Mandatory Field Lost | 必填字段缺失 |
| 025904 | | 查無事件資料 | | No Data | 查无事件资料 |
| 025905 | | 欄位格式錯誤 | | Field Format Error | 字段格式错误 |
| 025906 | | 查無分類基本資料 | | No Category Information | 查无分类基本数据 |
| 025907 | 權限不足 | | No Authority | | 权限不足 |
| 025908 | | 帳號不存在 | | Account Not Exist | 账号不存在 |
| 025909 | | 查無Task資料 | | No Data | 查无任務资料 |
| 025910 | | 無法編輯已完成事件 | | Can not edit closed event | 无法编辑已完成事件 |
| 025911 | | 關聯事件狀態異常 | | Related event status error | 关联事件状态异常 |
| 025912 | | 事件類型錯誤 | | Event type error | 事件类型错误 |
| 025913 | | 事件狀態碼錯誤 | | Event status code error | 事件状态码错误 |
| 025914 | | 任務狀態碼錯誤 | | Task status code error | 任務状态码错误 |
| 025915 | | Content-Type錯誤 | | Content type parameter invalid | Content-Type错误 |
| 025916 | | 傳入的xml格式錯誤, Server端無法解析 | | Input Xml format is invalid | 传入的xml格式错误, Server端无法解析 |
| 025917 | | 傳入的json格式錯誤, Server端無法解析 | | Input Json format is invalid | 传入的json格式错误, Server端无法解析 |
| 025918 | | 新增聊天室失敗, 成員未註冊 | | New chatroom failed, member not registered | 新增聊天室失败, 成员未注册 |
| 025919 | | 傳入的成員不存在 | | Chatroom member invalid | 传入的成员不存在 |
| 025920 | | 傳入的聊天室編號無法識別 | | The chatroom id is invalid | 传入的聊天室编号无法识别 |
| 025921 | | 要設定的好友工號不存在 | | The destination employee number is invalid | 要设定的好友工号不存在 |
| 025922 | | 要設定的好友是保護名單 | | The destination employee number is protect user | 要设定的好友是保护名单 |
| 025923 | | 要設定對象已經是好友 | | You cannot send the invitation to friends. | 要设定对象已经是好友 |
| 025924 | | 要邀請的好友已經註冊過QPlay | | The destination employee already registered | 要邀请的好友已经注册过QPlay |
| 025925 | | 不得修改他人資料 | | Cannot modify other people’s basic information | 不得修改他人数据 |
| 025926 | | 保護名單必須是好友才能聊天 | | You cannot invite the protected user who is not your friend | 保护名单必须是好友才能聊天 |
| 025998 | | 查無資料 | | No Data | 查无資料 |
| 025999 | | 其他未知錯誤 | | Unknown Error | 其他未知错误 |

# Others