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Abstract

This memo describes the communication protocol for an IRC-style client/server system for the Internetworking Protocols class at Portland State University.
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1. Introduction

This specification describes a simple Internet Relay Chat (IRC) protocol by which clients can communicate with each other. This protocol allows a user to communicate to multiple other connected users in common virtual rooms.

This system utilizes a main server, which acts as a central hub for clients to connect to. Once the client is connected, the server will relay messages received from the client to the users connected to the same room.

In the initial implementation, the functionality of the IRC client will be limited to the following: clients will have the ability to create a room, join a room, leave a room, and list rooms available. Additional features may be added in the future and this document will be updated as necessary.

## Server

A single server will enable client communication, serving as the central point of contact for all messages sent through the application. Once the server is started on a valid port, clients can connect to the server. The server will initialize a thread pool, running an infinite loop to listen for incoming connection requests from the client. When the client sends a message, the server will receive it first, and will then transmit the message to all connected users, or to a particular room.

## Client

A client is any other computer connected to the server. Once a client is connected to the server running on the same port, the thread count is incremented and associated to that client. The client may also select a unique username, which will appear in the window next to the number associated with that client. Any time a client broadcasts a message to other users, the client’s unique username and number is displayed. This allows other clients to identify who is connected to a room, or who sent a particular message.

## Rooms

Clients will have the ability to connect to virtual rooms. Rooms are specified by a unique name and are public to all clients. A client can create a new room, join a room, leave a room, list available rooms, or send messages to other users connected to a particular room.

1. IRC Concepts
   1. One-to-one Communication

One-to-one communication indicates messaging between clients, as there is only one server available to the system. If Client #1 wants to send a message to Client #2: the message from Client #1 is first received by the server, which then forwards the message to Client #2.

* 1. One-to-many Communication

One-to-many communication indicates messaging between multiple clients. If Client #1 wants to send a message to multiple users: the message from Client #1 is first received by the server, which then forwards the message to all clients connected to the same room.

1. Message Details

## Creating a Connection

To establish a connection, a user must run Server.main(), which will open a window to enter a valid port number, username (default is HOST), and start the server. Once this is complete, clients can connect by running Client.main(), which will open a window to enter a valid port number, unique username, and host (default is localhost). This initiates a connection between the client and the central relaying server. At this point, clients can broadcast messages to all connected users. If the client joins a room, the client can send messages to other users connected to that room.

## List Rooms

Both the server and client have access to the rooms available. The client may view the list of rooms available through the Graphical User Interface (GUI), where they will all be displayed by default. Rooms are publicly accessible to all clients.

## Create a Room

To create a room, the client must enter a command. All commands are prefaced by the ‘@’ symbol, followed by an action. Clients can create a room using the action word ‘create’ followed by the name of the room they wish to create. Once created, the client automatically joins the room, and the server will display a message to confirm the client has successfully created the room.

Example:

<client> : @create *<room name>*

<server> : Room *<room name>* has been created under id # *<room id>* with you in it.

## Join a Room

To join a room, the client must enter a command. All commands are prefaced by the ‘@’ symbol, followed by an action. Clients can join a room using the action word ‘join’ followed by the room number they wish to join. The server will display a message to confirm the client has been successfully added to the room number specified.

Example:

<client> : @join *<room id>*

<server> : You have joined room *<room id>*!

## Leave a Room

To leave a room, the client must enter a command. All commands are prefaced by the ‘@’ symbol, followed by an action. Clients can leave a room using the action word ‘leave’ followed by the room number they wish to leave.

Example:

<client> : @leave *<room id>*

<server> : You have left room *<room id>*!

## Broadcast a Message

To broadcast a message, the client must first establish a connection to the server. Broadcasting a message will send text to all connected users. This is the default behavior when the client submits text without a command.

Example:

<client> : Hello, all!

*<username>* (# *<user id>*): Hello, all!

## Send a Public Message

To send a public message, the client must first establish a connection to the server and join a room. Once this is established, the client can enter a command to send text to all other users connected to that room. All commands are prefaced by the ‘@’ symbol, followed by an action. Clients can send a public message to a room by using the action word ‘room’ followed by the room number they wish to send a message to.

Example:

<client> : @room *<room id>* Hello, room!

*<username>* (# *<user id>*): Hello, room!

## Send a Private Message

To send a private message, the client must first establish a connection to the server. Once this is established, the client can enter a command to send text to a specific user. All commands are prefaced by the ‘@’ symbol, followed by an action. Clients can send a private message to a user by using the action word ‘user’ followed by the user number they wish to send a message to.

Example:

<client> : @user *<user id>* Hello, user!

*<username>* (# *<user id>*): Hello, user!

* 1. End a Connection

To terminate the connection to the server, the client can exit the GUI. At that point, the server will exit the infinite loop handling incoming connections. Once the server is closed, communication is disabled until the server is started again.

1. System Failures

The application is configured to handle system crashes gracefully. If the server crashes, a message is displayed to any connected clients stating that the connection has been closed.

If the client crashes, the server removes closed connections when a new client tries to connect, and it will be removed from its list of connected clients.