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**JavaScript HTML DOM**

- With the HTML DOM, JavaScript can access and change all the elements of an HTML document.

The HTML DOM (Document Object Model)

When a web page is loaded, the browser creates a Document Object Model of the page.

The HTML DOM model is constructed as a tree of Objects:
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With the object model, JavaScript gets all the power it needs to create dynamic HTML:

* JavaScript can change all the HTML elements in the page
* JavaScript can change all the HTML attributes in the page
* JavaScript can change all the CSS styles in the page
* JavaScript can remove existing HTML elements and attributes
* JavaScript can add new HTML elements and attributes
* JavaScript can react to all existing HTML events in the page
* JavaScript can create new HTML events in the page

**JavaScript - HTML DOM Methods**

The following example changes the content (the innerHTML) of the <p> element with id="demo":

<html>

<body>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML = "Hello World!";

</script>

</body>

</html>

In the example above, getElementById is a method, while innerHTML is a property.

**The getElementById Method**

The most common way to access an HTML element is to use the id of the element.

In the example above the getElementById method used id="demo" to find the element.

**The innerHTML Property**

The easiest way to get the content of an element is by using the innerHTML property.

The innerHTML property is useful for getting or replacing the content of HTML elements.

**The HTML DOM Document Object**

The document object represents your web page.

If you want to access any element in an HTML page, you always start with accessing the document object.

Below are some examples of how you can use the document object to access and manipulate HTML.

**Finding HTML Elements**

**Method Description**

document.getElementById(id) Find an element by element id

document.getElementsByTagName(name) Find elements by tag name

document.getElementsByClassName(name) Find elements by class name

**Changing HTML Elements**

**Property Description**

element.innerHTML = new html content Change the inner HTML of an element

element.attribute = new value Change the attribute value of an HTML element

element.style.property = new style Change the style of an HTML element

**Method Description**

element.setAttribute(attribute, value) Change the attribute value of an HTML element

**Adding and Deleting Elements**

**Method Description**

document.createElement(element) Create an HTML element

document.removeChild(element) Remove an HTML element

document.appendChild(element) Add an HTML element

document.replaceChild(new, old) Replace an HTML element

document.write(text) Write into the HTML output stream

**Adding Events Handlers**

**Method Description**

document.getElementById(id).onclick = function(){code} Adding event handler code to an onclick event

**Finding HTML Objects**

Property Description DOM

document.anchors Returns all <a> elements that have a name attribute 1

document.applets Deprecated 1

document.baseURI Returns the absolute base URI of the document 3

document.body Returns the <body> element 1

document.cookie Returns the document's cookie 1

document.doctype Returns the document's doctype 3

document.documentElement Returns the <html> element 3

document.documentMode Returns the mode used by the browser 3

document.documentURI Returns the URI of the document 3

document.domain Returns the domain name of the document server 1

document.domConfig Obsolete. 3

document.embeds Returns all <embed> elements 3

document.forms Returns all <form> elements 1

document.head Returns the <head> element 3

document.images Returns all <img> elements 1

document.implementation Returns the DOM implementation 3

document.inputEncoding Returns the document's encoding (character set) 3

document.lastModified Returns the date and time the document was updated 3

document.links Returns all <area> and <a> elements that have a href attribute 1

document.readyState Returns the (loading) status of the document 3

document.referrer Returns the URI of the referrer (the linking document) 1

document.scripts Returns all <script> elements 3

document.strictErrorChecking Returns if error checking is enforced 3

document.title Returns the <title> element 1

document.URL Returns the complete URL of the document 1

**JavaScript HTML DOM Elements**

**Finding HTML Elements**

Often, with JavaScript, you want to manipulate HTML elements.

To do so, you have to find the elements first. There are several ways to do this:

Finding HTML elements by id

Finding HTML elements by tag name

Finding HTML elements by class name

Finding HTML elements by CSS selectors

Finding HTML elements by HTML object collections

**Finding HTML Element by Id**

const element = document.getElementById("intro");

**Finding HTML Elements by Tag Name**

This example finds all <p> elements:

const element = document.getElementsByTagName("p");

**Finding HTML Elements by Class Name**

If you want to find all HTML elements with the same class name, use getElementsByClassName().

This example returns a list of all elements with class="intro".

const x = document.getElementsByClassName("intro");

**Finding HTML Elements by CSS Selectors**

If you want to find all HTML elements that match a specified CSS selector (id, class names, types, attributes, values of attributes, etc), use the querySelectorAll() method.

This example returns a list of all <p> elements with class="intro".

<h2>JavaScript HTML DOM</h2>

<p>Finding HTML Elements by Query Selector</p>

<p class="intro">Hello World!.</p>

<p class="intro">This example demonstrates the <b>querySelectorAll</b> method.</p>

<p id="demo"></p>

<script>

const x = document.querySelectorAll("p.intro");

document.getElementById("demo").innerHTML =

'The first paragraph (index 0) with class="intro" is: ' + x[0].innerHTML;

</script>

**Finding HTML Elements by HTML Object Collections**

This example finds the form element with id="frm1", in the forms collection, and displays all element values:

<h2>JavaScript HTML DOM</h2>

<p>Finding HTML Elements Using <b>document.forms</b>.</p>

<form id="frm1" action="/action\_page.php">

First name: <input type="text" name="fname" value="Donald"><br>

Last name: <input type="text" name="lname" value="Duck"><br><br>

<input type="submit" value="Submit">

</form>

<p>These are the values of each element in the form:</p>

<p id="demo"></p>

<script>

const x = document.forms["frm1"];

let text = "";

for (let i = 0; i < x.length ;i++) {

text += x.elements[i].value + "<br>";

}

document.getElementById("demo").innerHTML = text;

</script>

**The following HTML objects (and object collections) are also accessible:**

**document.anchors**

<h2>Finding HTML Elements Using document.anchors</h2>

<a name="html">HTML Tutorial</a><br>

<a name="css">CSS Tutorial</a><br>

<a name="xml">XML Tutorial</a><br>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML =

"Number of anchors are: " + document.anchors.length;

</script>

**document.body**

<h2>JavaScript HTMLDOM</h2>

<p>Displaying document.body</p>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML = document.body.innerHTML;

</script>

**document.documentElement**

<h2>JavaScript HTMLDOM</h2>

<p>Displaying document.documentElement</p>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML = document.documentElement.innerHTML;

</script>

**document.embeds**

<h2>JavaScript HTMLDOM</h2>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML =

"Number of embeds: " + document.embeds.length;

</script>

**document.forms**

<h2>Finding HTML Elements Using document.forms</h2>

<form action="">

First name: <input type="text" name="fname" value="Donald">

<input type="submit" value="Submit">

</form>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML =

"Number of forms: " + document.forms.length;

</script>

**document.head**

<head>

<title>W3Schools Demo</title>

</head>

<body>

<h2>JavaScript HTMLDOM</h2>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML =

document.head;

</script>

**document.images**

<h2>Finding HTML Elements Using document.images</h2>

<img src="pic\_htmltree.gif" width="486" height="266">

<img src="pic\_navigate.gif" width="362" height="255">

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML =

"Number of images: " + document.images.length;

</script>

**document.links**

<h2>Finding HTML Elements Using document.links</h2>

<p>

<a href="/html/default.asp">HTML</a>

<br>

<a href="/css/default.asp">CSS</a>

</p>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML =

"Number of links: " + document.links.length;

</script>

**document.scripts**

<h2>Finding HTML Elements Using document.scripts</h2>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML =

"Number of scripts: " + document.scripts.length;

</script>

**document.title**

<head>

<title>W3Schools Demo</title>

</head>

<body>

<h2>Finding HTML Elements Using document.title</h2>

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML =

"The title of this document is: " + document.title;

</script>

**Changing HTML Content**

The easiest way to modify the content of an HTML element is by using the innerHTML property.

To change the content of an HTML element, use this syntax:

document.getElementById(*id*).innerHTML =*new HTML*

**Changing the Value of an Attribute**

To change the value of an HTML attribute, use this syntax:

document.getElementById(*id*).*attribute = new value*

**Dynamic HTML content**

JavaScript can create dynamic HTML content:

Date : Wed Apr 27 2022 08:34:27 GMT-0300 (hora estándar de Argentina)

document.getElementById("demo").innerHTML = "Date : " + Date();

**document.write()**

In JavaScript, document.write() can be used to write directly to the HTML output stream:

Never use document.write() after the document is loaded. It will overwrite the document.

**JavaScript Forms**

**JavaScript Form Validation**

HTML form validation can be done by JavaScript.

If a form field (fname) is empty, this function alerts a message, and returns false, to prevent the form from being submitted:

function validateForm() {  
  let x = document.forms["myForm"]["fname"].value;  
  if (x == "") {  
    alert("Name must be filled out");  
    return false;  
  }  
}

<form name="myForm" action="/action\_page.php" **onsubmit="return validateForm()"** method="post">  
Name: <input type="text" name="fname">  
<input type="submit" value="Submit">  
</form>

**JavaScript Can Validate Numeric Input**

JavaScript is often used to validate numeric input:

<body>

<h2>JavaScript Validation</h2>

<p>Please input a number between 1 and 10:</p>

<input id="numb">

<button type="button" **onclick="myFunction()"**>Submit</button>

<p id="demo"></p>

<script>

function myFunction() {

// Get the value of the input field with id="numb"

let x = document.getElementById("numb").value;

// If x is Not a Number or less than one or greater than 10

let text;

if (isNaN(x) || x < 1 || x > 10) {

text = "Input not valid";

} else {

text = "Input OK";

}

document.getElementById("demo").innerHTML = text;

}

</script>

</body>

**Automatic HTML Form Validation**

HTML form validation can be performed automatically by the browser:

If a form field (fname) is empty, the required attribute prevents this form from being submitted:

<form action="/action\_page.php" method="post">  
  <input type="text" name="fname" **required**>  
  <input type="submit" value="Submit">  
</form>

**Constraint Validation HTML Input Attributes**

**Attribute Description**

disabled Specifies that the input element should be disabled

max Specifies the maximum value of an input element

min Specifies the minimum value of an input element

pattern Specifies the value pattern of an input element

required Specifies that the input field requires an element

type Specifies the type of an input element

Example

Set a max date, a min date, and a range of legal values:

<form>  
  <label for="datemax">Enter a date before 1980-01-01:</label>  
  <input type="date" id="datemax" name="datemax" max="1979-12-31"><br><br>  
  
  <label for="datemin">Enter a date after 2000-01-01:</label>  
  <input type="date" id="datemin" name="datemin" min="2000-01-02"><br><br>  
  
  <label for="quantity">Quantity (between 1 and 5):</label>  
  <input type="number" id="quantity" name="quantity" min="1" max="5">  
</form>

**The size Attribute**

The input size attribute specifies the visible width, in characters, of an input field.

The default value for size is 20.

Note: The size attribute works with the following input types: text, search, tel, url, email, and

password.

<form>  
  <label for="fname">First name:</label><br>  
  <input type="text" id="fname" name="fname" size="50"><br>  
  <label for="pin">PIN:</label><br>  
  <input type="text" id="pin" name="pin" size="4">  
</form>

**The maxlength Attribute**

The input maxlength attribute specifies the maximum number of characters allowed in an input field.

<form>  
  <label for="fname">First name:</label><br>  
  <input type="text" id="fname" name="fname" size="50"><br>  
  <label for="pin">PIN:</label><br>  
  <input type="text" id="pin" name="pin" maxlength="4" size="4">  
</form>

**The min and max Attributes**

The input min and max attributes specify the minimum and maximum values for an input field.

The min and max attributes work with the following input types: number, range, date, datetime-local, month, time and week.

Example

Set a max date, a min date, and a range of legal values:

<form>  
  <label for="datemax">Enter a date before 1980-01-01:</label>  
  <input type="date" id="datemax" name="datemax" max="1979-12-31"><br><br>  <label for="datemin">Enter a date after 2000-01-01:</label>  
  <input type="date" id="datemin" name="datemin" min="2000-01-02"><br><br>  <label for="quantity">Quantity (between 1 and 5):</label>  
  <input type="number" id="quantity" name="quantity" min="1" max="5">  
</form>

**The multiple Attribute**

The input multiple attribute specifies that the user is allowed to enter more than one value in an input field.

The multiple attribute works with the following input types: email, and file.

<form>  
  <label for="files">Select files:</label>  
  <input type="file" id="files" name="files" multiple>  
</form>

**The pattern Attribute**

The input pattern attribute specifies a regular expression that the input field's value is checked against, when the form is submitted.

The pattern attribute works with the following input types: text, date, search, url, tel, email, and password.

Tip: Use the global title attribute to describe the pattern to help the user.

<form>  
  <label for="country\_code">Country code:</label>  
  <input type="text" id="country\_code" name="country\_code"  
  pattern="[A-Za-z]{3}" title="Three letter country code">  
</form>

**The placeholder Attribute**

The input placeholder attribute specifies a short hint that describes the expected value of an input field (a sample value or a short description of the expected format).

The short hint is displayed in the input field before the user enters a value.

The placeholder attribute works with the following input types: text, search, url, tel, email, and password.

<form>  
  <label for="phone">Enter a phone number:</label>  
  <input type="tel" id="phone" name="phone"  
  placeholder="123-45-678"  
  pattern="[0-9]{3}-[0-9]{2}-[0-9]{3}">  
</form>

**The required Attribute**

The input required attribute specifies that an input field must be filled out before submitting the form.

The required attribute works with the following input types: text, search, url, tel, email, password, date pickers, number, checkbox, radio, and file.

<form>  
  <label for="username">Username:</label>  
  <input type="text" id="username" name="username" required>  
</form>

**The step Attribute**

The input step attribute specifies the legal number intervals for an input field.

Example: if step="3", legal numbers could be -3, 0, 3, 6, etc.

Tip: This attribute can be used together with the max and min attributes to create a range of legal values.

The step attribute works with the following input types: number, range, date, datetime-local, month, time and week.

<form>  
  <label for="points">Points:</label>  
  <input type="number" id="points" name="points" step="3">  
</form>

**The autofocus Attribute**

The input autofocus attribute specifies that an input field should automatically get focus when the page loads.

<form>  
  <label for="fname">First name:</label><br>  
  <input type="text" id="fname" name="fname" autofocus><br>  
  <label for="lname">Last name:</label><br>  
  <input type="text" id="lname" name="lname">  
</form>

**The height and width Attributes**

The input height and width attributes specify the height and width of an <input type="image"> element.

<form>  
  <label for="fname">First name:</label>  
  <input type="text" id="fname" name="fname"><br><br>  
  <label for="lname">Last name:</label>  
  <input type="text" id="lname" name="lname"><br><br>  
  <input type="image" src="img\_submit.gif" alt="Submit" width="48" height="48">  
</form>

**The list Attribute**

The input list attribute refers to a <datalist> element that contains pre-defined options for an <input> element.

<form>  
  <input list="browsers">  
  <datalist id="browsers">  
    <option value="Internet Explorer">  
    <option value="Firefox">  
    <option value="Chrome">  
    <option value="Opera">  
    <option value="Safari">  
  </datalist>  
</form>

**The autocomplete Attribute**

The input autocomplete attribute specifies whether a form or an input field should have autocomplete on or off.

Autocomplete allows the browser to predict the value. When a user starts to type in a field, the browser should display options to fill in the field, based on earlier typed values.

The autocomplete attribute works with <form> and the following <input> types: text, search, url, tel, email, password, datepickers, range, and color.

<form action="/action\_page.php" autocomplete="on">  
  <label for="fname">First name:</label>  
  <input type="text" id="fname" name="fname"><br><br>  
  <label for="lname">Last name:</label>  
  <input type="text" id="lname" name="lname"><br><br>  
  <label for="email">Email:</label>  
  <input type="email" id="email" name="email" autocomplete="off"><br><br>  
  <input type="submit" value="Submit">  
</form>

**Constraint Validation CSS Pseudo Selectors**

**Selector Description**

:disabled Selects input elements with the "disabled" attribute specified

:invalid Selects input elements with invalid values

:optional Selects input elements with no "required" attribute specified

:required Selects input elements with the "required" attribute specified

:valid Selects input elements with valid values

**JavaScript HTML DOM - Changing CSS**

Changing HTML Style

To change the style of an HTML element, use this syntax:

document.getElementById(*id*).style.*property*=*new style*

**JavaScript HTML DOM Animation**

<!DOCTYPE html>

<html>

<style>

#container {

width: 400px;

height: 400px;

position: relative;

background: yellow;

}

#animate {

width: 50px;

height: 50px;

position: absolute;

background-color: red;

}

</style>

<body>

<p><button onclick="myMove()">Click Me</button></p>

<div id ="container">

<div id ="animate"></div>

</div>

<script>

function myMove() {

let id = null;

const elem = document.getElementById("animate");

let pos = 0;

clearInterval(id);

id = setInterval(frame, 5);

function frame() {

if (pos == 350) {

clearInterval(id);

} else {

pos++;

elem.style.top = pos + "px";

elem.style.left = pos + "px";

}

}

}

</script>

</body>

</html>

**JavaScript HTML DOM Events**

**Using Events**

The HTML DOM allows you to execute code when an event occurs.

Events are generated by the browser when "things happen" to HTML elements:

* An element is clicked on
* The page has loaded
* Input fields are changed

<body>  
<h1 id="id1">My Heading 1</h1>  
<button type="button"  
onclick="document.getElementById('id1').style.color = 'red'">  
Click Me!</button>  
</body>

**Reacting to Events**

A JavaScript can be executed when an event occurs, like when a user clicks on an HTML element.

To execute code when a user clicks on an element, add JavaScript code to an HTML event attribute:

onclick=*JavaScript*

Examples of HTML events:

* When a user clicks the mouse
* When a web page has loaded
* When an image has been loaded
* When the mouse moves over an element
* When an input field is changed
* When an HTML form is submitted
* When a user strokes a key

<h1 onclick="this.innerHTML = 'Ooops!'">Click on this text!</h1>

<h1 onclick="changeText(this)">Click on this text!</h1>

<script>

function changeText(id) {

id.innerHTML = "Ooops!";

}

</script>

**HTML Event Attributes**

To assign events to HTML elements you can use event attributes.

<body>

<h2>JavaScript HTML Events</h2>

<p>Click the button to display the date.</p>

<button onclick="displayDate()">The time is?</button>

<script>

function displayDate() {

document.getElementById("demo").innerHTML = Date();

}

</script>

<p id="demo"></p>

</body>

**Assign Events Using the HTML DOM**

The HTML DOM allows you to assign events to HTML elements using JavaScript:

<body>

<button id="myBtn">Try it</button>

<p id="demo"></p>

<script>

document.getElementById("myBtn").onclick = displayDate;

function displayDate() {

document.getElementById("demo").innerHTML = Date();

}

</script>

</body>

**The onload and onunload Events**

The onload and onunload events are triggered when the user enters or leaves the page.

The onload event can be used to check the visitor's browser type and browser version, and load the proper version of the web page based on the information.

The onload and onunload events can be used to deal with cookies.

<body onload="checkCookies()">

<h2>JavaScript HTML Events</h2>

<p id="demo"></p>

<script>

function checkCookies() {

var text = "";

if (navigator.cookieEnabled == true) {

text = "Cookies are enabled.";

} else {

text = "Cookies are not enabled.";

}

document.getElementById("demo").innerHTML = text;

}

</script>

</body>

**The onchange Event**

The onchange event is often used in combination with validation of input fields.

Below is an example of how to use the onchange. The upperCase() function will be called when a user changes the content of an input field.

<body>

<h2>JavaScript HTML Events</h2>

Enter your name: <input type="text" id="fname" onchange="upperCase()">

<p>When you leave the input field, a function is triggered which transforms the input text to upper case.</p>

<script>

function upperCase() {

const x = document.getElementById("fname");

x.value = x.value.toUpperCase();

}

</script>

**The onmouseover and onmouseout Events**

The onmouseover and onmouseout events can be used to trigger a function when the user mouses over, or out of, an HTML element:

<div onmouseover="mOver(this)" onmouseout="mOut(this)"

style="background-color:#D94A38;width:120px;height:20px;padding:40px;">

Mouse Over Me</div>

<script>

function mOver(obj) {

obj.innerHTML = "Thank You"

}

function mOut(obj) {

obj.innerHTML = "Mouse Over Me"

}

</script>

**The onmousedown, onmouseup and onclick Events**

The onmousedown, onmouseup, and onclick events are all parts of a mouse-click. First when a mouse-button is clicked, the onmousedown event is triggered, then, when the mouse-button is released, the onmouseup event is triggered, finally, when the mouse-click is completed, the onclick event is triggered.

<div onmousedown="mDown(this)" onmouseup="mUp(this)"

style="background-color:#D94A38;width:90px;height:20px;padding:40px;">

Click Me</div>

<script>

function mDown(obj) {

obj.style.backgroundColor = "#1ec5e5";

obj.innerHTML = "Release Me";

}

function mUp(obj) {

obj.style.backgroundColor="#D94A38";

obj.innerHTML="Thank You";

}

</script>

**onmousedown and onmouseup**

Change an image when a user holds down the mouse button.

<script>

function lighton() {

document.getElementById('myimage').src = "bulbon.gif";

}

function lightoff() {

document.getElementById('myimage').src = "bulboff.gif";

}

</script>

</head>

<body>

<img id="myimage" onmousedown="lighton()" onmouseup="lightoff()" src="bulboff.gif" width="100" height="180" />

<p>Click mouse and hold down!</p>

**onload**

Display an alert box when the page has finished loading.

<script>

function mymessage() {

alert("This message was triggered from the onload event");

}

</script>

</head>

<body onload="mymessage()">

</body>

**onfocus**

Change the background-color of an input field when it gets focus.

<script>

function myFunction(x) {

x.style.background = "yellow";

}

</script>

</head>

<body>

Enter your name: <input type="text" onfocus="myFunction(this)">

<p>When the input field gets focus, a function is triggered which changes the background-color.</p>

</body>

Mouse Events

Change the color of an element when the cursor moves over it.

<h1 onmouseover="style.color='red'"

onmouseout="style.color='black'">

Mouse over this text</h1>

**HTML DOM Event Object Reference -** <https://www.w3schools.com/jsref/dom_obj_event.asp>

**JavaScript HTML DOM EventListener**

The addEventListener() method

document.getElementById("myBtn").addEventListener("click", displayDate);

<h2>JavaScript addEventListener()</h2>

<p>This example uses the addEventListener() method to attach a click event to a button.</p>

<button id="myBtn">Try it</button>

<p id="demo"></p>

<script>

document.getElementById("myBtn").addEventListener("click", displayDate);

function displayDate() {

document.getElementById("demo").innerHTML = Date();

}

</script>

The addEventListener() method attaches an event handler to the specified element.

The addEventListener() method attaches an event handler to an element without overwriting existing event handlers.

You can add many event handlers to one element.

You can add many event handlers of the same type to one element, i.e two "click" events.

You can add event listeners to any DOM object not only HTML elements. i.e the window object.

The addEventListener() method makes it easier to control how the event reacts to bubbling.

When using the addEventListener() method, the JavaScript is separated from the HTML markup, for better readability and allows you to add event listeners even when you do not control the HTML markup.

You can easily remove an event listener by using the removeEventListener() method.

Syntax

element.addEventListener(event, function, useCapture);

The first parameter is the type of the event (like "click" or "mousedown" or any other HTML DOM Event.) <https://www.w3schools.com/jsref/dom_obj_event.asp>

The second parameter is the function we want to call when the event occurs.

The third parameter is a boolean value specifying whether to use event bubbling or event capturing. This parameter is optional.

Note that you don't use the "on" prefix for the event; use "click" instead of "onclick".

**Add an Event Handler to an Element**

element.addEventListener("click", function(){ alert("Hello World!"); });

<h2>JavaScript addEventListener()</h2>

<p>This example uses the addEventListener() method to attach a click event to a button.</p>

<button id="myBtn">Try it</button>

<script>

document.getElementById("myBtn").addEventListener("click", function() {

alert("Hello World!");

});

</script>

**Add Many Event Handlers to the Same Element**

The addEventListener() method allows you to add many events to the same element, without overwriting existing events:

**<body>**

<h2>JavaScript addEventListener()</h2>

<p>This example uses the addEventListener() method to add two click events to the same button.</p>

<button id="myBtn">Try it</button>

<script>

var x = document.getElementById("myBtn");

x.addEventListener("click", myFunction);

x.addEventListener("click", someOtherFunction);

function myFunction() {

alert ("Hello World!");

}

function someOtherFunction() {

alert ("This function was also executed!");

}

</script>

**</body>**

**<body>**

<h2>JavaScript addEventListener()</h2>

<p>This example uses the addEventListener() method to add many events on the same button.</p>

<button id="myBtn">Try it</button>

<p id="demo"></p>

<script>

var x = document.getElementById("myBtn");

x.addEventListener("mouseover", myFunction);

x.addEventListener("click", mySecondFunction);

x.addEventListener("mouseout", myThirdFunction);

function myFunction() {

document.getElementById("demo").innerHTML += "Moused over!<br>";

}

function mySecondFunction() {

document.getElementById("demo").innerHTML += "Clicked!<br>";

}

function myThirdFunction() {

document.getElementById("demo").innerHTML += "Moused out!<br>";

}

</script>

**</body>**

**Add an Event Handler to the window Object**

The addEventListener() method allows you to add event listeners on any HTML DOM object such as HTML elements, the HTML document, the window object, or other objects that support events, like the xmlHttpRequest object.

**<body>**

<h2>JavaScript addEventListener()</h2>

<p>This example uses the addEventListener() method on the window object.</p>

<p>Try resizing this browser window to trigger the "resize" event handler.</p>

<p id="demo"></p>

<script>

window.addEventListener("resize", function(){

document.getElementById("demo").innerHTML = Math.random();

});

</script>

**</body>**

**Passing Parameters**

**<body>**

<h2>JavaScript addEventListener()</h2>

<p>This example demonstrates how to pass parameter values when using the addEventListener() method.</p>

<p>Click the button to perform a calculation.</p>

<button id="myBtn">Try it</button>

<p id="demo"></p>

<script>

let p1 = 5;

let p2 = 7;

document.getElementById("myBtn").addEventListener("click", function() {

myFunction(p1, p2);

});

function myFunction(a, b) {

document.getElementById("demo").innerHTML = a \* b;

}

</script>

**</body>**

**Event Bubbling or Event Capturing?**

There are two ways of event propagation in the HTML DOM, bubbling and capturing.

Event propagation is a way of defining the element order when an event occurs. If you have a <p> element inside a <div> element, and the user clicks on the <p> element, which element's "click" event should be handled first?

In bubbling the inner most element's event is handled first and then the outer: the <p> element's click event is handled first, then the <div> element's click event.

In capturing the outer most element's event is handled first and then the inner: the <div> element's click event will be handled first, then the <p> element's click event.

With the addEventListener() method you can specify the propagation type by using the "useCapture" parameter:

addEventListener(event, function, useCapture);

**<!DOCTYPE html>**

<html>

<head>

<style>

#myDiv1, #myDiv2 {

background-color: coral;

padding: 50px;

}

#myP1, #myP2 {

background-color: white;

font-size: 20px;

border: 1px solid;

padding: 20px;

}

</style>

<meta content="text/html; charset=utf-8" http-equiv="Content-Type">

</head>

<body>

<h2>JavaScript addEventListener()</h2>

<div id="myDiv1">

<h2>Bubbling:</h2>

<p id="myP1">Click me!</p>

</div><br>

<div id="myDiv2">

<h2>Capturing:</h2>

<p id="myP2">Click me!</p>

</div>

<script>

document.getElementById("myP1").addEventListener("click", function() {

alert("You clicked the white element!");

}, false);

document.getElementById("myDiv1").addEventListener("click", function() {

alert("You clicked the orange element!");

}, false);

document.getElementById("myP2").addEventListener("click", function() {

alert("You clicked the white element!");

}, true);

document.getElementById("myDiv2").addEventListener("click", function() {

alert("You clicked the orange element!");

}, true);

</script>

</body>

**</html>**

**The removeEventListener() method**

The removeEventListener() method removes event handlers that have been attached with the addEventListener() method:

**<!DOCTYPE html>**

<html>

<head>

<style>

#myDIV {

background-color: coral;

border: 1px solid;

padding: 50px;

color: white;

font-size: 20px;

}

</style>

</head>

<body>

<h2>JavaScript removeEventListener()</h2>

<div id="myDIV">

<p>This div element has an onmousemove event handler that displays a random number every time you move your mouse inside this orange field.</p>

<p>Click the button to remove the div's event handler.</p>

<button onclick="removeHandler()" id="myBtn">Remove</button>

</div>

<p id="demo"></p>

<script>

document.getElementById("myDIV").addEventListener("mousemove", myFunction);

function myFunction() {

document.getElementById("demo").innerHTML = Math.random();

}

function removeHandler() {

document.getElementById("myDIV").removeEventListener("mousemove", myFunction);

}

</script>

</body>

**</html>**

**JavaScript HTML DOM Navigation**

DOM Nodes

* The entire document is a document node
* Every HTML element is an element node
* The text inside HTML elements are text nodes
* Every HTML attribute is an attribute node (deprecated)
* All comments are comment nodes

![DOM HTML tree](data:image/gif;base64,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)

**Node Relationships**

The nodes in the node tree have a hierarchical relationship to each other.

The terms parent, child, and sibling are used to describe the relationships.

* In a node tree, the top node is called the root (or root node)
* Every node has exactly one parent, except the root (which has no parent)
* A node can have a number of children
* Siblings (brothers or sisters) are nodes with the same parent

|  |  |
| --- | --- |
| <html>    <head>     <title>DOM Tutorial</title>   </head>    <body>     <h1>DOM Lesson one</h1>     <p>Hello world!</p>   </body>  </html> | Node tree |

From the HTML above you can read:

* <html> is the root node
* <html> has no parents
* <html> is the parent of <head> and <body>
* <head> is the first child of <html>
* <body> is the last child of <html>

and:

* <head> has one child: <title>
* <title> has one child (a text node): "DOM Tutorial"
* <body> has two children: <h1> and <p>
* <h1> has one child: "DOM Lesson one"
* <p> has one child: "Hello world!"
* <h1> and <p> are siblings

**Navigating Between Nodes**

You can use the following node properties to navigate between nodes with JavaScript:

* parentNode
* childNodes[nodenumber]
* firstChild
* lastChild
* nextSibling
* previousSibling

**Child Nodes and Node Values**

<title id="demo">DOM Tutorial</title>

The element node <title> (in the example above) does not contain text.

It contains a text node with the value "DOM Tutorial".

The value of the text node can be accessed by the node's innerHTML property:

myTitle = document.getElementById("demo").innerHTML;

Accessing the innerHTML property is the same as accessing the nodeValue of the first child:

myTitle = document.getElementById("demo").firstChild.nodeValue;

Accessing the first child can also be done like this:

myTitle = document.getElementById("demo").childNodes[0].nodeValue;

**DOM Root Nodes**

There are two special properties that allow access to the full document:

* document.body - The body of the document
* document.documentElement - The full document

<html>  
<body>  
<h2>JavaScript HTMLDOM</h2>  
<p>Displaying document.body</p>  
<p id="demo"></p>  
<script>  
document.getElementById("demo").innerHTML = document.body.innerHTML;  
</script>  
</body>  
</html>

<html>  
<body>  
  
<h2>JavaScript HTMLDOM</h2>  
<p>Displaying document.documentElement</p>  
  
<p id="demo"></p>  
  
<script>  
document.getElementById("demo").innerHTML = document.documentElement.innerHTML;  
</script>  
  
</body>  
</html>

**The nodeName Property**

The nodeName property specifies the name of a node.

* nodeName is read-only
* nodeName of an element node is the same as the tag name
* nodeName of an attribute node is the attribute name
* nodeName of a text node is always #text
* nodeName of the document node is always #document

document.getElementById("id02").innerHTML = document.getElementById("id01").nodeName;

**The nodeValue Property**

The nodeValue property specifies the value of a node.

* nodeValue for element nodes is null
* nodeValue for text nodes is the text itself
* nodeValue for attribute nodes is the attribute value

document.getElementById("id02").innerHTML = document.getElementById("id01").nodeType;

**The most important nodeType properties are:**

Node Type Example

ELEMENT\_NODE 1 <h1 class="heading">W3Schools</h1>

ATTRIBUTE\_NODE 2 class = "heading" (deprecated)

TEXT\_NODE 3 W3Schools

COMMENT\_NODE 8 <!-- This is a comment -->

DOCUMENT\_NODE 9 The HTML document itself (the parent of <html>)

DOCUMENT\_TYPE\_NODE 10 <!Doctype html>

Type 2 is deprecated in the HTML DOM (but works). It is not deprecated in the XML DOM.

**JavaScript HTML DOM Elements (Nodes)**

**Creating New HTML Elements (Nodes)**

To add a new element to the HTML DOM, you must create the element (element node) first, and then append it to an existing element.

<div id="div1">  
  <p id="p1">This is a paragraph.</p>  
  <p id="p2">This is another paragraph.</p>  
</div>  
  
<script>  
const para = document.createElement("p");  
const node = document.createTextNode("This is new.");  
para.appendChild(node);  
  
const element = document.getElementById("div1");  
element.appendChild(para);  
</script>

**Creating new HTML Elements - insertBefore()**

The appendChild() method in the previous example, appended the new element as the last child of the parent.

If you don't want that you can use the insertBefore() method:

<div id="div1">  
  <p id="p1">This is a paragraph.</p>  
  <p id="p2">This is another paragraph.</p>  
</div>  
  
<script>  
const para = document.createElement("p");  
const node = document.createTextNode("This is new.");  
para.appendChild(node);  
  
const element = document.getElementById("div1");  
const child = document.getElementById("p1");  
element.insertBefore(para, child);  
</script>

**Removing Existing HTML Elements**

To remove an HTML element, use the remove() method:

<div>  
  <p id="p1">This is a paragraph.</p>  
  <p id="p2">This is another paragraph.</p>  
</div>  
  
<script>  
const elmnt = document.getElementById("p1"); elmnt.remove();  
</script>

The remove() method does not work in older browsers, see the example below on how to use removeChild() instead.

**Removing a Child Node**

For browsers that does not support the remove() method, you have to find the parent node to remove an element:

<div id="div1">  
  <p id="p1">This is a paragraph.</p>  
  <p id="p2">This is another paragraph.</p>  
</div>  
  
<script>  
const parent = document.getElementById("div1");  
const child = document.getElementById("p1");  
parent.removeChild(child);  
</script>

**Replacing HTML Elements**

To replace an element to the HTML DOM, use the replaceChild() method:

<div id="div1">  
  <p id="p1">This is a paragraph.</p>  
  <p id="p2">This is another paragraph.</p>  
</div>  
<script>  
const para = document.createElement("p");  
const node = document.createTextNode("This is new.");  
para.appendChild(node);  
  
const parent = document.getElementById("div1");  
const child = document.getElementById("p1");  
parent.replaceChild(para, child);  
</script>

**JavaScript HTML DOM Collections**

**The HTMLCollection Object**

The getElementsByTagName() method returns an HTMLCollection object.

An HTMLCollection object is an array-like list (collection) of HTML elements.

The following code selects all <p> elements in a document:

const myCollection = document.getElementsByTagName("p");

The elements in the collection can be accessed by an index number.

To access the second <p> element you can write:

myCollection[1]

**HTML HTMLCollection Length**

The length property defines the number of elements in an HTMLCollection:

myCollection.length

The length property is useful when you want to loop through the elements in a collection:

const myCollection = document.getElementsByTagName("p");  
for (let i = 0; i < myCollection.length; i++) {  
  myCollection[i].style.color = "red";  
}

An HTMLCollection is NOT an array!

An HTMLCollection may look like an array, but it is not.

You can loop through the list and refer to the elements with a number (just like an array).

However, you cannot use array methods like valueOf(), pop(), push(), or join() on an HTMLCollection.

**JavaScript HTML DOM Node Lists**

**The HTML DOM NodeList Object**

A NodeList object is a list (collection) of nodes extracted from a document.

A NodeList object is almost the same as an HTMLCollection object.

Some (older) browsers return a NodeList object instead of an HTMLCollection for methods like getElementsByClassName().

All browsers return a NodeList object for the property childNodes.

Most browsers return a NodeList object for the method querySelectorAll().

The following code selects all <p> nodes in a document:

const myNodeList = document.querySelectorAll("p");

The elements in the NodeList can be accessed by an index number.

To access the second <p> node you can write:

myNodeList[1]

**HTML DOM Node List Length**

The length property defines the number of nodes in a node list:

myNodelist.length

const myNodelist = document.querySelectorAll("p");  
for (let i = 0; i < myNodelist.length; i++) {  
  myNodelist[i].style.color = "red";  
}

**JavaScript Window - The Browser Object Model**

The Window Object

The window object is supported by all browsers. It represents the browser's window.

All global JavaScript objects, functions, and variables automatically become members of the window object.

Global variables are properties of the window object.

Global functions are methods of the window object.

Even the document object (of the HTML DOM) is a property of the window object:

window.document.getElementById("header");

is the same as:

document.getElementById("header");

**Window Size**

Two properties can be used to determine the size of the browser window.

Both properties return the sizes in pixels:

window.innerHeight - the inner height of the browser window (in pixels)

window.innerWidth - the inner width of the browser window (in pixels)

The browser window (the browser viewport) is NOT including toolbars and scrollbars.

let w = window.innerWidth;  
let h = window.innerHeight;

Other Window Methods

window.open() - open a new window

window.close() - close the current window

window.moveTo() - move the current window

window.resizeTo() - resize the current window