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Abstract— Clustering method based on Genetic Algorithms is used in order to solve the Vehicle Routing Problem [1]. The solution combines two approaches: Clustering and Genetic Algorithm (GA) with the purpose of identifying the most optimal delivery routes for a set of vehicles when delivering a set of packages into their destination cities.
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# Introduction

The classical Vehicle Routing Problem is composed of a set of packages, with known locations and specific size, and a set of vehicles with a maximum capacity [2]. These vehicles must transport the packages from an initial place to a destination one. The main problem is to deliver all packages without exceeding the capacity of any vehicle and also minimizing the total distance (in kilometres) travelled.

The VRP problem is classified an NP-hard [3] optimization problem in which the required solution time increases with size. By that means, the more packages or cities are involved, more combinations have to be implemented making it harder to find the exact solution.

There are several approaches to solve VRP, in this project, the objective is to develop a hybrid solution, combining two of the techniques learned during Artificial Intelligence course (Clustering and Generic Algorithm). One of the options proposed [4], and the one that I have chosen, is to split the problem into several subproblems according to the distribution obtained in the clustering phase, and then launching several instances of a TSP-solver using genetic algorithms, one for each vehicle.

Clustering [5] goal is to divide an input data set into several subsets (clusters) in such a way that elements within the same subset share some kind of pattern (same origin city). The methodology used is kNN algorithm [6], a nonparametric supervised learning classifier that uses proximity to make predictions about the clustering of a single data point. kNN is one of the most popular classifiers used in machine learning nowadays.

TSP-solver [7] is a software designed to solve Travelling Salesman Problem. The objective is to find the shortest route to travel to a set of cities, visiting each of the cities once.

The optimization technique based on natural selection and evolution is called Genetic Algorithm. It works with an initial population and tries to improve it generation by generation. In this case, each solution represents a possible route that the vehicle can travel to deliver the packages.

Another proposed solution was to create an ad-hoc routine able to generate an initial population such that all individuals are consistent with the previous distribution, and then run a genetic algorithm to solve the VRP problem.

The reason why I have chosen the first option is because I consider myself more familiarized with both methods described in this option (Clustering and Genetic Algorithm) due to the several practices [8] [9] and contents studied in Artificial Intelligence curse. Due to this, I found this approach simpler to implement and test it. In conclusion, I have chosen a solution that follows methods with which I have already practiced, rather than following an ad-hoc routine [10] where the packages assignment and routing are handled simultaneously.

The objective of this project is to find the most optimum route that each vehicle has to follow in order to deliver the packages from the initial city to the destination one, but always taking into account that each package has a size and the vehicles can not exceed their maximum capacity. In addition and in order to make it more realistic, a vehicle can not pick up a package which is not placed in its starting city.

In the following parts of the report the structure of the project is described in detail as well as the decisions that have been taking during its development. Furthermore, the experiments and results obtained are analysed reaching several conclusions.

# Structure

## Structure implementation

For the code structure, a repository available on GitHub was previously created [11]. This facilitates the distribution of the project and is a security measure for saving and tracking every progress made in the code. Additionally, the repository was linked to Visual Studio Code allowing any modification from both environments.

## Files contents

This section analyses the structure in detail of each of the code files.

In this project you can find a folder with the csv files that are used as data. In another folder called graphs, the images generated as results are stored. There is also a README.txt file which summarizes the structure of the source code and indicates how to run and test GA.

The code is divided into three main files: main.py, clustering.py and ga.py.

*main.py*:

This file is the main file of the document, and it connects all the other ones: data folder, clustering.py, ga.py and results. First of all, csv files are read (these files are located in the data/ folder):

packages.csv: contains every package with an id, origin, destination and size.

vehicles.csv: holds every vehicle, their id, origin and capacity.

distances.csv: includes origin and destination city and the kilometers that separates them.

kNN algorithm can not calculate distances between strings. In order to solve this problem, in main.py is declared a dictionary which assigns to each city two coordinates.

*assign\_packages()* function is called from *clustering.py* to distribute packages among vehicles taking into account their origin city and capacity.

*find\_distance(origin, destination)* function is defined in *main.py* to obtain the optimization routes. For each file in distances.csv, if origen is equal to destination, it returns the kilometers, if not it returns 0. For each vehicle this function obtains the ID and starting city, initializing the empty destinations list. For each package, if package is assigned to that vehicle, the destination city is added to the empty list. If vehicle has no assigned packages, an output message is printed indicating it. Therefore, if there is only one destination, it calculates the distance between origin and that city and prints it. If there are more than one destination, fitness function is defined and distance is initialized to 0. For each city in the route it adds the distance between that city and the previous one, returning the total distance.

Genetic problem is created with genes, individuals length and fitness. To execute it some values are set:

Population size = 30

Generations number = 100

Crossover probability = 0.8

Mutation probability = 0.2

Tournament size = 3

The best route and its total distance is printed.

In the last part of the main.py file, a graph has been implemented. First of all, a list of experiments covered 4 experiments of the problem with variations in population size and mutation probability and, consequently, also on fitness. Each of them is executed three times and average fitness of the three executions is obtained. Two empty lists for x and y axis are created. For each experiment, a tag combining population and mutation is created and added to x list. On the other hand, average value of fitness is added to list y. To configure the bar graph, x axis tag is “population-mutation” and y axis is the average fitness. Then graph is saved as an image and showed on screen.

*clustering.py:*

The main use of this file is to assign packages using kNN classification. It contains the *assign\_packages()* function which distributes packages among vehicles using clustering based on kNN algorithm.

*kneighbors* from sklearn is a classifier in which each vehicle is represented as a point using their origin city coordinates. With n\_neighbors = 2, kNN algorithm is applied to predict the closest vehicle to a package. If the vehicle is not full, by that means, it has enough capacity to carry another package, the package is assigned to that vehicle. If not, the function looks for the nearest vehicle available.

The original VRP problem is now divided into several subproblem as it was indicated in option A. Now, it is easier to apply the genetic algorithm to obtain the solution.

*ga.py*:

The genetic algorithm is codified in this file to solve the TSP problem for each vehicle. In this problem, each individual is a possible solution, that is, a route that a vehicle can follow to deliver all its packages.

*class Problem\_Genetic(object)* is the base of the genetic algorithm [9] defining:

*genes*: cities to visit.

*individual\_length*: number of stops.

*decode*: list of cities to visit.

*fitness*: evaluate each individual and penalize.

*mutation* and *crossover*: generate new individuals

*genetic\_algorithm()* is the function which execute the algorithm by creating an initial population and evaluating it fitness. Using tournament selection to choose the parents, it generates a new population (mutation and crossover). This process is repeated and the solution is the best individual, that is, the shortest route for each vehicle.

## Design decisions

During the whole development of the project, several decisions were taken to ensure an efficient and realistic solution.

1. Solving methodology. The first decision was, as it is explained in the introduction, to choose between splitting the problem into several subproblems or creating an ad-hoc routine.
2. Package characteristics. Once the first option was chosen, the specific objectives of the work needed to be declared [4]. The questions were: What information is provided for each package? Packages could only have coordinates to deliver it or they could be added any additional property in order to make it more complicated. The decision was to add “size” as a new feature so that every package had a different one.
3. Vehicle characteristics. Are all vehicles identical? In this problem each vehicle has a specific maximum capacity. At first, the thought was that the easiest part was to give every vehicle the same capacity, but, in order to give more realism to the problem and to add complexity to its resolution, the decision was to give a specific one to each vehicle.
4. Clustering with k-Nearest Neighbors. The kNN classifier for clustering was another decision based on the need to control the assignment of each package taking into account this two factors: vehicle is near the origin city and the vehicle has enough capacity to pick-up the package. As kNN allows taking decisions based on distances and proximity, it was considered the best option.
5. Choosing k. Cross-validation was initially considered in order to choose the best k value, as it was explained in Practice 1 [8]. However, in this problem this option is not possible as each vehicle has an only id identifier, that is, only appears once. There are no repetitions so cross-validation can not be applied as the necessary divisions are impossible to reach. Then, n\_neignors = 2 was also selected. This gives the problem more flexibility because if the first neighbor is full (no more capacity in the vehicle), the second nearest neighbor is chosen, but it does not increase complexity.
6. Cities coordinates. Another decision was to assign coordinates to the city. This is related to the previous decision as city are strings and kNN requires numbers to calculate distances. This coordinates have been generated randomly and are not geographically correct, but solve the conflict of calculating Euclidean distances.
7. Genetic Algorithm structure. The decision was that there was a GA for each vehicle instead of one for all. This made the resolution of the problem less complex as chromosomes were smaller.
8. Chromosomes. This is related to the representation of the individuals as a permutation of cities. Due to this, crossover and mutation were simplified.
9. Results as graphs. Implement two graphs with matplotlib library. One of the graphs shows the optimized routes for each vehicle. The other graph helps to compare the results of the different experiments in an easier and direct way as it represents their average fitness values.

## Methodology

Methodology summarizes the function of the whole code in programming order.

The first step was defining the data of the problem as it was not given. To simulate a real delivery problem, three csv files were created: packages.csv, vehicles.csv and distances.csv. The content of each file is explained in II Structure. This files were randomly created using an IA tool.

The project needed a main module (main.py) so in order to make the code clear and simple, another two files were created in which the clustering and genetic algorithm code are implemented.

Once this was created, the first thing to do was to read the data in the csv files using pandas library. Then, city coordinates were created as a dictionary.

Package assignment is done in clustering.py and consists in assigning each package to a vehicle using k-nearest neighbors algorithm.

TSP optimization is based on launching a GA for each vehicle with assigned packages. After a fixed number of generations, the best route is the solution.

The last step was to output the results of the whole VRP problem: origin city, assigned packages, optimized route and total distance for each vehicle.

It is important to mention that using this methodology the following libraries had been used: pandas, numpy, sklearn and random.

# Experiments and Results

During this project, several experiments had been made in order to test the different methodologies used and the efficiency of the routes for each vehicle.

## Data

Before carrying out the experiments, in main.py were defined and load three data sets in order to simulate an environment for the resolution of the VRP problem.

The three csv, previously explained and defined in data folder, are loading using pandas library and printed to verify that they are correctly read.

TABLE I. TABLE PACKAGES

|  |  |  |  |
| --- | --- | --- | --- |
| **ID** | **Initial City** | **Destination City** | **Size** |
| 1 | Madrid | Sevilla | 5 |
| 2 | Valencia | Bilbao | 7 |
| 3 | Bilbao | Madrid | 3 |
| 4 | Sevilla | Barcelona | 4 |
| 5 | Barcelona | Valencia | 6 |
| 6 | Madrid | Bilbao | 2 |
| 7 | Valencia | Madrid | 8 |
| 8 | Bilbao | Barcelona | 1 |
| 9 | Barcelona | Sevilla | 9 |
| 10 | Sevilla | Valencia | 5 |

TABLE II. TABLE VEHICLES

|  |  |  |
| --- | --- | --- |
| **ID** | **Origin City** | **Capacity** |
| 1 | Madrid | 8 |
| 2 | Sevilla | 10 |
| 3 | Valencia | 20 |
| 4 | Bilbao | 5 |
| 5 | Barcelona | 10 |

TABLE III. TABLE CITIES

|  |  |  |
| --- | --- | --- |
| **Origin** | **Destination** | **Kilometres** |
| Barcelona | Bilbao | 610 |
| Barcelona | Madrid | 620 |
| Barcelona | Sevilla | 1000 |
| Barcelona | Valencia | 350 |
| Bilbao | Barcelona | 610 |
| Bilbao | Madrid | 400 |
| Bilbao | Sevilla | 850 |
| Bilbao | Valencia | 620 |
| Madrid | Barcelona | 620 |
| Madrid | Bilbao | 400 |
| Madrid | Sevilla | 530 |
| Madrid | Valencia | 360 |
| Sevilla | Barcelona | 1000 |
| Sevilla | Bilbao | 850 |
| Sevilla | Madrid | 530 |
| Sevilla | Valencia | 660 |
| Valencia | Barcelona | 350 |
| Valencia | Bilbao | 620 |
| Valencia | Madrid | 360 |
| Valencia | Sevilla | 660 |

## Package assigment

*clustering.py* uses kNN algorithm with k = 2 to assign each package to the closest vehicle (or the second closest if the first was not available), taking into account distance and capacity constraints.

First of all, assign\_packages() function (from clustering.py) is imported to main.py file. A message is displayed when executing: “Package assignment between vehicles considering origin city, package size and vehicle capacity:”. For each vehicle in the list, it obtains the id, origin city and shows a message with this two features.

At first, total load of the vehicle is set to 0. For each package, if it is assigned to that vehicle, it obtains data from package and shows a message with them: id, init city, destination city and size. Then it sums package size to the vehicle total load. At the end, it prints the actual load of the vehicle and its maximum capacity, as shown in the following table:

TABLE IV. TABLE PACKAGE ASSIGMENT

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **ID** | **City** | **Pkg** | **From** | **To** | **Size** | **L/C** |
| 1 | Madrid | 1 | Madrid | Sevilla | 5 | 7/8 |
| 1 | Madrid | 6 | Madrid | Bilbao | 2 | 7/8 |
| 2 | Sevilla | 4 | Sevilla | Barcelona | 4 | 9/10 |
| 2 | Sevilla | 10 | Sevilla | Valencia | 5 | 9/10 |
| 3 | Valencia | 2 | Valencia | Bilbao | 7 | 15/20 |
| 3 | Valencia | 7 | Valencia | Madrid | 8 | 15/20 |
| 4 | Bilbao | 3 | Bilbao | Madrid | 3 | 4/5 |
| 4 | Bilbao | 8 | Bilbao | Barcelona | 1 | 4/5 |
| 5 | Barcelona | 5 | Barcelona | Valencia | 6 | 6/10 |

## Route optimization

In *ga.py* it isdefined the *genetic\_algorithm()* function which allows to execute the GA to find the most efficient route. This function and the *class Problem\_Genetic* are imported to *main\_py.*

For each vehicle, the destination cities of the packages assigned are extracted. If there are no packages assigned, the vehicle has no route (a message is printed). If there is only one destination, the distance between that city and the origin one is calculated.

If there are more than one destination, fitness function is used to evaluate the sum of distances and validate the solution.

To execute the algorithm, an instance of the problem is created where genes are cities to visit, each individual is a permutation of cities and fitness function evaluate the total distance of the path.

Some parameters are used: population size, number of generations, crossover probability, mutation probability and tournament selection.

The result is printed an the output is the best route found for each vehicle and the total distance each one travels.

TABLE V. TABLE ROUTES

|  |  |  |
| --- | --- | --- |
| **Vehicle** | **Route** | **Distance (km)** |
| 1 | Madrid → Bilbao → Sevilla | 1250 |
| 2 | Sevilla → Valencia → Barcelona | 1010 |
| 3 | Valencia → Madrid → Bilbao | 760 |
| 4 | Bilbao → Madrid → Barcelona | 1020 |
| 5 | Barcelona → Valencia | 350 |

The following graph represents the result of applying GA to all of the vehicles, that is, the best route for each of them in terms of less kilometers travelled and all packages sent:
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Figure 1. Routes optimization

## Experiments

Several experiments have been done with different population size and mutation probability. The algorithm has been executed three times each time and their fitness functions are also shown as an average. The number of generations is always 100, the crossover probability is 0.8 and tournament size is equal to 3.

In the following table those results are recollected to analyze the difference results obtained:

TABLE VI. TABLE EXPERIMENTS

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Population | Mutation | Run1 | Run2 | Run3 | Promedio |
| 20 | 0.1 | 123.4 | 125.6 | 124.1 | 124.37 |
| 30 | 0.1 | 120.0 | 118.5 | 119.2 | 119.23 |
| 30 | 0.25 | 108.0 | 109.5 | 107.3 | 108.27 |
| 50 | 0.3 | 105.2 | 106.8 | 104.5 | 105.50 |

Analyzing this data, the following conclusions have been observed:

Increasing population size reduced fitness average, that is, results are better as there is more variety of individuals.

Increasing the mutation rate also helps to obtain more accurate results, which is translated to better routes. This improvement is due to the fact that mutation increases diversity in population so the probability of obtaining the best route also increases.

The best route obtained is the one with population equals to 50 and mutation probability 0.3 where the distance travelled is the smaller one.

A graph that shows those results has been plot so that it is easier to observe those conclusions previously mentioned:

![Gráfico, Gráfico de barras

El contenido generado por IA puede ser incorrecto.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAAH0CAYAAADFQEl4AAAAOnRFWHRTb2Z0d2FyZQBNYXRwbG90bGliIHZlcnNpb24zLjEwLjMsIGh0dHBzOi8vbWF0cGxvdGxpYi5vcmcvZiW1igAAAAlwSFlzAAAPYQAAD2EBqD+naQAAVsBJREFUeJzt3QmcTfX/+PH3DIYZ+xjLjC1kTfbs2SPKUlqkRSW0kaXINypStGlVaCHFl2RJ/qWvLZIl+1IIkTBoMowxGMz5P96fX+d2750ZZsyZM9vr+Xgc5n7Oued8Pud+5s55n89yAizLsgQAAAAAXBDoxkEAAAAAQBGAAAAAAHANAQgAAAAA1xCAAAAAAHANAQgAAAAA1xCAAAAAAHANAQgAAAAA1xCAAAAAAHANAQgAAAAA1xCAAAAAAHANAQgAAAAA1xCAAAAAAHANAQgAAAAA1xCAAAAAAHANAQgA5DAPPvigXHPNNZLdHDhwQAICAuSNN97I6Kxkai+++KI5TwCQUQhAAGRJH3zwgbmIatSoUUZnJdPR4ELPTVLLuXPnEm0fFxdnLkp/+OGHDMlvVjN16tRkz68ua9euzegsZguvvPKKzJ8/P6OzASAd5E6PnQJAeps+fbq50P75559l7969cu2112Z0ljKVOnXqyJAhQxKlBwUFyUcffSQJCQk+AcioUaPMz61atXI1n1nZ6NGjpUKFConSM3tdHDFihDz77LOSFQKQO+64Q7p165bRWQHgMAIQAFnO/v37ZfXq1TJ37lzp16+fCUZeeOEFV/OgF/Dx8fGSL18+yYxKly4t9913X5LrAgNp/HZCx44dpUGDBpJVnDlzRvLnzy+5c+c2CwBkFP4KAchyNOAoWrSo3HLLLeYOqb62XbhwQUJDQ+Whhx5K9L6YmBgTMDz99NOetPPnz5vgRe9a582bV8qWLStDhw416d60a82TTz5pjnXdddeZbRctWmTW6ZiDpk2bSrFixSQ4OFjq168vX331VaLjnz17VgYMGCBhYWFSsGBB6dKlixw+fNjsW7tAedP0hx9+WEqWLGmOpcf89NNPHR8DouMmihcvbn7WVhC7G5GdH922QIECJj96J1p/1u31HF66dClRUPb222+bvOp51rxrgBgdHe2z3YYNG6RDhw7mPOj50lYELau3mTNnmvOo56lQoUJy/fXXyzvvvJPiMr711ltSvnx5s/+WLVvKjh07POumTJliyrh58+Yk77rnypXLlDettF5psLd06VKf9L59+5qWqK1bt5rX2vVN8zNr1iz5z3/+I6VKlTKBgtaPP//8M9F+161bJzfffLMULlxYQkJCTPl++umnJMd5/Prrr9KzZ0/z+9K8eXOfdUnV79mzZ0uNGjXMeWvSpIls377drJ80aZL5HdHPVVvJtN6kJV/aaql1q0iRImZ7/X3Vljjv/GjA9Nlnn3nqpG4PIJuwACCLqVatmtW7d2/z88qVKy39Kvv555896x9++GGrSJEi1vnz533e99lnn5lt169fb15funTJat++vRUSEmINHDjQmjRpkvXkk09auXPntrp27erzXn1f9erVreLFi1ujRo2yJkyYYG3evNmsK1OmjPX4449b77//vjV+/HirYcOGZvuFCxf67OOuu+4y6ffff795v76uXbu2SXvhhRc82x09etTss2zZstbo0aOtDz/80OrSpYvZ7q233rri+Slfvrwp119//eWznDlzxqzv1auX2UbFxsaa/eu+b7vtNuvzzz83y9atWz3b5suXz7ruuuvMedVtu3fvbrb/4IMPfI77yCOPmHPXp08fa+LEidawYcOs/PnzWzfccIMVHx9vtjl27JhVtGhRq0qVKtbrr79uffTRR9Zzzz1nzq3tf//7n9l/27ZtzXnSRT+XO++887Ll3r9/v3nf9ddfb11zzTXWq6++aj6r0NBQ87npeVUxMTFWcHCwNWTIkET7qFGjhtWmTZvLHmfKlCnmOEuWLEl0jqOiojzbaZnr1q1rzrUeUy1atMi896WXXvJst3z5ck++a9WqZerQs88+a867nqe4uDjPtkuXLrWCgoKsJk2aWG+++aapD/oeTVu3bp1nO61Puk8tj9Zl/az0PHqv86avdT9a58aNG2eWwoULW+XKlTP1WvejxxsxYoQ5VuvWrX3en9p86Xm5/fbbTb603mja0KFDPdtpHcybN6914403eurk6tWrL/u5AMg6CEAAZCkbNmwwFyuLFy82rxMSEszF+lNPPeXZ5vvvvzfbfPPNNz7v7dSpk1WxYkXPa72oCQwMtH788Uef7fTiWd//008/edL0tW77yy+/JMqT9wWifeFZs2ZNnwvZjRs3mn1ooOPtwQcfTBSAaHAVHh7uczGrevToYS4K/Y/nTy94dZ/+i30M7wBE6YWzfx5suq2u00DIm15A1q9f3/Naz6FuN336dJ/t7AtuO33evHk+QWBS9LMsVKiQdfHiRSs17ABEg4tDhw550vUCWNMHDRrkSbvnnnusiIgIE4TaNm3aZLbTACMlAUhSi140e9u+fbu5CNeL7OjoaKt06dJWgwYNrAsXLiQKQHSdHaioL7/80qS/8847nrpeuXJlq0OHDuZnm9aHChUqWDfddFOiC30tp7/kAhDNu55Dmwbkml6qVCmffA0fPtyk29teTb40mPWmwW+xYsV80jR41foHIPuhCxaALEW7QGnXntatW5vX2jXj7rvvNl127C5Bbdq0Md17tEuLTbsBLV682Gxr0+4m1atXl2rVqklUVJRn0fer5cuX+xxbu5Ro9xR/2l3F+zinTp2SG2+8UTZt2uRJt7trPf744z7v7d+/v89rvRacM2eOdO7c2fzsnS/ttqT79t5vcnR2MC2v9/LAAw/I1Xr00Ud9Xmv5fv/9d59zqV1pbrrpJp88azcq7bZln0vtcqMWLlxousslRbfR7jea56uhXcV0DIytYcOG5nx8++23njQ9F0eOHPH5jLVu6WfZvXv3FB1nwoQJic7xd99957NNzZo1Tde2jz/+2Hx+ek60W1FSYzA0T9rlzKbdC8PDwz353rJli+zZs8d0qfr7778951jPVdu2bWXlypU+kwsk9bldju7De3pme4Y5PR/e+bLT7c/fiXxpfdL3ajdJANkfo9AAZBkaYGigocGHDkT3viB68803TV/79u3bm4s7vWiaMWOGGcuhYyh0wLpe8HoHIHrRtHPnTs8YCH/Hjx/3eZ3UjEf2xfSYMWPMhZj32BHvfvZ//PGHGQ/gvw//GZP++usvOXnypEyePNksKclXUjQAa9eunThB+/37nyMdU+A9tkPPpQZHJUqUuGyeNYjTz0YvynWcho4n0IBBL171c7KDtC+//NIM8tZAQj/Tu+66y4wvSInKlSsnSqtSpYrZp00DJb2416BDL5L1Avm///2vdO3a1edi+3I0sEnJIPRnnnnG1FudsU3HmCQVxCaVb60/Wj/s8RZ6jlWvXr2SPZZ+BvrZXKnOJqVcuXI+rzWgVDouKql0+/O/mnz5H8tep/vUMT8AsjcCEABZxrJlyyQyMtJczOniTy8m9WJV9ejRwwyc1TvSeoGrF5/a0lG7dm3P9nrRqYObx48fn+Tx/C+8vFs6bD/++KMZLNyiRQvzbBK9qM2TJ48Z6KwBUGrZd4p1BqvkLuhq1aolbtJB2SnJtwYf3hMCeLMDGL2o1gH6+qyMb775Rr7//nszAF0DSE3T1hLdjwZzuk4/P130fGoLgbYeOFUmDXp0SmL93HSwtLaIJDdzWFpoS4F9kW4P6r4adt14/fXXzTTLSdHzd6U6m9rPObn0/+u5dXX5utI+AWRvBCAAsgy9uNWLU+364k9bOObNmycTJ040F10aEGgwoN2wdPYfDV6ee+45n/dUqlTJzESkd8Cv9snQ2l1KWwj0Ytm+g6/0gtmbzsikF2racuN9p1tnA/K/UNc78Nra41QLxpU48VRsPZdLliyRZs2apeiit3HjxmZ5+eWXTaB27733mqDykUceMet1lijthqaLnjdtFdGAcuTIkVd8zoZ9se/tt99+S/T0dw1oNPDRQEiDHD332k3KSZp3nb1J7+oPHDjQ82yL22+//Yr51otxrR92wKnnWOm+3KobKZFe+eJp7UD2xRgQAFmCTmGrQcatt95qLuD8F51C9PTp07JgwQKzvXZ30nS9uPz888/l4sWLPt2vlHbr0elW9S54UsfTPuxXondy9ULJe0pa7TLj/wRn+8JW77Z7e++99xLtT7soaWDjPXWsdxctp+mUqUq7fl0tPZd6Dl566aVE6/Tc2/vWLjb+d7ntu+Z29zUdC+BNP0v7Itx/euSk6Ln3nkZXuz7pFLHapcub7lMXHZ+h51tbzZx+Poa2rukza7Q7nZ4bna75scceM2Mk/E2bNs3UYZu2FGmLn51vHU+jF/s67XNsbKwrdSMl0itfOhVxWuokgMyLFhAAWYIGFnpxpt2dkqJ30/UOtraS2IGG/q8X+Po8Bu1qpQPOvd1///2ma5YOiNXByHr3Xi+id+3aZdK1VeNKffz1WSR6kanjE7RLj4510BYavUu/bds2n4s0DSz0ORl6ga35XbFihbkz73+3d9y4cSY/OralT58+ZszAiRMnzOBzbWXQn52kLRZ6DG0t0rES+hwVHTytS0rp2A595sfYsWNN9yntCqdd0fSuvg5Q12d4aECoXag0CLvtttvMRat+phoA6t3zTp06mX1pK4iWUScDKFOmjBk/o5+jBir+n2FS9Nxrq5de6GvAoudcn9Giz3fxp60g9nNhUtv9SltNtK740yCjYsWKZnyRtthoC4i25KipU6eactjjXLzpedd86zMxjh07ZvKtZdE6YAdiGixpQKLPWtHtdIyMBltaX/QcasDttvTKl/7OaH3X36+IiAgznsUeAA8gi8voabgAICU6d+5snotgP8siKTqlbZ48eTzT1+qUoPpcA/2qGzNmTJLv0Slz9XkR+pwLnYZUn1Gh08vq8yNOnTrl2U738cQTTyS5j08++cRMQ6rv12eU6DStSU11qnnXfehzKQoUKGB169bN2r17t9lOn7vgTZ+Xodtq/rVMOhWqPhdj8uTJVzxXOsXuLbfckux6/2l4lT5jQcutU8b6T9mr06H6S6p8SvOn+9GpcAsWLGiebaHPdzhy5IhnqludGlafL6Hnq0SJEtatt95qple2ffXVV+Y5JrpO86Pb9uvXz4qMjEzRNLz6fBF9FoWeO/tZEvZzTfzpPnPlymWet5FSl5uG157GV6cQ1uef6BTRJ0+e9Hm/Tqur282aNctnGt7//ve/ZopbLbeeP/0M//jjj0TH1+fP6DM0dNpaLZ9+lvpMGX0Wh//no1Msp3QaXv/67X0+vdn5nT17tmP5ss+p9zTAu3btslq0aGHOha5jSl4g+wjQfzI6CAKAnEpbC+rWrStffPGFGQcBd2lXKB0r9Pzzz5vWioygT0LXmd20pUhbiQAgu2MMCAC4RMeV+NNuNtqFRQfNw33aJUq73Wl3PACAOxgDAgAuee2112Tjxo3mbrcOdranmO3bt2+iKX+RvnRWtF9//dXMwqXTNPvPkAUASD8EIADgEh2crE/L1tmQdLYgfRjbiy++mGh6YKS/0aNHm9mpdOIB/5nIAADpizEgAAAAAFzDGBAAAAAAriEAAQAAAOAaxoAkIyEhQY4cOSIFCxb0eUAYAAAAkJNZlmUeJKsPCdWZHFOLACQZGnwwKw0AAACQtD///FPKlCkjqUUAkgxt+bBPbKFChTI6OwAAAECmEBMTY27U29fLqUUAkgy725UGHwQgAAAAgK+rHabAIHQAAAAAriEAAQAAAOAaAhAAAAAAriEAAQAAAOAaAhAAAAAAriEAAQAAAOAaAhAAAAAAriEAAQAAAOAaAhAAAAAAriEAAQAAAOAaAhAAAAAAriEAAQAAAOAaAhAAAAAAriEAAQAAAOAaAhA4buXKldK5c2eJiIiQgIAAmT9/vmfdhQsXZNiwYXL99ddL/vz5zTYPPPCAHDlyJMl9nT9/XurUqWP2s2XLlsset1+/flKpUiUJDg6W4sWLS9euXWXXrl2e9VOnTjX7SWo5fvy4g2cAAAAAySEAgePOnDkjtWvXlgkTJiRaFxcXJ5s2bZKRI0ea/+fOnSu7d++WLl26JLmvoUOHmiAlJerXry9TpkyRnTt3yvfffy+WZUn79u3l0qVLZv3dd98tkZGRPkuHDh2kZcuWUqJEiTSWGgAAACkRYOlVGhKJiYmRwoULy6lTp6RQoUIZnZ0sS1sX5s2bJ926dUt2m/Xr10vDhg3ljz/+kHLlynnSv/vuOxk8eLDMmTNHrrvuOtm8ebNpDUmpbdu2mUBo7969pmXE319//SWlS5eWTz75RO6///6rKB0AAEDOE5PG6+TA7Nh955prrknUxWbcuHEZUBqkhFZe/YyKFCniSTt27Jj06dNHPv/8cwkJCbmqVhhtDalQoYKULVs2yW2mTZtm9n3HHXekKf8AAADIwgGIU913Ro8e7dPVpn///i6VAKlx7tw5E1Tec889nghaG+UefPBBefTRR6VBgwap2t8HH3wgBQoUMIu2oCxevFiCgoKS3FZbPnr27GnGjAAAAMAduSWT6dixo1mSok09ekHp7f333zfddw4ePOjTfadgwYJSqlSpdM8vrp62aN11110m4Pjwww896e+9956cPn1ahg8fnup93nvvvXLTTTeZoPONN94w+//pp58kX758PtutWbPGjBXRFhYAAADk4BYQJ7rvKO1yVaxYMalbt668/vrrcvHixQzLI5IPPnTchwaV3v0Hly1bZgKEvHnzSu7cueXaa6816doa0qtXr8vuV4PUypUrS4sWLeSrr74ys2DpGBR/H3/8sRlPogPXAQAAkINbQNLafUcNGDBA6tWrJ6GhobJ69WpzJ13viI8fPz7Zfel0r7p4D65ROoOSPYuSBjqBgYGSkJBg7trbkkvXNF2XXLq9X+90pdunJD1Xrlxmv97pdl6SS09p3p0qk9LtvNM1+NDPbM+ePbJkyRITPNrrtUzvvPOOjBo1yrO9fnbaKjZz5ky54YYbUvx56HaafvbsWfOzna6f7Zdffikvv/yySedzokyUiTJRJspEmSgTZbKuukw5JgBJrvuO0pmTbLVq1TJjAPQZEWPHjjV31ZOi67wvem379u0z4wnsu+vh4eFmgLS2vNjCwsLMcvjwYTOGxaZdwPTi+sCBAxIfH+9JL1OmjNmn7tu70uiAab3jrxfm3vSOvrbg7N+/36cCVKlSxRzv0KFDnnQta8WKFU3+jh496knXQfs6GPvEiRMSFRXlSU+PMmn3Ke0SZ/v9999lwYIF5lj6fI6BAwfKb7/9ZsbwaFnt8hYtWlRq1qxpWq40aLDZg9BLlixp0nV7zW/v3r1lxowZprw6Q5aO+WjWrJnpiqf148UXXzTno2rVquY9dpkmTZpk1jdu3Nik59TPiTJRJspEmSgTZaJMlCnsKsrkncdsNw1vclO42sGHXthqdx29YL2cX375xVzYanccvRhNaQuI/QHarStExCkr0w8//CDt2rVLdI51xrLnn3/e06XKn7aGtG3bNlHetZuWTqOrEw9oQKn0F0L3s3z5ctPdSn9x+vbta7aJjo42wcqNN94oI0aM8HzmdpmaNm1qZkqzx3/k1M+JMlEmykSZKBNlokyUKfAqyqTXWtrT6Gqn4c1yAYgdfGjUqBefekf9SqZPn24ufjUS1LvsKcFzQAAAAADnr5MzXRes2NhY8+A4mzbxbNmyxURZ2nSkz2zQu9wLFy40EaXd7KTrtTlKBy+vW7dOWrdubWbC0teDBg2S++67L8XBBwAAAID0kelaQLT7jgYP/nT2I+3Tr/3mkqKtIa1atTLByeOPP266W2mXKt1en3Kt40KSG/+RFFpAAAAAAOevkzNdAJJZEIAAAAAAzl8nZ/nngAAAAADIOghAAAAAALiGAAQAAACAawhAAAAAALgm003Di3/p08S9n2IJ+NOnl+qT3wEAALIKApBMHHxUr1ZN4s6ezeisIBMLCQ6Wnbt2EYQAAIAsgwAkk9KWDw0+Jt9+u1QJC8vo7CAT+i0qSvrOnWvqCgEIAADIKghAMjkNPupERGR0NgAAAABHMAgdAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAgGsIQAAAAAC4hgAEAAAAQM4NQFauXCmdO3eWiIgICQgIkPnz53vWXbhwQYYNGybXX3+95M+f32zzwAMPyJEjR3z2ceLECbn33nulUKFCUqRIEendu7fExsZmQGkAZGaX+75Rc+fOlfbt20uxYsXM+i1btiTax759++S2226T4sWLm++cu+66S44dO3bZ444dO1ZuuOEGKViwoJQoUUK6desmu3fv9tmmX79+UqlSJQkODjb77tq1q+zatcuhkgMAkHEyXQBy5swZqV27tkyYMCHRuri4ONm0aZOMHDnS/K8XB/pHu0uXLj7bafDxyy+/yOLFi2XhwoXmIqNv374ulgJAVnC57xt7ffPmzeXVV19Ndr0GKBqcLFu2TH766SeJj483QU1CQkKyx12xYoU88cQTsnbtWvM9pTdXdD+6P1v9+vVlypQpsnPnTvn+++/FsiyzzaVLlxwoOQAAGSfA0r9qmZT+UZ83b565O5ic9evXS8OGDeWPP/6QcuXKmT/WNWrUMOkNGjQw2yxatEg6deokhw4dMnc6UyImJkYKFy4sp06dMnc13aYBll6A/NC3r9RJYZ6Rs2w5ckRaTZ4sGzdulHr16mV0drK8y33fHDhwQCpUqCCbN2+WOnXqeNL/97//SceOHSU6OtrzPaHfGUWLFjXr2rVrl6Jj//XXX6YlRAOTFi1aJLnNtm3bTLC0d+9e0zICAEBGSet1cqZrAUktLbheOGhXK7VmzRrzsx18KL0ICAwMlHXr1mVgTgFkN+fPnzffP3nz5vWk5cuXz3zfrFq1KlXfYyo0NDTJ9doyoq0hGgSVLVvWgZwDAJBxcksWdu7cOTMm5J577vFEX0ePHjV3Er3lzp3b/GHXdZe7kNDFO7JT2t3B7vKgFxp6YaFdK7wbjpJL1zRdl1y6f1cKTVf29ppvKzBQ7HdaAQG+21uWWZeadNMpxDvdskwUmmy63z4CLEsCUpmeVN6TS6dMKS+T1g3/OuNE3UtJeq5cucx+vdPt34Pk0lP6e5Mev08pSf+/02z57Me7TN7fB3a6tr7qeLShQ4fKmDFjzDb/+c9/zDY6Nu1K3x32vp966ilp2rSpVK9e3bzHLtP7778vzz77rAlAqlatalpV8uTJk+KyZsfPiTJRJspEmSiTZLoy5ZgARPtM62BPPSkffvhhmveng0JHjRqV5ADTAgUKmJ+1qSk8PNwMMLXvWKqwsDCzHD582KcPd6lSpUxrjHbf0H7htjJlyph96r69K43e3dSgY8+ePSYAuuOOO+RcpUpixcXJxVy55HBYmGfbwIQEKX/8uJwNCpJjXndNgy5elNJRURIbHCxRhQt70oPPn5dS0dFyqkABOflPeVTBuDgJi4mRE4UKyemQEE96kdhYKRobK8eLFJGzXnd3w06dkoJnz0pksWISn/vf6lPyxAkJiY+XP4sXl4R/foGU5iX3pUvyR8mSPue1/LFjlCmNZToXEmK6Gyon6563ypUry8WLF2X//v3/likwUKpUqWKOp90aPWUKCpKKFSua3w3vYF8v0PWuvU4OERUV5Ul38/cpJWUy5/TcOZ/t7TKdPn3avD548KApj10m/aMwfvx4893x3nvvmf3oDRGdKEN/h+19Xa5Mw4cPl61bt8oXX3zh2d4uU5MmTeSrr74yXbS0BUS/83788Uf5888/c+znRJkoE2WiTJRJMrxM3nnMMWNA7ODj999/NwM/dYYa26effipDhgwxfbJt+mFqt4jZs2eb2WpS2gJif4B264qbEbHOttO4cWNZ/MgjUqdUKZNOawFl8k7fGhkpbSdPNuOddFwCd2PSVib9Y6ATW3hPamHnRb9o9Yt+w4YN5lwnlUf9otfWCW1t1S/uQYMGydNPP33ZMg0YMEAWLFggP/zwg1xzzTWXLZP+AdA/Eh999JHcfffdOfZzokyUiTJRJsokGV4mvc7Wv3dXOwYky7WA2MGHRo3Lly/3CT6U3jE8efKkGZirg7iVBil6Ahs1apTsfrUPt3c/bu8PXZekKoi/1Kb779c7XT9cDZwCEhLMRbD3Ba63gFSmm5ykJj2Z+DS16QGpSKdMKSuT1g37S8fJupfSdK2jqUl36vcmo8pkv8d7vXdeSv7TIqbfN8ePHzc3TpL77tAv8/79+5tpfzX4SG5Quf+x9H0aiPA5USbKRJmSy2Nq0ykTZXKyTFk2ANHndegsLza986itARpladORdkvSGaJ0el2NKO1mJ12vzVHah/rmm2+WPn36yMSJE03A8uSTT0qPHj1SPAMWgJzhct83OquetoBqtyv7WUP2szq0hUMXpV2j9HtHn9Whk2DoeA5t/dAxG7a2bdua1lf9LlI6Be+MGTPk66+/Ns8Csb/HtIlcn/uhrbuzZs0y0+7qfrXZfdy4cWadzugHAEBWlukCEO3i0Lp1a8/rwYMHm/979eolL774oumuoLynwlTaGtKqVSvz8/Tp080fev2jr5Fb9+7d5d1333W1HAAyv8t930ydOtV83zz00EOe9XojQ73wwgvm+8gOSnQchwYr2o3queeeMwGIN+3/690X1x63Zn9n2TSYefDBB02XUR3r8fbbb5tmbm1d0el5V69enWiSDQAAsppMPQYkI/EcEGR2PAcEAABkhBz/HBAAAAAAWQcBCAAAAADXEIAAAAAAcA0BCAAAAADXEIAAAAAAcA0BCAAAAICc+xwQAFmPPqzP+zkXgL+wsDDzcEcAAAhAAKQ5+KherZrEnT2b0VlBJhYSHCw7d+0iCAEAEIAASBtt+dDgY/Ltt0uVsLCMzg4yod+ioqTv3LmmrhCAAAAIQAA4QoOPOhERGZ0NAACQyTEIHQAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAZK0AZNGiRbJq1SrP6wkTJkidOnWkZ8+eEh0d7cQhAAAAAGQDjgQgzzzzjMTExJift2/fLkOGDJFOnTrJ/v37ZfDgwU4cAgAAAEA2kNuJnWigUaNGDfPznDlz5NZbb5VXXnlFNm3aZAIRAAAAAHCsBSQoKEji4uLMz0uWLJH27dubn0NDQz0tIwAAAADgSAtI8+bNTVerZs2ayc8//yyzZs0y6b/99puUKVPGiUMAAAAAyAYcaQF5//33JXfu3PLVV1/Jhx9+KKVLlzbp3333ndx8881OHAIAAABANuBIC0i5cuVk4cKFidLfeustJ3YPAAAAIJtwpAVEB5vr7Fe2r7/+Wrp16yb/+c9/JD4+3olDAAAAAMgGHAlA+vXrZ8Z7qN9//1169OghISEhMnv2bBk6dKgThwAAAACQDTgSgGjwoQ8eVBp0tGjRQmbMmCFTp0410/ICAAAAgGMBiGVZkpCQ4JmG1372R9myZSUqKoozDQAAAMC5AKRBgwYyZswY+fzzz2XFihVyyy23eB5QWLJkSScOAQAAACAbcCQAefvtt81A9CeffFKee+45ufbaa026TsvbtGlTJw4BAAAAIBtwZBreWrVq+cyCZXv99dclV65cThwCAAAAQDbgSAuIOnnypHz88ccyfPhwOXHihEn79ddf5fjx404dAgAAAEAW50gLyLZt26Rt27ZSpEgROXDggPTp00dCQ0Nl7ty5cvDgQZk2bZoThwEAAACQxTnSAjJ48GB56KGHZM+ePZIvXz5Pus6GtXLlSicOAQAAACAbcCQAWb9+vXkYob/SpUvL0aNHnTgEAAAAgGzAkQAkb968EhMTk+QDCosXL+7EIQAAAABkA44EIF26dJHRo0fLhQsXzOuAgAAz9mPYsGHSvXt3Jw4BAAAAIBtwJAB58803JTY2VkqUKCFnz56Vli1bmmeBFCxYUF5++WUnDgEAAAAgG3BkFqzChQvL4sWLZdWqVWZGLA1G6tWrJ+3atXNi9wAAAACyCUcCEFvz5s3NAgAAAADpGoAsXbrULPrgwYSEBJ91n376qVOHAQAAAJDTA5BRo0aZQegNGjSQ8PBwMwgdAAAAANIlAJk4caJMnTpV7r//fid2BwAAACCbcmQWrPj4eGnatKkTuwIAAACQjTkSgDzyyCMyY8YMJ3YFAAAAIBtzpAvWuXPnZPLkybJkyRKpVauW5MmTx2f9+PHjnTgMAAAAgCzOkQBEn/1Rp04d8/OOHTuc2CUAAACAbMiRAGT58uVO7AYAAABANufIGJCHH35YTp8+nSj9zJkzZh0AAAAAOBaAfPbZZ3L27NlE6Zo2bdo0zjQAAACAtHfBiomJEcuyzKItIPny5fOsu3Tpknz77bdSokSJtBwCAAAAQDaSpgCkSJEi5qnnulSpUiXRek3Xp6QDAAAAQJoDEB18rq0fbdq0kTlz5khoaKhnXVBQkJQvX14iIiI40wAAAADSHoC0bNnS/L9//34pV66cafEAAAAAAMcDEH32R82aNSUwMFBOnTol27dvT3ZbfTghAAAAAFx1AKIPHjx69KgZZK4/a+uHdsfyp+k6IB0AAAAArjoA0W5XxYsX9/wMAAAAAOkWgOgA8xYtWsiCBQvMz0p/vummmyQ4OPhqdwsAAAAgG0vTgwhXrVol8fHxntf33XefREZGOpEvAAAAANmQI09CtyU1BgQAAAAA0iUAAQAAAIB0ew6I+v7776Vw4cLm54SEBFm6dKns2LHDZ5suXbqk9TAAAAAAsoE0ByC9evXyed2vXz+f10zDCwAAAMCRAERbPAAAAAAgpRgDAgAAACDnBiArV66Uzp07S0REhOm+NX/+fJ/1c+fOlfbt20uxYsXM+i1btiTaR6tWrcw67+XRRx91sRQAAAAAskQAcubMGaldu7ZMmDAh2fXNmzeXV1999bL76dOnj3kmib289tpr6ZRjAAAAAK4NQndax44dzZKc+++/3/x/4MCBy+4nJCRESpUq5Xj+AAAAAGSjAMQp06dPly+++MIEIdqla+TIkSYoSc758+fNYouJiTH/6wxe9ixe2pUrMDDQDL73fuhicumapuuSS/efHUzTlb197ty5xQoMFPudVkCA7/aWZdalJt1MG+CdblmmGSzZdL99BFiWBKQyPam8J5dOmVJeJq0b/nXGibqXkvRcuXKZ/frUVTtffE6UyS/d+qfeKSfrnv93cHLpKf3OTo/vcspEmSgTZcoJZcqwAOTkyZPy1Vdfyb59++SZZ56R0NBQ2bRpk5QsWVJKly4tburZs6eUL1/ejCPZtm2bDBs2THbv3m3GjyRn7NixMmrUqETpWp4CBQqYn/V5J+Hh4XLs2DE5deqUZ5uwsDCzHD582HQRs2nwU6RIEdNaEx8f70kvU6aM2afu27vSVKhQwVzI7dmzxwRAd9xxh5yrVEmsuDi5mCuXHA4L82wbmJAg5Y8fl7NBQXIsNNSTHnTxopSOipLY4GCJ+uf5LCr4/HkpFR0tpwoUkJP/lEcVjIuTsJgYOVGokJz2CtCKxMZK0dhYOV6kiJzNm/ffsp46JQXPnpXIYsUkPve/1afkiRMSEh8vfxYvLgn//AIpzUvuS5fkj5Ilfc5r+WPHKFMay3QuJERq1Khhfnay7nmrXLmyXLx4Ufbv3/9vmQIDpUqVKuZ4hw4d8tTV+HLlRC5c4HOiTInKpHVV/xYoJ+uep0xBQVKxYkXzvXz06FFPev78+aVs2bJy4sQJiYqK8qS7+V1OmSgTZaJM2bFM+73yeDUCLO+w5irpRX67du1M4TSjerGvJ2XEiBFy8OBBmTZt2tVlLiBA5s2bJ926dUu0To+jH+DmzZulTp06l93PsmXLpG3btrJ3716pVKlSiltA7A+wUKFCrkfEOri+cePGsviRR6TOP13JMuvdzSulZ8U7tlmhTFsjI6Xt5Mmyfv168zuQUXdjPHW1d2+pGx7O50SZEuVd62qbSZNkw4YNZoxfdr8TSJkoE2WiTNm9TNHR0aaxQYMZ+zrZ9RaQwYMHy4MPPmgGehcsWNCT3qlTJ9MakdEaNWpk/r9cAJI3b16z+NMPXZekKoi/1Kb779c7XT9cjYIDEhLMH3PviwxvAalMNzlJTXoy8Wlq0wNSkU6ZUlYmrRv2l46TdS+l6VpHfeqqnS8+J8rklx7g9QfMybqX0nSnvrPd+H1KaTplokzJ5TG16ZSJMjlZJldnwdI7sP5PQFfa9cq7WSij2FP1atMTAAAAgIzjSAuIthzYg7a9/fbbb1K8ePFU7Ss2Nta0VNi0j5kGENrMU65cOdMlSrt1HTlyxKzX7l52XzVdtJ/djBkzTOuLPitEu4cNGjRIWrRoIbVq1UpzWQEAAABkcAtIly5dZPTo0XLhwgVPc5AGCTr4u3v37qnal/YRrlu3rlns7l368/PPP29eL1iwwLy+5ZZbzOsePXqY1xMnTvQMylmyZIl5WGG1atVkyJAhJg/ffPONE0UFAAAAkNEtIG+++aaZBadEiRJy9uxZadmypel61aRJE3n55ZdTtS99ivnlxsXrWBNdkqMDx1esWJGqYwIAAADIQgGIzn61ePFiWbVqlenypN2o6tWrZ2bGAgAAAIB0eRBh8+bNzQIAAAAA6RaAvPvuu0mm61iQfPnyybXXXmsGgad1yi4AAAAAWZsjAchbb70lf/31l8TFxUnRokVNmj6gJCQkxDwt8fjx4+bBhMuXLzdjNAAAAADkTI7MgvXKK6/IDTfcYB4p//fff5tFp+DVBwC+8847ZkYsnSJXp8MFAAAAkHM50gIyYsQImTNnjs9TxrXb1RtvvGGmwP3999/NU9JTOyUvAAAAgOzFkRaQyMhIuXjxYqJ0TbOfhB4RESGnT5924nAAAAAAcnIA0rp1a+nXr59s3rzZk6Y/P/bYY9KmTRvzevv27VKhQgUnDgcAAAAgJwcgn3zyiYSGhkr9+vUlb968ZmnQoIFJ03VKB6PrAwsBAAAA5FyOjAHRAeb6IMJdu3aZweeqatWqZvFuJQEAAACQszn6IMJq1aqZBQAAAADSNQA5dOiQLFiwwEy5Gx8f77Nu/PjxTh0GAAAAQE4PQJYuXSpdunQxDxvUblg1a9aUAwcOiGVZUq9ePScOAQAAACAbcGQQ+vDhw+Xpp582M13ly5fPPBPkzz//lJYtW8qdd97pxCEAAAAAZAOOBCA7d+6UBx54wPycO3duOXv2rJn1avTo0fLqq686cQgAAAAA2YAjAUj+/Pk94z7Cw8Nl3759nnVRUVFOHAIAAABANuDIGJDGjRvLqlWrpHr16tKpUycZMmSI6Y41d+5csw4AAAAAHAtAdJar2NhY8/OoUaPMz7NmzZLKlSszAxYAAAAA5wKQS5cumSl4a9Wq5emONXHixLTuFgAAAEA2lOYxILly5ZL27dtLdHS0MzkCAAAAkG05Mghdn/vx+++/O7ErAAAAANmYIwHImDFjzHNAFi5cKJGRkRITE+OzAAAAAIBjg9B15iulT0MPCAjwpOuT0PW1jhMBAAAAAEcCkOXLlzuxGwAAAADZnCMBSMuWLZ3YDQAAAIBszpExIOrHH3+U++67T5o2bSqHDx82aZ9//rl5QCEAAAAAOBaAzJkzRzp06CDBwcGyadMmOX/+vEk/deqUvPLKK5xpAAAAAM7OgqUPH/zoo48kT548nvRmzZqZgAQAAAAAHAtAdu/eLS1atEiUXrhwYTl58iRnGgAAAIBzAUipUqVk7969idJ1/EfFihWdOAQAAACAbMCRAKRPnz7y1FNPybp168xzP44cOSLTp083Dyd87LHHnDgEAAAAgGzAkWl4n332WUlISJC2bdtKXFyc6Y6VN29eE4D079/fiUMAAAAAyAYcCUC01eO5556TZ555xnTFio2NlRo1akiBAgWc2D0AAACAbMKRLlhffPGFafkICgoygUfDhg0JPgAAAACkTwAyaNAgKVGihPTs2VO+/fZbuXTpkhO7BQAAAJDNOBKAREZGysyZM01XrLvuukvCw8PliSeekNWrVzuxewAAAADZhCMBSO7cueXWW281M18dP35c3nrrLTlw4IC0bt1aKlWq5MQhAAAAAGQDjgxC9xYSEiIdOnSQ6Oho+eOPP2Tnzp1OHwIAAABATm4BUToIXVtAOnXqJKVLl5a3335bbrvtNvnll1+cOgQAAACALM6RFpAePXrIwoULTeuHjgEZOXKkNGnSxIldAwAAAMhGHAlAcuXKJV9++aXpeqU/e9uxY4fUrFnTicMAAAAAyOIcCUC065W306dPy3//+1/5+OOPZePGjUzLCwAAAMDZMSBq5cqV0qtXLzMN7xtvvCFt2rSRtWvXOnkIAAAAADm5BeTo0aMydepU+eSTTyQmJsaMATl//rzMnz/fPBUdAAAAABxpAencubNUrVpVtm3bZma9OnLkiLz33ntp2SUAAACAbCxNLSDfffedDBgwQB577DGpXLmyc7kCAAAAkC2lqQVk1apVZsB5/fr1pVGjRvL+++9LVFSUc7kDAAAAkK2kKQBp3LixfPTRRxIZGSn9+vWTmTNnSkREhCQkJMjixYtNcAIAAAAAjs6ClT9/fnn44YdNi8j27dtlyJAhMm7cOClRooR06dLFiUMAAAAAyAYcnYZX6aD01157TQ4dOmSeBQIAAAAA6RaA2PSJ6N26dZMFCxak1yEAAAAAZDHpFoAAAAAAgD8CEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAAA5NwBZuXKldO7cWSIiIiQgIEDmz5/vs37u3LnSvn17KVasmFm/ZcuWRPs4d+6cPPHEE2abAgUKSPfu3eXYsWMulgIAAABAlghAzpw5I7Vr15YJEyYku7558+by6quvJruPQYMGyTfffCOzZ8+WFStWyJEjR+T2229Px1wDAAAASIncksl07NjRLMm5//77zf8HDhxIcv2pU6fkk08+kRkzZkibNm1M2pQpU6R69eqydu1aady4cTrlHAAAAECWawFJq40bN8qFCxekXbt2nrRq1apJuXLlZM2aNRmaNwAAACCny3QtIGl19OhRCQoKkiJFiviklyxZ0qxLzvnz581ii4mJMf9funTJLErHnAQGBkpCQoJYluXZNrl0TdN1yaXb+/VOV/b2uXPnFiswUOx3WgEBvttbllmXmvSE/8vwv4mWZaLQZNP99hFgWRKQyvSk8p5cOmVKeZm0bvjXGSfqXkrSc+XKZfbrU1ftfPE5USa/dOufeqecrHv+38HJpaf0Ozs9vsspE2WiTJQpJ5RJcnoAcrXGjh0ro0aNSpS+b98+M5BdFS5cWMLDw82Adu3qZQsLCzPL4cOHzRgVW6lSpUwgpN3F4uPjPellypQx+9R9e1eaChUqmAu5PXv2mADojjvukHOVKokVFycXc+WSw2Fhnm0DExKk/PHjcjYoSI6FhnrSgy5elNJRURIbHCxRhQt70oPPn5dS0dFyqkABOflPeVTBuDgJi4mRE4UKyemQEE96kdhYKRobK8eLFJGzefP+W9ZTp6Tg2bMSWayYxOf+t/qUPHFCQuLj5c/ixSXhn18gpXnJfemS/FGypM95LX/sGGVKY5nOhYRIjRo1zM9O1j1vlStXlosXL8r+/fv/LVNgoFSpUsUc79ChQ566Gl+unMiFC3xOlClRmbSu6k0g5WTd85QpKEgqVqxovpe9bzTlz59fypYtKydOnJCoqChPupvf5ZSJMlEmypQdy7TfK49XI8DyDmsyGY2w5s2bJ926dUu0Tk+IfoCbN2+WOnXqeNKXLVsmbdu2lejoaJ9WkPLly8vAgQPNAPWUtoDYH2ChQoVcj4h1di8dr7L4kUekTqlSmfru5pXSs+Id26xQpq2RkdJ28mRZv369+R3IqLsxnrrau7fUDQ/nc6JMifKudbXNpEmyYcMGM8lIdr8TSJkoE2WiTNm9TNHR0RIaGmqCGfs6OUe3gNSvX1/y5MkjS5cuNdPvqt27d8vBgwelSZMmyb4vb968ZvGnH7ouSVUQf6lN99+vd7p+uBoFByQkmD/m3hcZ3gJSmW5ykpr0ZOLT1KYHpCKdMqWsTFo37C8dJ+teStO1jvrUVTtffE6UyS89wOsPmJN1L6XpTn1nu/H7lNJ0ykSZkstjatMpE2VyskxZNgCJjY2VvXv3el5rE4/eYdUoSweSa4uEBhM6ta4dXNhNRbpoE1Pv3r1l8ODB5j0alfXv398EH8yABQAAAGSsTDcLljbR161b1yxKAwn9+fnnnzevFyxYYF7fcsst5nWPHj3M64kTJ3r28dZbb8mtt95qWkBatGhhAhN9gCEAAACAjJXpWkBatWrl09fM34MPPmiWy8mXL595kGFyDzMEAAAAkDEyXQsIAAAAgOyLAAQAAACAawhAAAAAALiGAAQAAACAawhAAAAAALiGAAQAAACAawhAAADI5FauXCmdO3eWiIgI8+Tj+fPn+6zX6ev1eVnh4eESHBws7dq1kz179vhs89tvv0nXrl0lLCzMPKS3efPmsnz58mSPeeHCBRk2bJhcf/31kj9/fnPsBx54wPMgYPXDDz+Y/CS1rF+/Ph3OBIDsgAAEAIBM7syZM1K7du1kn2/12muvybvvvmseyrtu3ToTMHTo0EHOnTvn2UYf0Hvx4kVZtmyZbNy40exP044ePZrkPuPi4mTTpk0ycuRI878+0Hf37t3SpUsXzzZNmzaVyMhIn+WRRx6RChUqSIMGDdLhTADIDjLdgwgBAICvjh07miUp2vrx9ttvy4gRI0wLh5o2bZqULFnStJT06NFDoqKiTIvIJ598IrVq1TLbjBs3Tj744APZsWOHlCpVKtF+CxcuLIsXL/ZJe//996Vhw4Zy8OBBKVeunAQFBfm8V1tNvv76a+nfv79pBQGApNACAgBAFrZ//37TiqHdrryDh0aNGsmaNWvM62LFiknVqlVNYKKtKdoSMmnSJClRooTUr18/xcc6deqUCSyKFCmS5PoFCxbI33//LQ899JADJQOQXdECAgBAFmZ3odIWD2/62l6nQcOSJUukW7duUrBgQQkMDDTBx6JFi6Ro0aIpOo5259IxIffcc48ZQ5IUbWHRrl9lypRJc7kAZF+0gAAAkM1pN60nnnjCBB0//vij/PzzzyYY0YHtOm7jSrRr1V133WX28+GHHya5zaFDh+T777+X3r17p0MJAGQnBCAAAGRh9hiMY8eO+aTra3udDjxfuHChzJw5U5o1ayb16tUz4z90xqzPPvssRcHHH3/8YcaEJNf6MWXKFNPVy3uQOgAkhQAEAIAsTGec0kBj6dKlnrSYmBgzG1aTJk08M1op7XrlTV8nJCRcMfjQAezahUsDjKRoy4gGIDpNb548eRwqGYDsigAEAIBMLjY2VrZs2WIWe+C5/qyzUen4joEDB8qYMWPMIPDt27ebQECf26HdrJQGIjrWo1evXrJ161bzTJBnnnnG7OeWW27xHKdatWoyb948T/Bxxx13yIYNG2T69Oly6dIlM6ZEl/j4eJ/8aQuL7kun4AWAK2EQOgAAmZwGAa1bt/a8Hjx4sPlfA4qpU6fK0KFDzexWffv2lZMnT5qHDOoA83z58pnt9OGD+vq5556TNm3amODiuuuuM1Pm6vNAbPqcD53pSh0+fNgENKpOnTo++dEHGLZq1cpn8Lk+E0QDGAC4EgIQAAAyOb3Y125OydFWkNGjR5slOfpgQB0kfjnex7jmmmsue0xvM2bMSNF2AKDoggUAAADANQQgAAAAAFxDAAIAAADANQQgAAAAAFxDAAIAAADANQQgAAAAAFzDNLwAgBxDH9wXFRWV0dlAJqbPTClXrlxGZwPI1ghAAAA5JvioXq2axJ09m9FZQSYWEhwsO3ftIggB0hEBCAAgR9CWDw0+Jt9+u1QJC8vo7CAT+i0qSvrOnWvqCgEIkH4IQAAAOYoGH3UiIjI6GwCQYzEIHQAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAOli5cqV0rlzZ4mIiJCAgACZP3++z3rLsuT555+X8PBwCQ4Olnbt2smePXt8trnmmmvMe72XcePGXfa4rVq1SvSeRx99NF3KiNQjAAEAAEC6OHPmjNSuXVsmTJiQ5PrXXntN3n33XZk4caKsW7dO8ufPLx06dJBz5875bDd69GiJjIz0LP3797/isfv06ePzHj0WMofcGZ0BAAAAZE8dO3Y0S1K09ePtt9+WESNGSNeuXU3atGnTpGTJkqalpEePHp5tCxYsKKVKlUrVsUNCQlL9HriDFhAAAAC4bv/+/XL06FHT7cpWuHBhadSokaxZs8ZnW+1yVaxYMalbt668/vrrcvHixSvuf/r06RIWFiY1a9aU4cOHS1xcXLqUA6lHCwgAAABcp8GH0hYPb/raXqcGDBgg9erVk9DQUFm9erUJJrRL1fjx45Pdd8+ePaV8+fJm7Mm2bdtk2LBhsnv3bpk7d246lggpRQACAACATGvw4MGen2vVqiVBQUHSr18/GTt2rOTNmzfJ9/Tt29fz8/XXX28Gubdt21b27dsnlSpVciXfSB5dsAAAAOA6e3zGsWPHfNL19eXGbmgXLe2CdeDAgRQfS9+j9u7de9X5hXMIQAAAAOC6ChUqmEBj6dKlnrSYmBgzG1aTJk2Sfd+WLVskMDBQSpQokeJj6XuUtoQg49EFCwAAAOkiNjbWp9VBB55rMKDjOcqVKycDBw6UMWPGSOXKlU1AMnLkSDNuo1u3bmZ7HYyuAUnr1q3NTFj6etCgQXLfffdJ0aJFzTaHDx823at0Bq2GDRuablYzZsyQTp06mYHrOgZE39OiRQvThQsZjwAEAAAA6WLDhg0mePAfz9GrVy+ZOnWqDB061DwrRMdsnDx5Upo3by6LFi2SfPnyme10jMfMmTPlxRdflPPnz5sgRYMJ73EhFy5cMAPM7VmudIzIkiVLzBS/uu+yZctK9+7dzXS/yBwIQAAAAJAu9Ink+ryP5OgTyvUhg7okRWe/Wrt27WWPoU9K9z6GBhwrVqxIQ66R3hgDAgAAAMA1BCAAAAAAXEMAAgAAAMA1BCAAAAAAXEMAAgAAAMA1BCAAAAAAXMM0vAAAAJnMwYMHJSoqKqOzgUwsLCzMPMwxKyIAAQAAyGTBR/Vq1STu7NmMzgoysZDgYNm5a1eWDEIIQAAAADIRbfnQ4GPy7bdLlbCwjM4OMqHfoqKk79y5pq4QgAAAAMARGnzUiYjI6GwAjmMQOgAAAADXEIAAAAAAyLkByMqVK6Vz584SEREhAQEBMn/+fJ/1lmXJ888/L+Hh4RIcHCzt2rWTPXv2+GxzzTXXmPd6L+PGjXO5JAAAAAAyfQBy5swZqV27tkyYMCHJ9a+99pq8++67MnHiRFm3bp3kz59fOnToIOfOnfPZbvTo0RIZGelZ+vfv71IJAAAAAGSZQegdO3Y0S1K09ePtt9+WESNGSNeuXU3atGnTpGTJkqalpEePHp5tCxYsKKVKlXIt3wAAAACyYAByOfv375ejR4+able2woULS6NGjWTNmjU+AYh2uXrppZfM1GQ9e/aUQYMGSe7cyRf3/PnzZrHFxMSY/y9dumQWpV25AgMDJSEhwQRDtuTSNU3XJZdu79c7Xdnba36twECx32kFBPhub1lmXWrSE/4vw/8mWpZpBks23W8fAZYlAalMTyrvyaVTppSXSeuGf51xou6lJD1Xrlxmvz511c4XnxNl8ku3/ql3ysm65/8dnFy6XU/96yqfE2Xyz7vW1f87hJWorqal7qU23VNX/1nP50SZLP+6av/N9auraa17V3sdka0DEA0+lLZ4eNPX9jo1YMAAqVevnoSGhsrq1atl+PDhphvW+PHjk9332LFjZdSoUYnS9+3bJwUKFPAEOzr25NixY3Lq1CmfJ1HqcvjwYdOFzKYtMEWKFJEDBw5IfHy8J71MmTJmn7pv7y+sChUqmC8cHdOiAdAdd9wh5ypVEisuTi7myiWHveYCD0xIkPLHj8vZoCA5FhrqSQ+6eFFKR0VJbHCwRBUu7EkPPn9eSkVHy6kCBeTkP+VRBePiJCwmRk4UKiSnQ0I86UViY6VobKwcL1JEzubN+29ZT52SgmfPSmSxYhLvFdCVPHFCQuLj5c/ixSXhny9wpXnJfemS/OH3mZU/dowypbFM50JCpEaNGuZnJ+uet8qVK8vFixdN8O8pU2CgVKlSxRzv0KFDnroar/OQX7jA50SZEpVJ66r9ve1k3fOUKShIKlasaL6Xvf8WaBfdsmXLyokTJ8xc+XZdvVi8uFnP50SZ/MukdVXro9ZR7zqZ1rpnS+l1hF1XLxUqZNbzOVGms35lso9z4cIFn7qa1rqX0usI7+/mqxFgeYc1mYxGWPPmzZNu3bqZ1xpMNGvWTI4cOWJOou2uu+4y286aNSvJ/Xz66afSr18/iY2NlbxeFeZKLSD2B1jony8AN1tAtmzZIo0bN5bFjzwidf7pSpZTo3zKlHSZtkZGStvJk2X9+vVSp06dDGsB8dTV3r2lbng4nxNlSpR3rattJk2SDRs2mDF+GdUC4l9X+Zwok3/eta62njjR1FX9Xs2oFhBPXX34YakbEcHnRJnEP+9bjxyR1v98r3rXVbdaQKKjo82Nfg1m7OvkbNsCYo/p0OjNOwDR1/5fFN60i5beSdMormrVqkluo4FJUsGJfuHoktQfRn+pTfffr3e6fria54CEBFN5vSumt4BUppucpCY9mfg0tekBqUinTCkrk9YN+w+ek3UvpelaR33qqp0vPifK5Jce4PUHzMm6l9J0+/fAv67yOVEm/7xrXb2aOnalupfadE9ddaBM2fFzulJ6TihTgP031+G6l9L05L6zs+wsWJejTfUahCxdutSnpUJnw2rSpEmy79M7CXoCS5Qo4VJOAQAAAGSJFhDtJrV3717Pa+1jpgGENvPogPKBAwfKmDFjTP9gDUhGjhxpnhlid9PSwegakLRu3drMhKWvdQD6fffdJ0WLFs3AkgEAAADIdAGI9mXT4ME2ePBg83+vXr1k6tSpMnToUDNIpm/fvnLy5Elp3ry5LFq0SPLly2e2025UM2fOlBdffNGM6dAgRQMQez8AAAAAMk6mC0BatWrlM9jFn/Z104cM6pIUnf1q7dq16ZhDAAAAADliDAgAAACArI0ABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuCa3e4fKWizLMv/HxMRkyPFjY2PN/2fi4yXm3LkMyQMyN60bdl3JqHpqH9/OD3UVSaGuIqugriKrOJPBddU+pn29nFoB1tW+M5s7dOiQlC1bNqOzAQAAAGRKf/75p5QpUybV7yMASUZCQoIcOXJEChYsKAEBARmdHfwTbWtQqJW9UKFCGZ0dIEnUU2QV1FVkFdTVzEfDh9OnT0tERIQEBqZ+RAddsJKhJ/NqIjqkP/3y4QsImR31FFkFdRVZBXU1cylcuPBVv5dB6AAAAABcQwACAAAAwDUEIMgy8ubNKy+88IL5H8isqKfIKqiryCqoq9kPg9ABAAAAuIYWEAAAAACuIQABAAAA4BoCEAAAAACuIQBBuhg7dqzccMMN5kGOJUqUkG7dusnu3bt9tjl37pw88cQTUqxYMSlQoIB0795djh07dsV9b9u2TW688UbJly+feTDRa6+9dsX3DBgwQOrXr28GsNWpUydNZUP28uGHH0qtWrU888s3adJEvvvuO8966ilyet3cunWr3HPPPWbb4OBgqV69urzzzjs+2/zwww/mob3+y9GjR9NwBpBVvfjii4nqQrVq1Vyvu3///bfcfPPN5mF5+r2q73nyySfNgw2RsQhAkC5WrFhhvlzWrl0rixcvlgsXLkj79u3lzJkznm0GDRok33zzjcyePdtsr0+ev/322y+7X/3S0P2UL19eNm7cKK+//rr5ops8efIV8/Twww/L3Xff7Uj5kH3oA0fHjRtn6tOGDRukTZs20rVrV/nll1/Meuopcnrd1O30RtIXX3xhjv3cc8/J8OHD5f3330+0rd5oioyM9Cz6PuRM1113nU9dWLVqlWedW3VXHyqtvzMLFiyQ3377TaZOnSpLliyRRx991NGy4iroLFhAejt+/LjOtmatWLHCvD558qSVJ08ea/bs2Z5tdu7cabZZs2ZNsvv54IMPrKJFi1rnz5/3pA0bNsyqWrVqivLxwgsvWLVr105TWZD9aR37+OOPqafIdDK6btoef/xxq3Xr1p7Xy5cvN8eOjo5OdZmQ/VzuOyyj6+4777xjlSlTJlXvgfNoAYErTp06Zf4PDQ01/+vdC20VadeunWcbbZ4tV66crFmzJtn96LoWLVpIUFCQJ61Dhw7mrlt0dHS6lgHZ36VLl2TmzJmmpU67u1BPkVlktrqp3+n297k37ToYHh4uN910k/z000+pKiOylz179piuTxUrVpR7771XDh48aNIzsu5qS8vcuXOlZcuWaSob0o4ABOkuISFBBg4cKM2aNZOaNWuaNO0XrF8iRYoU8dm2ZMmSl+0zrOt0G//32OuAq7F9+3bTD1n7CGvT/Lx586RGjRrUU2S4zFg3V69eLbNmzZK+fft60jTomDhxosyZM8cs2te+VatWsmnTplSWGNlBo0aNTHenRYsWmbFM+/fvN2M3Tp8+nSF1V8cwhYSESOnSpc14qo8//jhN5UPaEYAg3elYkB07dpi7d6ntP6p/eHXp2LFjuuUPqFq1qmzZskXWrVsnjz32mPTq1Ut+/fXXFL2XeoqcVDf1u1z71OtTqbU/vnc++/XrZyZRaNq0qXz66afm/7feesuR4yJr0fp25513mkkUtJXi22+/lZMnT8qXX36ZIXVX66EGw19//bXs27dPBg8enOZ9Im1yp/H9wGXpbBMLFy6UlStXmgGVtlKlSkl8fLz5QvK+C6KzYOg6pV9Y2kyrdOYV+33+M2XYr+33Aamld+OuvfZa87NeQK1fv97M8qODwamnyEiZqW5q4NO2bVvT8jFixIgr5r1hw4Y+A4+Rc2kdrVKliuzdu9d0z3O77up6XbSrl3Yd1NaYkSNHmpY7ZAxaQJAuLMsywYd2F1i2bJlUqFDBZ73+Ic2TJ48sXbrUk6b9OLWPqPZvVjrThf7h1UWbTZWu02DG/mJSOsuW3n0rWrSoa+VD9u82eP78eeopMp2Mqps6+1Xr1q1NC8zLL7+corxqyw0XeFCxsbGm5UHrQ0Z/r+rvkNLfI2SgdBjYDliPPfaYVbhwYeuHH36wIiMjPUtcXJxnm0cffdQqV66ctWzZMmvDhg1WkyZNzHI5OntGyZIlrfvvv9/asWOHNXPmTCskJMSaNGmSZ5u5c+cmmhVjz5491ubNm61+/fpZVapUMT/r4j2bBnKmZ5991szOtn//fmvbtm3mdUBAgPW///3PrKeeIqNklrq5fft2q3jx4tZ9993n832usxva3nrrLWv+/PmmDuv2Tz31lBUYGGgtWbIkXc4NMrchQ4aYv/9ad3/66SerXbt2VlhYmKfOuFV3/9//+3/Wp59+auqk5mXhwoVW9erVrWbNmqVj6ZESBCBIFxrbJrVMmTLFs83Zs2fNVI46rZ5+idx2223mj9qVbN261WrevLmVN29eq3Tp0ta4ceN81usx/GPrli1bJpkf/UJCzvbwww9b5cuXt4KCgsxFVtu2bT0XeIp6ipxeN3VK1aTqpebN9uqrr1qVKlWy8uXLZ4WGhlqtWrUyF5fIme6++24rPDzc1F2tY/p67969rtddrYMa2OgNUa2blStXNlP3Ml10xgvQfzKyBQYAAABAzsEYEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEAAAAACuIQABAAAA4BoCEACAR6tWrWTgwIGZZj85wYMPPijdunXL6GwAgGsIQAAgk1yEBgQEmCUoKEiuvfZaGT16tFy8eFEysx9++MHk+eTJkz7pc+fOlZdeekkyg2uuucbkcebMmYnWXXfddWbd1KlT01zmKzlw4IB535YtW3zS33nnnVQdHwCyOgIQAMgkbr75ZomMjJQ9e/bIkCFD5MUXX5TXX39dsqLQ0FApWLCgZBZly5aVKVOm+KStXbtWjh49Kvnz55eMVLhwYSlSpEiG5gEA3EQAAgCZRN68eaVUqVJSvnx5eeyxx6Rdu3ayYMECsy46OloeeOABKVq0qISEhEjHjh1NoGLTO+h6ETt//nypXLmy5MuXTzp06CB//vnnZbv6aDcp7S6VnM8//1waNGhgggnNW8+ePeX48eOeO/qtW7c2P2u+9O6+HiOpLlgpzf/3338v1atXlwIFCngCMifce++9smLFCp/z8emnn5r03LlzX7aVQls6NE1bPi5X5kWLFknz5s1NOYoVKya33nqr7Nu3z7OfChUqmP/r1q1r3mefd//P5fz58zJgwAApUaKE+Rx1n+vXr0/UArN06VLz2ej5bNq0qezevduRcwUA6Y0ABAAyqeDgYImPj/dcpG7YsMEEJGvWrBHLsqRTp05y4cIFz/ZxcXHy8ssvy7Rp0+Snn34yF849evRIUx50/9qVauvWrSa40Qtw+4JbWxXmzJljftaLXw0WtDtRUlKa/zfeeMMEPStXrpSDBw/K008/LU4oWbKkCcg+++wzz7FmzZolDz/8cKr2c7kynzlzRgYPHmzKqcFBYGCg3HbbbZKQkGDW//zzz+b/JUuWmPdpN7WkDB061BxD87pp0ybTHU/zfuLECZ/tnnvuOXnzzTfN8TSISm1ZACCj/HvbBwCQKejFuV7AamtA//79TUuBXrhrUKF3utX06dPNxbAGBXfeeadJ04v5999/Xxo1amRe6wWstibohW/Dhg2vKi/eF7UVK1aUd999V2644QaJjY01rRTa1Urp3frkuhGlJv8TJ06USpUqmddPPvmkGQfjFC2Ldm3TC/evvvrKHKdOnTqp2keuXLmSLXP37t19ttUWluLFi8uvv/4qNWvWND8rbR3R1qSkaBDz4YcfmhYhbSVSH330kSxevFg++eQTeeaZZzzbarDZsmVL8/Ozzz4rt9xyi5w7d860mgBAZkYLCABkEgsXLjQX9XoBqRefd999txkHsnPnTnOH2w4s7IvYqlWrmnU23UaDA1u1atXMBbL3Nqm1ceNG6dy5s5QrV850w7IveLV1IqVSmn/tSmQHHyo8PNzT3SspOoBcz5cu9sX65egFugZO2rqiwYHTLQYaaN1zzz0mUCtUqJAZ/J7ac6VdtjQQa9asmSctT548JoD0/xxr1arlc67U5c4XAGQWtIAAQCahYwv07rfOghUREeEzNsEJ2iVIW1e8eXeBSupuvHb90UVbLPQOvl5M62u7a5iT9ELbm45z8M+vt2+//daTf+2udiV6Pu+//3554YUXZN26dTJv3rwkz5HyPu7lzpE3DdR0/I62WOjnp12vtOUjPc6V//nSc6Xs7l4AkJnRAgIAmYTOxqT9/bW1wTv40G5UOh2vXjTb/v77bzMGoUaNGp403UbHA9h0vY4D0fcrDSD8B3X7TwnrbdeuXeY448aNkxtvvNG0qPjfYddgSV26dCnZ/aQ0/6mlF/t6vnQpXbp0it6jrR46GL1r165mELk/u5uU93nyP0dJldkuz4gRI6Rt27amzDrw/krv86ctQLqddlfzDoB0EHpazhUAZCYEIACQyemsVnrB3KdPH1m1apUZEH7fffeZi25N974jrmNG9EJfu07pwO/GjRt7xn+0adPGBCg6SF27C2lLwI4dO5I9rgZCejH83nvvye+//27Gcfg/20ODAL37rt3H/vrrL9PF6Wrz7wYNDKKiohJNyWvTlhQ9Zxp0aZcnDVY0qLhSmTWY0W5lkydPlr1798qyZcvMgHRvOmZE96+zZR07dkxOnTqVZBCqM6DpWA/dTseP6HnTQfO9e/d2+GwAQMYgAAGALEAvmOvXr2+mdm3SpInpIqRdkLy74egYimHDhpmpcnUMgY6N0JmebNp1auTIkWaWJR0rcvr0aTM1bnK0NUAHQ8+ePdvcfdeLcp2lypsGEaNGjTKDoHWmKR04frX5d4sGCpfrsqXjQ7TFRvOrUwmPGTPmimXWrlv6oEMN/LTb1aBBgxI9w0VbtXQQ/6RJk0wXreSCLz3POqBdu4vVq1fPBDQ6IUFSLTYAkBUFWJfrYAsAyBI0UNCL5dQ+nRsAALfRAgIAAADANQQgAAAAAFxDFywAAAAArqEFBAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAuIYABAAAAIBrCEAAAAAAiFv+P6Z5/9cmbw2yAAAAAElFTkSuQmCC)

Figure 2. Comparison on average fitness for different experiments

Analyzing this bar graph it is clearly observed that the average fitness for the last experiment is much smaller than the one of the first experiment. Reading X axis and comparing it with Y axis, it is concluded that the higher the population and mutation rate is, the less the obtained fitness is.

# Conclusions

During the development of this work about the Vehicle Routing Problem (VRP), many of the contents learned throughout the Artificial Intelligence course have been deepened and reinforced. Not only using the libraries learned (pandas, NumPy, random, matplot), but also being able to experiment with them and learn more about their functions. The implementation of this whole project facilitated knowledge and skills which help when solving any other real-world problem.

This learning has not been the only thing that has been acquired from this practical assignment. Due to the amount of code programmed in order to obtain the solution of this problem, as well as the tests and experiments performed to verify its efficiency, the conclusions drawn in this report are numerous and diverse.

This report has presented a hybrid approach to solve the Vehicle Routing Problem by combining clustering with Genetic Algorithms (GA). The solution has been based on splitting the problem into several subproblems according to clustering and the launching several instances of TSP-solver, one for each vehicle. Using this approach has made it possible to obtain the final result, that is, the shortest route for each vehicle. The problem might seem long and complicated as it involves running an algorithm for a large number of packages, vehicles and cities. However, by dividing it this way, arriving at the solution has consisted on solving small samples. This shows that applying clustering before optimization helps to solve the problem in an easier, faster and more understandable way.

The use of kNN algorithm for clustering has also been an effective method for assigning packages to vehicles depending on their proximity and capacity constraints. Using n\_neighbors = 2 helped to obtain a more realistic solution making all packages assigned but without increasing the complexity of the algorithm.

The Travelling Salesman Problem has been solved by the implementation of the Genetic Algorithm for each vehicle. This ends on an efficient route planning. The search space was reduced and optimizing the problem was easier. On the other hand, using permutations of cities guaranteed obtaining efficient solutions and simplified the application of crossover and mutation.

Although the approach chosen was not the most complex one, it provided enough flexibility and realism for experimenting with the problem solution. By combining simple but powerful methods learned in course practices the final solution has been reached.

As it has been shown in III. Experiments an Results, after executing the algorithms, they had been proved under different methods.

Each of the vehicles was assigned to a route and then optimized, the total distance travelled by each vehicle changed depending on the different cities each of them visited. The results showed that GA algorithm has perfectly generated efficient routes for each vehicle.

Several experiments were run by changes in the population size and mutation rate. The conclusions obtained from the analysis of these experiments reflect the impact of population size and mutation on the execution of Genetic Algorithms. An increase in the diversity allows the algorithm to explore more possibilities, making it more difficult to stagnate in the search for the best. In addition, if the mutation rate is too low, the algorithm could stop improving, and if it is too high it could become less reliable. Using a value as 0.3 helps to find better routes and adds some variation.

As a conclusion, this assignment shows that combining different AI techniques can considerably help solve complex problems.
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