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# 前言

## 编码三准则

正确性 > 可靠性 > 健壮性 > 可读性 > 执行效率。代码主要是给人看的，顺带才是给机器编译执行。代码是写给别人看的，然后才给自己看。

## 环境设置

|  |  |
| --- | --- |
| 使用等宽字体 | 由于非等宽字体在对其等方面问题多多，任何情况下，源码都必须使用等宽字体编辑和显示。 |
| 每个制表符（TAB）的宽度为4个半角字符 | 不一致的缩进宽度会导致行与行之间的参差不齐，进而严重影响代码的可读性。 |
| 优先使用**Fixedsys** | 在Windows平台中，应该优先使用字体：**Fixedsys**，这也是操作系统UI（所有的菜单、按钮、标题栏、对话框等等）默认使用的字体。该字体的好处很多：   * 兼容性好：所有Windows平台都支持该字体 * 显示清晰：该字体为点阵字体，在显示器中呈现的影像更为清晰。 * 支持多语言：Fixedsys是UNICODE字体，支持世界上几乎所有的文字符号。这对编写中文注释是很方便的。 |

# 文件结构

1. 所有文件(.h/.inl/.cpp)都应该有统一的文件头。

// SHANDA GAMES PROPRIETARY INFORMATION

//

// This software is supplied under the terms of a license agreement or

// nondisclosure agreement with Shanda Games and may not

// be copied or disclosed except in accordance with the terms of that

// agreement.

//

// Copyright (c) 1999-2010 Shanda Games.

// All Rights Reserved.

//

// Shanda Games Limited, Shanghai, China, 201203

// <http://www.shandagames.com>

#ifndef \_THISFILE\_H\_

#define \_THISFILE\_H\_

//

//文件内容

//

#endif //#ifndef \_THISFILE\_H\_

1. 为避免头文件被重复包含，必须在头文件中使用ifndef/define/endif产生预处理块。预处理块紧跟在文件头注释之后，包含除文件头之外的所有文件内容。
2. 代码中需要使用到的基本数据类型定义，全部使用“sdtype.h”中定义的类型，不直接使用C++基本类型保留关键字。
3. 具有不同功能的文件，应该按照功能或者模块，存放在不同目录。对外头文件可以按照代码结构同样存放。如下图所示

![](data:image/png;base64,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)

1. 面向跨平台开发，工程中所有目录以及源代码文件必须使用英文小写命名。
2. 面向未来64位编程的兼容性，代码中不允许将指针类型强制转换为UINT32等其他类型，如果有转换的需要，只能强制转换为UINT64类型。

# 程序和格式

## 空行和空格

* 1. 定义文件中，在每个类声明之后，每个函数定义结束之后都要加一个空行。
  2. 在一个函数体内，逻辑上密切相关的语句之间不加空行，其他地方应加空行分隔。
  3. 一行代码只做一件事情，每行一个语句。容易阅读且方便注释。
  4. if，for，while，do等语句自成一行，执行语句不得紧跟其后，且不管执行语句是否只有一句，都要加{}和缩进，使条理清晰。
  5. 尽量在定义变量的同时初始化，可以减少引用未初始化变量的隐患。
  6. ’(’向后紧跟，右括号逗号分号向前紧跟，紧跟处不留空格。
  7. 参数之间的逗号后面需要留出空格。
  8. 二元操作符前后都应当加空格。
  9. 一元操作符前后不加空格
  10. [], ., ->这类操作符前后不加空格。
  11. 对于比较长的if，for等语句，可以适当去掉空格。

void Func1(INT32 x, INT32 y, INT32 z); // 良好的风格

void Func1 (INT32 x, INT32 y, INT32 z); // 不良的风格

// ===========================================================

if (year >= 2000) // 良好的风格

if(year>=2000) // 不良的风格

if ((a >= b) && (c <= d)) // 良好的风格

if(a>=b&&c<=d) // 不良的风格

// ===========================================================

for (i=0; i<10; i++) // 良好的风格

for(i=0;i<10;i++) // 不良的风格

for (i = 0; i < 10; i ++) // 过多的空格

// ===========================================================

x = a < b ? a : b; // 良好的风格

x=a<b?a:b; // 不好的风格

// ===========================================================

INT32\* x = &y; // 良好的风格

INT32\* x = & y; // 不良的风格

// ===========================================================

array[5] = 0; // 不要写成 array [ 5 ] = 0;

a.Function(); // 不要写成 a . Function();

b->Function(); // 不要写成 b -> Function();

## 对齐和缩进

* 1. {}应该独占一行并且位于同一列，且和引用它们的语句左对齐。
  2. {}之内的代码块，应当相对’{’使用4个空格的缩进。

void Function(INT32 x)

{

for (初始化; 终止条件; 更新)

{

// 相关代码之间紧密相连，不相关代码中间加上空行

}

try

{

// ...

}

catch (const exception& err)

{

// ...

}

// ...

}

* 1. 代码当中的缩进，统一使用Tab，并定义Tab为4个空格。

## 长行拆分

* 1. 代码行长度尽量控制为120字符以内，过长代码行可以进行适当的分行。
  2. 长表达式要在低优先级操作符处拆分成新行，操作符放在新行之首，拆分的新行要进行适当的缩进，使排版整齐，语句可读。

if ((very\_longer\_variable1 >= very\_longer\_variable2)

&& (very\_longer\_variable3 <= very\_longer\_variable4)

&& (very\_longer\_variable5 <= very\_longer\_variable6))

{

dosomething();

}

## 注释

* 1. 提倡将代码写成自注释的，条理清楚则不必额外添加注释。
  2. 注释是对代码的额外提示和解释，注释应该达到代码的20%到40%。
  3. 如果不是通过伪码来编码，则提倡边写代码边注释。修改代码同时修改注释，保持两者一致性。多余的注释及时删除。
  4. 注释应当准确易懂，没有二义性。使用中文注释。
  5. 注释放在被注释代码的上方。（如果注释的字符串长度短小简单，也可以放在对应代码的右边，但要注意和上下的注释保持局部对齐）
  6. 代码段内注释的格式如下。

// 单行注释，用双斜线，放在被注释代码之上

被注释代码

//

// 多行注释

// 在被注释代码之上，前后都增加一个空的注释行。

//

被注释代码

## 类版式

* 1. 采用支持Doxygen自动生成说明文档的注释格式。
  2. 正常的函数注释风格如下

/\*\*

\* @brief

\* 函数功能介绍

\* @param 参数名1 : 参数1功能介绍

\* @param 参数名2 : 参数2功能介绍

\* 如需要断行，第二行从起始处空一格位置继续书写

\* @return 返回值介绍

\*/

函数声明

例如：

/\*\*

\* @brief

\* 获取当前文件的属性

\* @param pStatus : 获取的文件属性结构体

\* @return 如果成功，返回TRUE，否则返回FALSE

\*/

BOOL SDAPI GetFileStatus(SFileStatus &pStatus)

* 1. 正常的结构体注释的格式如下：

/\*\*

\*@brief 结构体功能介绍

\*/

struct \*\*\*

{

成员1定义; /\*\*<成员1功能介绍\*/

成员2定义; /\*\*<成员2功能介绍\*/

};

例如：

/\*\*

\*@brief 文件状态结构体

\*/

struct SFileStatus

{

UINT32 mode; /\*\*<文件对应的模式，文件，目录等\*/

UINT32 inode; /\*\*<i-node节点号, linux-specific\*/

};

* 1. 正常的类注释的格式如下：

/\*\*

\*@brief 类功能介绍

\*/

class \*\*\*\*

{

public：

公共接口；

protect:

保护类函数；

private：

私有成员；  
};

例如：

/\*\*

\*@brief 文件操作类，完成最基本的文件操作,或使用FileMapping方式读取文件(具体功能参照接口)

\*/

class CSDFile

{

public：

/\*\*

\* @brief

\* Open a file, type参数同fopen接口

\* @param pszFileName : 文件名称

\* @param type : 文件访问权限

\* @return 成功返回TRUE，失败返回FALSE

\*/

BOOL SDAPI Open(const CHAR\* pszFileName, const CHAR\* type, BOOL);

protect:

private：

BOOL m\_bFileMapping; /\*\*<是否使用FileMapping方式读取文件\*/

};

* 1. 正常的命名空间注释的格式如下：

namespace \*\*\*\*

{

/\*\*

\* @defgroup 子类别 子类别介绍

\* @ingroup 父类别

\* @{

\*/

……

}

例如：

namespace SGDP

{

/\*\*

\* @defgroup groupfile 文件操作

\* @ingroup SGDP

\* @{

\*/

……

}

* 1. 正常的文件注释的格式如下：

/\*\*

\* @file 文件名

\* @author 作者名

\* @brief 文件功能介绍

\*

\*\*/

例如：

/\*\*

\* @file sdfile.h

\* @author 王奎

\* @brief 文件工具类

\*

\*\*/

* 1. 将公有的定义和成员放在类声明的最前面，保护的放在中间，而私有的摆在最后，体现以方法为中心的设计思想，而不是以数据为中心。

# 命名规则

* 1. 标识符应当直观而且可以拼读，可望文知意，不必进行解码。
  2. 标识符应当遵循”MinLength-MaxInfo”的原则。用最小长度来表达最多的信息。
  3. 命名规则尽量和采取的操作系统和开发工具的风格一致。
  4. 程序中不要出现仅仅靠大小写区别的标识符。如x和X。
  5. 程序中不要出现标识符完全相同的局部变量和全局变量。
  6. 变量名字应该是“名词”或者“形容词+名词”。如Value或者MaxValue。
  7. 全局函数的名字应该使用“动词+名词”，而类的函数则使用动词。如DrawBox（）和box->Draw（）。
  8. 尽量避免在标识符当中出现数字编号。
  9. 变量名由作用域前缀+类型前缀+一个或多个单词组成。为便于界定，每个单词的首字母要大写。如果是全局变量，需要在类型名称后面加上模块名称，以示区别。

作用域前缀表明一个变量的可见范围。作用域有如下几种：

|  |  |
| --- | --- |
| **前缀** | **说明** |
| *无* | 局部变量 |
| m\_ | 类和结构的成员变量（member） |
| sm\_ | 类和结构的静态成员变量（static member） |
| s\_ | 静态变量（static） |
| g\_ | 外部全局变量（global） |
| sg\_ | 静态全局变量（static global） |
| gg\_ | 进程间共享的共享数据段全局变量（global global） |

类型前缀表明一个变量的数据类型，可以有如下几种：

|  |  |
| --- | --- |
| **前缀** | **说明** |
| ll  qw  n  dw  sh  w  c  by | 八字节有符号整数必须使用“sdtype.h”中定义的INT64类型  八字节无符号整数必须使用“sdtype.h”中定义的UINT64类型  四字节有符号整数必须使用“sdtype.h”中定义的INT32, LONG类型  四字节无符号整数必须使用“sdtype.h”中定义的UINT32, ULONG类型  两字节有符号整数必须使用“sdtype.h”中定义的INT16类型  两字节无符号整数必须使用“sdtype.h”中定义的UINT16类型  一字节有符号整数必须使用“sdtype.h”中定义的CHAR类型  一字节无符号整数必须使用“sdtype.h”中定义的UCHAR类型 |
| en | 枚举型变量（enumeration）举例如下  /\*\*  \*@brief 服务器状态  \*/  enum ESvrStat  {  SRV\_INVALID = 0,  SRV\_STARTING = 1,  SRV\_STARTED,  SRV\_PAUSING,  SRV\_PAUSED,  SRV\_STOPPING,  SRV\_STOPPED  }; |
| b | 布尔型变量必须使用“sdtype.h”中定义的BOOL类型，取值使用“sdtype.h”中定义的TRUE、FALSE |
| f | 浮点型变量必须使用“sdtype.h”中定义的FLOAT类型 |
| p  pst  po  psz  pfn  pc | 指针型变量和迭代子（pointer），后面再加上指针的类型  pointer of struct  pointer of object  pointer of string with zero end  pointer of function  pointer of char array |
| st  tag | 结构struct SDateTime stDateTime;  typedef struct tagAbc { }SAbc; |
| a  adw | 数组（array）  UINT32 array |
| sz  ac  str | string with zero end一般用来存放0结尾的字符串  CHAR array字符数组，字符缓冲区，不一定是字符串  String，CString等 |
| C  S  I | class类名称如CTimerModule  struct结构名称如SDateTime  接口定义，如ISDNet |
| o  itr  map  lst  vec  str | 类的实例（object）  iterator迭代器  std::map  std::list  std::vector  std::string  **关于模版的typedef, 应按如下方式定义： typedef std::map<int, int> CIntPairMap**  **以C开头，模版容器类型结尾, 其他类型容器的typedef也应遵守此规则。** |

模块名称是为了避免在大型的开发项目当中不同模块之间出现命名冲突。通过增加模块标识，可以更醒目。比如g\_ulTimer\_MaxElapse.

* 1. 提倡使用名字空间，并且名字空间的名称不应该过长，通常都使用缩写的形式来命名。

# 表达式和基本语句

* 1. 避免使用运算符的默认优先级，用括号来明确指出运算顺序。

word = (high << 8) | low

if ((a | b) && (a & c))

* 1. 不要编写太复杂的复合表达式。
  2. 不要写有多用途的表达式。

d = ( a = b + c) + e

应该写成

a = b + c

d = a + e

* 1. 不要直接将Bool型变量跟TRUE或者1，0等值直接进行比较。
  2. 应该将整型变量用==或者!=直接与0比较，而不要写成if(nValue)或者if(!nValue).
  3. 不可将浮点变量用等于或者不等于跟任何数字比较，而应该设法转化成大于小于的形式。
  4. 指针变量尽量跟NULL而不是0来比较。
  5. switch的每个case语句结尾都需要添加break，除非是逻辑的确需要多个分支重叠，此时应加以注释。不管是否需要default分支，都应该加上，并且需要break。

# 常量

宏常量和const常量的区别：const常量有数据类型，而宏常量没有。编译器可以对const常量进行类型安全检查，对宏常量只进行字符替换，没有类型检查，并且字符替换可能会有意想不到的错误。

* 1. 尽量使用含义直观的常量来表示那些将在程序中多次出现的数字或字符串
  2. 在C++程序中只使用const常量而不使用宏常量。
  3. 需要对外公开的常量放在头文件中，不需要公开的常量放在定义文件中。为便于管理，可以将不同模块的常量几种存放在一个公共的头文件中。
  4. 如果某一常量与其他常量密切相关，应在定义中包含这种关系，而不是直接给出值。
  5. 常量的命名由类型前缀+模块+全大写字母组成，单词间通过下划线来界定，如：TIMER\_NAME\_STRING, TIMER\_MAX\_LENGTH