# Building Persistence Models with ActiveRecord

## Modelling Users

For users, we have to implement the following class tree:
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The head of the sales department is an especially insisting culprit of a user and he talked our development leader in modeling VIP customers as a separate class. Later we can eventually change that, but for now we have to deal with that complicated tree.

Staff, on the other hand, is modeled more reasonable. We simply have a staff type and assign their duties and rights by adding roles to the members.

There are other, partly contradictory, requirements, as in every project. One manager just read about DDD and doesn’t want us to use a non-domain base class. Well, it’s just that he still demands that validation checking must be done automatically before saving. Our fellow developers are used to ActiveRecord and don’t want to cope with repositories or ActiveRecordMediator…

So, we’ll do our very best to satisfy them all…

## Test Project

We got principles, too. First we create a test project for simple smoke tests of our persistence model. First add all the references (they are in the code) and build a base class for in-memory-testing:

    1 public class TestBase : InMemoryTest

    2 {

    3     protected SessionScope scope;

    4

    5     [SetUp]

    6     public override void SetUp()

    7     {

    8         base.SetUp();

    9         scope = new SessionScope();

   10     }

   11

   12     [TearDown]

   13     public override void TearDown()

   14     {

   15         if (scope != null)

   16         {

   17             scope.Dispose();

   18             scope = null;

   19         }

   20         base.TearDown();

   21     }

   22

   23     public override Assembly[] GetAssemblies()

   24     {

   25         return new[] {typeof (User).Assembly};

   26     }

   27 }

Our test classes can now inherit this base class. ActiveRecord’s InMemoryTest base class doesn’t define any test-framework specific attributes, so you have to do this once for your favorite framework.

So we create a first test against a basic User class:

    1 [TestFixture]

    2 public class BasicUserTests : TestBase

    3 {

    4     [Test]

    5     public void ShouldBeAbleToCreateAnUser()

    6     {

    7         var user = new User()

    8                        {

    9                            Login = "bluechip1",

   10                            Email = "purchasing@bluechip.com",

   11                            Name = "John D. Farrow",

   12                            Password = "mommy"

   13                        };

   14         ActiveRecordMediator<User>.Save(user);

   15     }

   16 }

With a basic User class (shown below), we get an early green result:

![](data:image/png;base64,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)

    1 [ActiveRecord("`User`",

    2     DiscriminatorColumn = "type",

    3     DiscriminatorType = "String",

    4     DiscriminatorValue = "user")]

    5 public class User : IPrincipal

    6 {

    7     [PrimaryKey(PrimaryKeyType.GuidComb)]

    8     public virtual Guid Id { get; protected set; }

    9

   10     [Property]

   11     public virtual string Login { get; set; }

   12

   13     [Property]

   14     public virtual string Name { get; set; }

   15

   16     [Property]

   17     public virtual string Email { get; set; }

   18

   19     [Property]

   20     public virtual string Password { get; set; }

   21

   22     public bool IsInRole(string role)

   23     {

   24         // We do not implement this functionality

   25         return false;

   26     }

   27

   28     public IIdentity Identity

   29     {

   30         get { return new GenericIdentity(Name, "castle.authentication"); }

   31     }

   32 }

The User class is quite simple with a few exceptions:

1. Since User is a reserved name in most databases, we set a table name and escape it with back ticks, because User is a fine name for the table.
2. We’re using Discriminator attributes in lines 2-4 because we are going to set up a class tree with the table-per-hierarchy pattern.
3. All properties are marked as virtual, so that we can use lazy loading. This is a best practice: Don’t be fooled into omitting it as YAGNI; lazy loading is such a common requirement that you should plan for it from the beginning.

## Validation

Someone said something about validation, so we need to add some basic validations to the user class. For now, let’s say that all properties except Id are mandatory and that Login must be unique. We can do these validations using two different ways:

### Database Constraints

We’re adding NotNull and Unique attributes to the properties. When we are CreateSchema() the table columns will have the desired constraints.

When using this approach, both the database and NHibernate check that the value is not null and that it is unique respectively.

Unfortunately, it has a major drawback: We cannot check in advance whether an entity can be saved to the database without an error. If we tried and encountered an error, we had to dump and recreate the NHibernate session. We would lose all information about other dirty entities in that case.

Also, we can only check a small number of constraints this way. For example, we cannot check if a valid email address is given or just an empty string.

### Validation framework

In addition to constraints, we can use a validation framework that allows us to specify our validity rules in the model instead of the database. We can then check that our data is valid before we send it to the database.

As a matter of coincidence, Castle ships with its own validation framework, so we are going to use that here.

### Implementing validation

To implement validation on our user type, we will use Castle Validator. We can use database constraints in addition, as a last line of defense against invalid data, but the main validation work will be done in the model, not in the database.

First, we create a short, failing test:

    1 [Test]

    2 public void CannotCreateAnUserWithoutEmail()

    3 {

    4     Assert.Throws<ValidationException>(() =>

    5        ActiveRecordMediator<User>.Save(

    6            new User {Login = "none", Name = "A. N. Onymous", Password = ""}

    7            ));

    8 }

To make it pass, we add the required attribute to the Email-property of the user class:

[Property(NotNull = true)]

[ValidateNonEmpty]

public virtual string Email { get; set; }

We leave the other properties as they are for now to verify our approach. We can still add validation to them afterwards.

But, the test is still failing. We get an exception, but not the desired one: NHibernate refuses to save the entity. The last line of defense is still standing, but the session is flawed.

The reason is that the validation framework itself is never called. It would have been called if we used ActiveRecordValidationBase as a base class, but we have POCOs, so there is no automatic validation available. Let’s do it manually.

We now change the test, so that NHibernate is satisfied and we can verify that the validation framework refuses to save the entity:

    1 [Test]

    2 public void CannotCreateAnUserWithoutEmail()

    3 {

    4     Assert.Throws<ValidationException>(() =>

    5        ActiveRecordMediator<User>.Save(

    6            new User {

    7             Login = "", Name = "A. N. Onymous",

    8             Password = "",Email=""}

    9            ));

   10 }

First, we ignore the failing test and create a new one that checks that by manual validation, we can find the missing email in advance:

    1 [Test]

    2 public void AnUserWithoutEmailIsInvalid()

    3 {

    4     IValidatorRegistry registry = new CachedValidationRegistry();

    5     IValidatorRunner runner = new ValidatorRunner(registry);

    6     var user = new User

    7                    {

    8                        Login = "", Name = "A. N. Onymous",

    9                     Password = "", Email = ""

   10                    };

   11     Assert.That(runner.IsValid(user), Is.False);

   12 }

This test passes on the first try. But we still want the test before to pass: Invalid entities must never make it to the database.

To ensure such an orthogonal behavior, we can make use of NHibernate’s event listeners. ActiveRecord allows us to add them to the model quite simply:

    1 [EventListener]

    2 public class ValidationChecker :

    3     IPreUpdateEventListener, IPreInsertEventListener

    4 {

    5     public bool OnPreUpdate(PreUpdateEvent @event)

    6     {

    7         ThrowIfInvalid(@event.Entity);

    8         return false;

    9     }

   10

   11     public bool OnPreInsert(PreInsertEvent @event)

   12     {

   13         ThrowIfInvalid(@event.Entity);

   14         return false;

   15     }

   16

   17     private static IValidatorRegistry registry =

   18         new CachedValidationRegistry();

   19     private IValidatorRunner runner =

   20         new ValidatorRunner(registry);

   21

   22     private void ThrowIfInvalid(object o)

   23     {

   24         if (!runner.IsValid(o))

   25         {

   26             throw new ValidationException(

   27                 string.Format(

   28                 "Validation of {0} has failed", o));

   29         }

   30     }

   31 }

The listener is registered with NHibernate by using the EventListener-attribute in line 1. It will be registered for all the Listener-interfaces it implements. We therefore need only one listener for both insert and update commands. The work is done in lines 22-30. This could and should be done better. For example, one could not throw an exception, but simply return “true” to veto the change and raise a message so that the problem could be handled gracefully in higher level code.

## Data Access

We have now only one thing missing: How should we access our entities?

The default option would be using ActiveRecordBase, but we cannot use that here. The basic alternative is using ActiveRecordMediator, but this has some drawbacks:

1. As we have seen, there is no validation executed when an entity is saved.
2. There is no possibility to use doubles for unit testing.
3. ActiveRecordMediator<MyEntity>.Save(myEntity) is quite long to type or read.

Can we bring all of these requirements together? Ideally, can we somehow emulate ActiveRecord-like syntax sugar like entity.Save()? The rest of the chapter deals with doing exactly this.

Another option we have is using a Data Access Object (DAO), which is nowadays often found relabeled as Repository. DAOs allow using test doubles and we can make them call our validation before we do the actual data manipulation. Unfortunately, we had to manage our DAOs then, but at least it’s a start.

We therefore define an interface for our DAOs:

    1 public interface IDao<TClass> where TClass: class, IAggregateRoot

    2 {

    3     void Create(TClass t);

    4     void Update(TClass t);

    5     void Save(TClass t);

    6     void Delete(TClass t);

    7

    8     TClass Find(object id);

    9     IQueryable<TClass> Linq();

   10     ICriteria GetCriteria();

   11     ICriteria GetCriteria(string alias);

   12     IQuery GetQuery(string query);

   13     IQuery GetNamedQuery(string name);

   14 }

The interface contains definitions for basic data access operations. This interface is expected to grow along with its implementers when other operations are needed, so it is the best to define a default implementation that can be extended instead of implementing the interface.

    1 public class GenericDao<TClass> :IDao<TClass> where TClass:class, IAggregateRoot

    2 {

    3     private IValidatorRegistry registry;

    4     private IValidatorRunner runner;

    5

    6     public virtual IValidatorRegistry Registry

    7     {

    8         get { return registry; }

    9         set { registry = value; }

   10     }

   11

   12     public virtual IValidatorRunner Runner

   13     {

   14         get { return runner; }

   15         set { runner = value; }

   16     }

   17

   18     public GenericDao()

   19     {

   20         registry = new CachedValidationRegistry();

   21         runner = new ValidatorRunner(registry);

   22     }

   23

   24     public void Create(TClass t)

   25     {

   26         Validate(t);

   27         ActiveRecordMediator<TClass>.Create(t);

   28     }

   29

   30     protected virtual void Validate(TClass t)

   31     {

   32         if (!Runner.IsValid(t))

   33         {

   34             var errors = Runner.GetErrorSummary(t);

   35             throw new ValidationException(string.Format("{0} is not valid", typeof (TClass).FullName), errors.ErrorMessages);

   36         }

   37     }

The above source code is not complete; it omits most interface implementations for brevity, showing just the idea behind the class: Do whatever additional work is necessary and delegate the actual data access to ActiveRecordMediator.

I have not explained a certain issue of the previous code samples: Both have a class constraint that allows only implementers of IAggregateRoot to be used as a type parameter. IAggregateRoot is an empty marker interface, by the way.

From Domain Driven Design, I especially appreciate the idea of Bounded Contexts and Aggregates. The aggregate concept defines responsibility boundaries for persistence. So if I have a user and some types that depend on it, for example account data for customers, I don’t want anyone to access the account data directly, but only by using a customer. Customer is therefore the aggregate root and the Account class is part of the Customer’s aggregate.

By constraining the type parameter to be of type IAggregateRoot, I do not only prevent nonsense DAOs like GenericDao<string>, but also enforce that only defined aggregate roots can be explicitly persisted. Dependent objects must be persisted by reachability, so we have to define proper cascading for them.

Now that we have a DAO, we want to enable our fellow programmers to use it as conveniently as possible. So I define a class with static methods so that it is not necessary to manage the DAO manually anymore.

    1 public class Storage<T> where T:class, IAggregateRoot

    2 {

    3     private static IDao<T> dao = new GenericDao<T>();

    4

    5     public static void RegisterDao(IDao<T> replacement)

    6     {

    7         dao = replacement;

    8     }

    9

   10     public static void Create(T t)

   11     {

   12         dao.Create(t);

   13     }

Again, most methods have been left out for brevity. The code shows the concept using the Create-method. It also shows how we can replace the actual DAO with a test double: by calling RegisterDao with a mock object.

We are now one step short of emulating the original ActiveRecord-syntax. What’s left is defining extension methods for IAggregateRoot to enable calling operations directly from objects:

    1 public static class StorageExtensions

    2 {

    3     public static void Save<T>(this T t) where T:class, IAggregateRoot

    4     {

    5         Storage<T>.Save(t);

    6     }

This now allows our code to pass the following test:

    1 [Test]

    2 public void SupportsActiveRecordSemantics()

    3 {

    4     var user = new User()

    5     {

    6         Login = "bluechip1",

    7         Email = "purchasing@bluechip.com",

    8         Name = "John D. Farrow",

    9         Password = "mommy"

   10     };

   11

   12     user.Save();

   13

   14     var users = (from u in Storage<User>.Linq()

   15                  where u.Email.Contains("blue")

   16                  select u).ToList();

   17     Assert.That(users.Count,Is.EqualTo(1));

   18 }

Additionally, we can create tests by mocking data access, so that we don’t even have to set up ActiveRecord for testing:

    1 [TestFixture]

    2 public class MockingTest

    3 {

    4     [Test]

    5     public void CanMockUserAccess()

    6     {

    7         var dao = MockRepository.GenerateMock<IDao<User>>();

    8         dao

    9             .Expect(d => d.Save(null))

   10             .IgnoreArguments()

   11             .Repeat.AtLeastOnce();

   12         Storage<User>.RegisterDao(dao);

   13

   14         (new User()).Save();

   15

   16         dao.VerifyAllExpectations();

   17     }

   18 }

That way, we can use the ActiveRecord-syntax and still mock data access. The above test needs only a quarter of the time to run an in-memory-test with ActiveRecord initialized. When we are using a real database for testing, we would need even longer.

## What was achieved?

By now, a lot of requirements had been fulfilled:

* No framework-specific base class has been used.
* Validity of the data is ensured by inspecting all changes before they are sent to the database.
* We have a self-servicing ActiveRecord-like syntax that
  + is restricted to aggregate roots
  + frees us from managing DAOs
  + and allows to mock data access