今天工作的时候在配置https，一时兴起，简单记录一下自己对https的理解，以及如何在web中使用，我们主要讨论几个问题

1. 为什么要用https

2. https是如何建立链接的

3. 实际使用中的问题

**1.** 为什么要用**https**而不是**http**

• 通信使用明文（ 不加密） ， 内容可能会被窃听

• 不验证通信方的身份， 因此有可能遭遇伪装

• 无法证明报文的完整性， 所以有可能已遭篡改这些问题不仅在 HTTP 上出现，其他未加密的协议中也会存在这类问题。

**2.** 如何解决**http**协议中的安全问题

我们需要采用SSL， SSL不仅提供加密处理，而且还使用了一种被称为证书的手段，可用于确定方。证书由值得信任的第三方机构颁发，用以证明服务器和客户端是实际存在的。另外，伪造证书从技术角度来说是异常困难的一件事。所以只要能够确认通信方（服务器或客户端）持有的证书，即可判断通信方的真实意图

我们可以简单理解为 **https** 就是 **http** 套上了 **ssl** 的外壳 (•̀ᴗ•́)و ̑̑

**3.** 抛开上面的概念问题，我们自己考虑下如何保证通讯的安全 **(**ง **•̀\_•́)**ง

1. 对称加密是否可行？

◦ 该方式加解密的密钥是同一个，对称加密的安全度很高

◦ 假设 A 和 B 通信，A 发出的消息经过密钥加密发送，B 收到消息后，用密钥解密

◦ 在保证密钥不泄露的情况下，这种方式是绝对OK的

◦ 但是在网络中的情况很复杂，要实现对称加密，需要客户端和服务端同时具备密钥，在密钥的保存和传递过程中，很容易出现泄露，尤其是在客户端

◦ 所以对称加密一定可行，但是不能直接采用，我们还需要改进！(ง •̀\_•́)ง

2. 如何在对称加密的基础上改进？

◦ 密钥应该是在每次发起请求时临时生成的，如果是一个固定的密钥，就始终存在着泄露的风险，SSL就采用的协商机制来解决这个问题

◦ 我们需要保证对称加密的密钥在传递过程中的安全，这里我们就需要借助非对称加密（公钥 私钥）

3. 非对称加密的作用？

◦ 非对称加密的密钥分为 公钥 和 私钥 ， （公钥加密，私钥解密），（私钥加密，公钥解密）

◦ https中，这种加密方式主要是为了规避对称加密在密钥传递过程中的安全问题

◦ 公钥是公开的，谁都可以拿到，私钥只有服务器拥有，不会传递，所以不用担心泄露

◦ 由于公钥是公开的，所以服务器加密的数据，任何持有公钥的客户端都可以解密，所以服务器 -> 浏览器的信息，约等于明文，不具备安全性

◦ 由于私钥服务器拥有，不传递，任何以公钥加密的数据，只有服务器可以解开，所以浏览器 -> 服务器的信息发送，是安全的

◦ 非对称加密具有单向安全性

◦ 所以我们可以利用这个特点，如果对称加密的密钥由客户端（浏览器）生成，再用公钥加密发送给服务器，服务器得到对称密钥后，双方再以对称加密的方式通信，就可以保证通信的安全

4. 服务器和客户端如何协商生成对称密钥？

◦ 我们已经提到，需要让对称密钥临时生成，这里我们引入一种协商机制（后面再讨论公钥篡改问题，先忽略）

◦ 建立https链接的时候，浏览器会先向服务器发送自己支持的加密算法和摘要算法，并且附带一个随机数

◦ 服务器收到请求后，返回公钥，同时也附带一个随机数

◦ 浏览器收到公钥后，再次生成随机数，利用刚才这3个随机数生成一个对称密钥，公钥加密该对称密钥，发送给服务器，之后就可以开始对称加密通信了(ง •̀\_•́)ง

◦ 每次请求都会重复以上步骤

以上就是**https**建立链接的大体步骤（当然，我们忽略了公钥篡改问题）

**4.** 如何确保公钥没有被篡改

由于非对称加密只具有单向安全性，公钥的传递，必定是不安全的，以上的https链接创建，是我们假设得到了正确的公钥，由于公钥是公开的，所以公钥本身，有被篡改的可能，那么我们如何解决这个问题呢

这里要涉及两个非常重要的概念：证书、CA（证书颁发机构）

• "证书"，可以暂时把它理解为网站的身份证。这个身份证里包含了很多信息，其中就包含了上面提到的公钥。

• 也就是说，等用户通过浏览器访问服务器的时候，再也不用满世界的找某个服务器的公钥了。当他们访问某服务器的时候，这台服务器就会把证书发给浏览器，告诉他们说，乖，用这个里面的公钥加密数据。

这里有个问题，所谓的“证书”是哪来的？这就是下面要提到的CA负责的活了。

• CA（证书颁发机构），可以颁发证书的CA有很多（国内外都有），但是只有少数CA被认为是权威、公正的，这些CA颁发的证书，浏览器才认为是信得过的，我们的操作系统中会预先安装好一些证书发布机构的证书。比如VeriSign。（CA自己伪造证书的事情也不是没发生过。。。）证书颁发的细节这里先不展开，可以先简单理解为，网站向CA提交了申请，CA审核通过后，将证书颁发给网站，用户访问网站的时候，网站将证书给到用户。

证书可以证明当前传递的公钥是合法有效的，但是CA证书也是服务器传递的，CA证书里面的公钥还是有被篡改的问题，这里会涉及到签名和根证书

• 根证书：CA机构自己也有一个证书，就叫做根证书，并且CA机构有自己的私钥和公钥，CA机构颁发的证书，都用CA机构的私钥加密过

• 签名：就是对传输的内容，通过hash算法计算出一段固定长度的串，通过CA机构的私钥对这段摘要进行加密，加密后得到的结果就是“数字签名”。数字签名只能验证数据的完整性，数据本身是否加密不属于数字签名的控制范围

• 我们的浏览器中，内置了大多数权威CA机构的根证书，当我们收到一个CA证书的时候，浏览器会找到相应CA机构的根证书，取出公钥，对CA证书解密，并比对数字签名

以上方式就保证了证书本身的安全性

**5.** 总结一下**https**完整的建立连接步骤

1. TCP三次握手

2. Client Hello – 客户端发送所支持的 SSL/TLS 最高协议版本号、所支持的加密算法及压缩方法和随机数A等信息给服务器端。

3. Server Hello – 服务器端收到客户端信息后，选定双方都能够支持的 SSL/TLS 协议版本和加密方法及压缩方法、 随机数B和服务器证书返回给客户端。

4. 客户端根据证书类型，找到内置的根证书，对证书进行解密，并验证数字签名有效性，如果是非法证书，拒绝连接，并在页面提醒，如果你选择信任该证书，依然可以继续

5. 客户端主动再生成一个随机数C，开始生成秘钥，这个生成秘钥的算法是客户端跟服务器端共享的，因为之前协商的时候已经确定了算法了，生成秘钥后就可以加密一段内容，试着跟服务区通信了，这个内容是经过先散列，散列后将原内容和散列集一起用刚才的密钥加密；接着用服务器端证书中的公钥对随机数C加密。

6. 然后把加密过的内容和加密好的随机数一起发向服务器端。

7. 服务器用私钥解密得到随机数C，这样服务器端也同时拥有了随机数A、B、C，即刻生成密钥，再用密钥对加密的内容进行解密，然后解开后对其中的明文内容进行散列，与客户端发过来的散列值进行比较，如果相等，说明就是客户端发过来的，通信成功。

8. 用步骤3中同样的方式发一段加密过的内容给客户端。

9. 用步骤5一样的方式对服务器发来的内容进行验证。

10. 客户端确定开始通信。

11. 服务端确定开始通信。

**6. https**使用中的问题

1. 只有注册登录页，才需要HTTPS？

◦ 当然不是，如果仅在登录页使用了HTTPS，但是登录以后，其他页面就变成了HTTP。这时，我们的cookie里的session值就暴露了。

2. HTTPS太慢？

◦ 这个在工作中试过，由于一直都在用Https，和http相比，使用上没有速度快慢的感觉，https建立连接的开销，对于目前的硬件性能，不值一提

3. 免费的证书哪里搞？

◦ <https://www.startcomca.com/> 好东西，不多说
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