### Essentials 基础

# Installation 安装

### Compatibility Note 兼容性

Vue does **not** support IE8 and below, because it uses ECMAScript 5 features that are un-shimmable in IE8. However it supports all [ECMAScript 5 compliant browsers](https://caniuse.com/#feat=es5).

Vue **不支持** IE8 及以下版本，因为 Vue 使用了 IE8 无法模拟的 ECMAScript 5 特性。但它支持所有[**兼容 ECMAScript 5 的浏览器**](https://caniuse.com/#feat=es5)。

### Release Notes 更新日志

Latest stable version: 2.6.10

最新稳定版本：2.6.10

Detailed release notes for each version are available on [GitHub](https://github.com/vuejs/vue/releases).

每个版本的更新日志见 [**GitHub**](https://github.com/vuejs/vue/releases)。

## [Vue Devtools](https://vuejs.org/v2/guide/installation.html#Vue-Devtools)

When using Vue, we recommend also installing the[***Vue Devtools***](https://github.com/vuejs/vue-devtools#vue-devtools) in your browser, allowing you to inspect and debug your Vue applications in a more user-friendly interface.

在使用 Vue 时，我们推荐在你的浏览器上安装 [**Vue Devtools**](https://github.com/vuejs/vue-devtools#vue-devtools)。它允许你在一个更友好的界面中审查和调试 Vue 应用。

## [Direct <script> Include](https://vuejs.org/v2/guide/installation.html#Direct-lt-script-gt-Include)

## [直接用 <script> 引入](https://cn.vuejs.org/v2/guide/installation.html#%E7%9B%B4%E6%8E%A5%E7%94%A8-lt-script-gt-%E5%BC%95%E5%85%A5)

Simply download and include with a script tag. **Vue** will be registered as a global variable.

直接下载并用 <script> 标签引入，Vue 会被注册为一个全局变量。

Don’t use the minified version during development. You will miss out on all the nice warnings for common mistakes!

在开发环境下不要使用压缩版本，不然你就失去了所有常见错误相关的警告!

[Development Version](https://vuejs.org/js/vue.js)：With full warnings and debug mode

开发版本：包含完整的警告和调试模式  
  
[Production Version](https://vuejs.org/js/vue.min.js)：Warnings stripped, 33.30KB min+gzip

生产版本：删除了警告，33.30KB min+gzip

For prototyping or learning purposes, you can use the latest version with:

对于制作原型或学习，你可以这样使用最新版本：

<script src="https://cdn.jsdelivr.net/npm/vue"></script>

For production, we recommend linking to a specific version number and build to avoid unexpected breakage from newer versions:

对于生产环境，我们推荐链接到一个明确的版本号和构建文件，以避免新版本造成的不可预期的破坏：

<script src="https://cdn.jsdelivr.net/npm/vue@2.6.10/dist/vue.js">

</script>

If you are using native ES Modules, there is also an ES Modules compatible build:

如果你使用原生 ES Modules，这里也有一个兼容 ES Module 的构建文件：

<script type="module">

import Vue from 'https://cdn.jsdelivr.net/npm/vue@2.6.10/dist/vue.esm.browser.js'

</script>

You can browse the source of the NPM package at [**cdn.jsdelivr.net/npm/vue**](https://cdn.jsdelivr.net/npm/vue/).

你可以在 [**cdn.jsdelivr.net/npm/vue**](https://cdn.jsdelivr.net/npm/vue/) 浏览 NPM 包的源代码。

Vue is also available on [**unpkg**](https://unpkg.com/vue@2.6.10/dist/vue.js) and [**cdnjs**](https://cdnjs.cloudflare.com/ajax/libs/vue/2.6.10/vue.js) (cdnjs takes some time to sync so the latest release may not be available yet).

Vue 也可以在 [**unpkg**](https://unpkg.com/vue@2.6.10/dist/vue.js) 和 [**cdnjs**](https://cdnjs.cloudflare.com/ajax/libs/vue/2.6.10/vue.js) 上获取 (cdnjs 的版本更新可能略滞后)。

Make sure to read about [**the different builds of Vue**](https://vuejs.org/v2/guide/installation.html#Explanation-of-Different-Builds) and use the **production  
version** in your published site, replacing vue.js with vue.min.js. This is a smaller build optimized for speed instead of development experience.

请确认了解[**不同构建版本**](https://cn.vuejs.org/v2/guide/installation.html#%E5%AF%B9%E4%B8%8D%E5%90%8C%E6%9E%84%E5%BB%BA%E7%89%88%E6%9C%AC%E7%9A%84%E8%A7%A3%E9%87%8A)并在你发布的站点中使用**生产环境版本**，把 vue.js 换成 vue.min.js。这是一个更小的构建，可以带来比开发环境下更快的速度体验。

## [NPM](https://vuejs.org/v2/guide/installation.html#NPM)

NPM is the recommended installation method when building large scale applications with Vue. It pairs nicely with module bundlers such as [**Webpack**](https://webpack.js.org/) or [**Browserify**](http://browserify.org/). Vue also provides accompanying tools for authoring [**Single File Components**](https://vuejs.org/v2/guide/single-file-components.html).

在用 Vue 构建大型应用时推荐使用 NPM 安装[**[1]**](https://cn.vuejs.org/v2/guide/installation.html#footnote-1)。NPM 能很好地和诸如 [**webpack**](https://webpack.js.org/) 或 [**Browserify**](http://browserify.org/) 模块打包器配合使用。同时 Vue 也提供配套工具来开发[**单文件组件**](https://cn.vuejs.org/v2/guide/single-file-components.html)。

## [CLI](https://vuejs.org/v2/guide/installation.html#CLI) [命令行工具 (CLI)](https://cn.vuejs.org/v2/guide/installation.html#%E5%91%BD%E4%BB%A4%E8%A1%8C%E5%B7%A5%E5%85%B7-CLI)

Vue provides an [**official CLI**](https://github.com/vuejs/vue-cli) for quickly scaffolding ambitious Single Page Applications. It provides batteries-included build setups for a modern frontend workflow. It takes only a few minutes to get up and running with hot-reload, lint-on-save, and production-ready builds. See [**the Vue CLI docs**](https://cli.vuejs.org/) for more details.

Vue 提供了一个[**官方的 CLI**](https://github.com/vuejs/vue-cli)，为单页面应用 (SPA) 快速搭建繁杂的脚手架。它为现代前端工作流提供了 batteries-included 的构建设置。只需要几分钟的时间就可以运行起来并带有热重载、保存时 lint 校验，以及生产环境可用的构建版本。更多详情可查阅 [**Vue CLI 的文档**](https://cli.vuejs.org/)。

The CLI assumes prior knowledge of Node.js and the associated build tools. If you are new to Vue or front-end build tools, we strongly suggest going through [**the guide**](https://vuejs.org/v2/guide/) without any build tools before using the CLI.

CLI 工具假定用户对 Node.js 和相关构建工具有一定程度的了解。如果你是新手，我们强烈建议先在不用构建工具的情况下通读[**指南**](https://cn.vuejs.org/v2/guide/)，在熟悉 Vue 本身之后再使用 CLI。

## [Explanation of Different Builds](https://vuejs.org/v2/guide/installation.html#Explanation-of-Different-Builds) [对不同构建版本的解释](https://cn.vuejs.org/v2/guide/installation.html#%E5%AF%B9%E4%B8%8D%E5%90%8C%E6%9E%84%E5%BB%BA%E7%89%88%E6%9C%AC%E7%9A%84%E8%A7%A3%E9%87%8A)

In the [**dist/ directory of the NPM package**](https://cdn.jsdelivr.net/npm/vue/dist/) you will find many different builds of Vue.js. Here’s an overview of the difference between them:

在 [**NPM 包的 dist/ 目录**](https://cdn.jsdelivr.net/npm/vue/dist/)你将会找到很多不同的 Vue.js 构建版本。这里列出了它们之间的差别：

### [Terms](https://vuejs.org/v2/guide/installation.html#Terms) 术[语](https://cn.vuejs.org/v2/guide/installation.html#%E6%9C%AF%E8%AF%AD)

* **Full**: builds that contain both the compiler and the runtime.
* **完整版**：同时包含编译器和运行时的版本。
* **Compiler**: code that is responsible for compiling template strings into JavaScript render functions.
* **编译器**：用来将模板字符串编译成为 JavaScript 渲染函数的代码。
* **Runtime**: code that is responsible for creating Vue instances, rendering and patching virtual DOM, etc. Basically everything minus the compiler.
* **运行时**：用来创建 Vue 实例、渲染并处理虚拟 DOM 等的代码。基本上就是除去编译器的其它一切。
* [**UMD**](https://github.com/umdjs/umd): UMD builds can be used directly in the browser via a <script> tag. The default file from jsDelivr CDN at [**https://cdn.jsdelivr.net/npm/vue**](https://cdn.jsdelivr.net/npm/vue) is the Runtime + Compiler UMD build (vue.js).
* [**UMD**](https://github.com/umdjs/umd)：UMD 版本可以通过 <script> 标签直接用在浏览器中。jsDelivr CDN 的 [**https://cdn.jsdelivr.net/npm/vue**](https://cdn.jsdelivr.net/npm/vue) 默认文件就是运行时 + 编译器的 UMD 版本 (vue.js)。
* [**CommonJS**](http://wiki.commonjs.org/wiki/Modules/1.1): CommonJS builds are intended for use with older bundlers like [**browserify**](http://browserify.org/) or [**webpack 1**](https://webpack.github.io/). The default file for these bundlers (pkg.main) is the Runtime only CommonJS build (vue.runtime.common.js).
* [**CommonJS**](http://wiki.commonjs.org/wiki/Modules/1.1)：CommonJS 版本用来配合老的打包工具比如 [**Browserify**](http://browserify.org/) 或 [**webpack 1**](https://webpack.github.io/)。这些打包工具的默认文件 (pkg.main) 是只包含运行时的 CommonJS 版本 (vue.runtime.common.js)。
* [**ES Module**](http://exploringjs.com/es6/ch_modules.html): starting in 2.6 Vue provides two ES Modules (ESM) builds:
* [**ES Module**](http://exploringjs.com/es6/ch_modules.html)：从 2.6 开始 Vue 会提供两个 ES Modules (ESM) 构建文件：
  + ESM for bundlers: intended for use with modern bundlers like [**webpack 2**](https://webpack.js.org/) or [**Rollup**](https://rollupjs.org/). ESM format is designed to be statically analyzable so the bundlers can take advantage of that to perform “tree-shaking” and eliminate unused code from your final bundle. The default file for these bundlers (pkg.module) is the Runtime only ES Module build (vue.runtime.esm.js).
  + 为打包工具提供的 ESM：为诸如 [**webpack 2**](https://webpack.js.org/) 或 [**Rollup**](https://rollupjs.org/) 提供的现代打包工具。ESM 格式被设计为可以被静态分析，所以打包工具可以利用这一点来进行“tree-shaking”并将用不到的代码排除出最终的包。为这些打包工具提供的默认文件 (pkg.module) 是只有运行时的 ES Module 构建 (vue.runtime.esm.js)。
  + ESM for browsers (2.6+ only): intended for direct imports in modern browsers via <script type="module">.
  + 为浏览器提供的 ESM (2.6+)：用于在现代浏览器中通过 <script type="module"> 直接导入。

### [Runtime + Compiler vs. Runtime-only](https://vuejs.org/v2/guide/installation.html#Runtime-Compiler-vs-Runtime-only) [运行时 + 编译器 vs. 只包含运行时](https://cn.vuejs.org/v2/guide/installation.html#%E8%BF%90%E8%A1%8C%E6%97%B6-%E7%BC%96%E8%AF%91%E5%99%A8-vs-%E5%8F%AA%E5%8C%85%E5%90%AB%E8%BF%90%E8%A1%8C%E6%97%B6)

If you need to compile templates on the client (e.g. passing a string to the template option, or mounting to an element using its in-DOM HTML as the template), you will need the compiler and thus the full build:

如果你需要在客户端编译模板 (比如传入一个字符串给 template 选项，或挂载到一个元素上并以其 DOM 内部的 HTML 作为模板)，就将需要加上编译器，即完整版：

When using vue-loader or vueify, templates inside \*.vue files are pre-compiled into JavaScript at build time. You don’t really need the compiler in the final bundle, and can therefore use the runtime-only build.

当使用 vue-loader 或 vueify 的时候，\*.vue 文件内部的模板会在构建时预编译成 JavaScript。你在最终打好的包里实际上是不需要编译器的，所以只用运行时版本即可。

Since the runtime-only builds are roughly 30% lighter-weight than their full-build counterparts, you should use it whenever you can. If you still wish to use the full build instead, you need to configure an alias in your bundler:

因为运行时版本相比完整版体积要小大约 30%，所以应该尽可能使用这个版本。如果你仍然希望使用完整版，则需要在打包工具里配置一个别名：

### [Development vs. Production Mode](https://vuejs.org/v2/guide/installation.html#Development-vs-Production-Mode) [开发环境 vs. 生产环境模式](https://cn.vuejs.org/v2/guide/installation.html#%E5%BC%80%E5%8F%91%E7%8E%AF%E5%A2%83-vs-%E7%94%9F%E4%BA%A7%E7%8E%AF%E5%A2%83%E6%A8%A1%E5%BC%8F)

Development/production modes are hard-coded for the UMD builds: the un-minified files are for development, and the minified files are for production.

对于 UMD 版本来说，开发环境/生产环境模式是硬编码好的：开发环境下用未压缩的代码，生产环境下使用压缩后的代码。

CommonJS and ES Module builds are intended for bundlers, therefore we don’t provide minified versions for them. You will be responsible for minifying the final bundle yourself.

CommonJS 和 ES Module 版本是用于打包工具的，因此我们不提供压缩后的版本。你需要自行将最终的包进行压缩。

CommonJS and ES Module builds also preserve raw checks for process.env.NODE\_ENV to determine the mode they should run in. You should use appropriate bundler configurations to replace these environment variables in order to control which mode Vue will run in. Replacing process.env.NODE\_ENV with string literals also allows minifiers like UglifyJS to completely drop the development-only code blocks, reducing final file size.

CommonJS 和 ES Module 版本同时保留原始的 process.env.NODE\_ENV 检测，以决定它们应该运行在什么模式下。你应该使用适当的打包工具配置来替换这些环境变量以便控制 Vue 所运行的模式。把 process.env.NODE\_ENV 替换为字符串字面量同时可以让 UglifyJS 之类的压缩工具完全丢掉仅供开发环境的代码块，以减少最终的文件尺寸。

### [CSP environments](https://vuejs.org/v2/guide/installation.html#CSP-environments) [CSP 环境](https://cn.vuejs.org/v2/guide/installation.html#CSP-%E7%8E%AF%E5%A2%83)

Some environments, such as Google Chrome Apps, enforce Content Security Policy (CSP), which prohibits the use of new Function() for evaluating expressions. The full build depends on this feature to compile templates, so is unusable in these environments.

有些环境，如 Google Chrome Apps，会强制应用内容安全策略 (CSP)，不能使用 new Function() 对表达式求值。这时可以用 CSP 兼容版本。完整版本依赖于该功能来编译模板，所以无法在这些环境下使用。

On the other hand, the runtime-only build is fully CSP-compliant. When using the runtime-only build with [**Webpack + vue-loader**](https://github.com/vuejs-templates/webpack-simple) or [**Browserify + vueify**](https://github.com/vuejs-templates/browserify-simple), your templates will be precompiled into renderfunctions which work perfectly in CSP environments.

另一方面，运行时版本则是完全兼容 CSP 的。当通过 [**webpack + vue-loader**](https://github.com/vuejs-templates/webpack-simple) 或者 [**Browserify + vueify**](https://github.com/vuejs-templates/browserify-simple) 构建时，模板将被预编译为 render 函数，可以在 CSP 环境中完美运行。

## [Dev Build](https://vuejs.org/v2/guide/installation.html#Dev-Build) [开发版本](https://cn.vuejs.org/v2/guide/installation.html#%E5%BC%80%E5%8F%91%E7%89%88%E6%9C%AC)

**Important**: the built files in GitHub’s /dist folder are only checked-in during releases. To use Vue from the latest source code on GitHub, you will have to build it yourself!

**重要**: GitHub 仓库的 /dist 文件夹只有在新版本发布时才会提交。如果想要使用 GitHub 上 Vue 最新的源码，你需要自己构建！

## [AMD Module Loaders](https://vuejs.org/v2/guide/installation.html#AMD-Module-Loaders) [AMD 模块加载器](https://cn.vuejs.org/v2/guide/installation.html#AMD-%E6%A8%A1%E5%9D%97%E5%8A%A0%E8%BD%BD%E5%99%A8)

All UMD builds can be used directly as an AMD module.

所有 UMD 版本都可以直接用作 AMD 模块。

# Introduction介绍

## What is Vue.js? [Vue.js 是什么](https://cn.vuejs.org/v2/guide/index.html#Vue-js-%E6%98%AF%E4%BB%80%E4%B9%88)

Vue (pronounced /vjuː/, like **view**) is a **progressive framework** for building user interfaces. Unlike other monolithic frameworks, Vue is designed from the ground up to be incrementally adoptable. The core library is focused on the view layer only, and is easy to pick up and integrate with other libraries or existing projects. On the other hand, Vue is also perfectly capable of powering sophisticated Single-Page Applications when used in combination with [**modern tooling**](https://vuejs.org/v2/guide/single-file-components.html) and [**supporting libraries**](https://github.com/vuejs/awesome-vue#components--libraries).

Vue (读音 /vjuː/，类似于 **view**) 是一套用于构建用户界面的**渐进式框架**。与其它大型框架不同的是，Vue 被设计为可以自底向上逐层应用。Vue 的核心库只关注视图层，不仅易于上手，还便于与第三方库或既有项目整合。另一方面，当与[**现代化的工具链**](https://cn.vuejs.org/v2/guide/single-file-components.html)以及各种[**支持类库**](https://github.com/vuejs/awesome-vue#libraries--plugins)结合使用时，Vue 也完全能够为复杂的单页应用提供驱动。

If you’d like to learn more about Vue before diving in, we [**created a video**](https://vuejs.org/v2/guide/index.html) walking through the core principles and a sample project.

如果你想在深入学习 Vue 之前对它有更多了解，我们[**制作了一个视频**](https://cn.vuejs.org/v2/guide/index.html)，带您了解其核心概念和一个示例工程。

If you are an experienced frontend developer and want to know how Vue compares to other libraries/frameworks, check out the [**Comparison with Other Frameworks**](https://vuejs.org/v2/guide/comparison.html).

如果你已经是有经验的前端开发者，想知道 Vue 与其它库/框架有哪些区别，请查看[**对比其它框架**](https://cn.vuejs.org/v2/guide/comparison.html)。

## Getting Started [起步](https://cn.vuejs.org/v2/guide/index.html#%E8%B5%B7%E6%AD%A5)

The official guide assumes intermediate level knowledge of HTML, CSS, and JavaScript. If you are totally new to frontend development, it might not be the best idea to jump right into a framework as your first step - grasp the basics then come back! Prior experience with other frameworks helps, but is not required.

官方指南假设你已了解关于 HTML、CSS 和 JavaScript 的中级知识。如果你刚开始学习前端开发，将框架作为你的第一步可能不是最好的主意——掌握好基础知识再来吧！之前有其它框架的使用经验会有帮助，但这不是必需的。

The easiest way to try out Vue.js is using the [**JSFiddle Hello World example**](https://jsfiddle.net/chrisvfritz/50wL7mdz/). Feel free to open it in another tab and follow along as we go through some basic examples. Or, you can [**create an index.html file**](https://gist.githubusercontent.com/chrisvfritz/7f8d7d63000b48493c336e48b3db3e52/raw/ed60c4e5d5c6fec48b0921edaed0cb60be30e87c/index.html) and include Vue with:

尝试 Vue.js 最简单的方法是使用 [**JSFiddle 上的 Hello World 例子**](https://jsfiddle.net/chrisvfritz/50wL7mdz/)。你可以在浏览器新标签页中打开它，跟着例子学习一些基础用法。或者你也可以[**创建一个 .html 文件**](https://gist.githubusercontent.com/chrisvfritz/7f8d7d63000b48493c336e48b3db3e52/raw/ed60c4e5d5c6fec48b0921edaed0cb60be30e87c/index.html)，然后通过如下方式引入 Vue：

The [**Installation**](https://vuejs.org/v2/guide/installation.html) page provides more options of installing Vue. Note: We **do not** recommend that beginners start with vue-cli, especially if you are not yet familiar with Node.js-based build tools.

[**安装教程**](https://cn.vuejs.org/guide/installation.html)给出了更多安装 Vue 的方式。请注意我们**不推荐**新手直接使用 vue-cli，尤其是在你还不熟悉基于 Node.js 的构建工具时。

If you prefer something more interactive, you can also check out [**this tutorial series on Scrimba**](https://scrimba.com/playlist/pXKqta), which gives you a mix of screencast and code playground that you can pause and play around with anytime.

如果你喜欢交互式的东西，你也可以查阅[**这个 Scrimba 上的系列教程**](https://scrimba.com/playlist/pXKqta)，它揉合了录屏和代码试验田，并允许你随时暂停和播放。

## Declarative Rendering [声明式渲染](https://cn.vuejs.org/v2/guide/index.html#%E5%A3%B0%E6%98%8E%E5%BC%8F%E6%B8%B2%E6%9F%93)

At the core of Vue.js is a system that enables us to declaratively render data to the DOM using straightforward template syntax:

Vue.js 的核心是一个允许采用简洁的模板语法来声明式地将数据渲染进 DOM 的系统：

We have already created our very first Vue app! This looks pretty similar to rendering a string template, but Vue has done a lot of work under the hood. The data and the DOM are now linked, and everything is now **reactive**. How do we know? Open your browser’s JavaScript console (right now, on this page) and set app.message to a different value. You should see the rendered example above update accordingly.

我们已经成功创建了第一个 Vue 应用！看起来这跟渲染一个字符串模板非常类似，但是 Vue 在背后做了大量工作。现在数据和 DOM 已经被建立了关联，所有东西都是**响应式的**。我们要怎么确认呢？打开你的浏览器的 JavaScript 控制台 (就在这个页面打开)，并修改 app.message 的值，你将看到上例相应地更新。

In addition to text interpolation, we can also bind element attributes like this:

除了文本插值，我们还可以像这样来绑定元素特性：

Hover your mouse over me for a few seconds to see my dynamically bound title!

鼠标悬停几秒钟查看此处动态绑定的提示信息！

Here we are encountering something new. The v-bind attribute you are seeing is called a **directive**. Directives are prefixed with v- to indicate that they are special attributes provided by Vue, and as you may have guessed, they apply special reactive behavior to the rendered DOM. Here, it is basically saying “keep this element’s title attribute up-to-date with the message property on the Vue instance.”

这里我们遇到了一点新东西。你看到的 v-bind 特性被称为**指令**。指令带有前缀 v-，以表示它们是 Vue 提供的特殊特性。可能你已经猜到了，它们会在渲染的 DOM 上应用特殊的响应式行为。在这里，该指令的意思是：“将这个元素节点的 title 特性和 Vue 实例的 message 属性保持一致”。

If you open up your JavaScript console again and enter app2.message = 'some new message', you’ll once again see that the bound HTML - in this case the title attribute - has been updated.

如果你再次打开浏览器的 JavaScript 控制台，输入 app2.message = '新消息'，就会再一次看到这个绑定了 title 特性的 HTML 已经进行了更新。

## Conditionals and Loops [条件与循环](https://cn.vuejs.org/v2/guide/index.html#%E6%9D%A1%E4%BB%B6%E4%B8%8E%E5%BE%AA%E7%8E%AF)

It’s easy to toggle the presence of an element, too:

控制切换一个元素是否显示也相当简单：

Now you see me

现在你看到我了

Go ahead and enter app3.seen = false in the console. You should see the message disappear.

继续在控制台输入 app3.seen = false，你会发现之前显示的消息消失了。

This example demonstrates that we can bind data to not only text and attributes, but also the **structure**of the DOM. Moreover, Vue also provides a powerful transition effect system that can automatically apply [**transition effects**](https://vuejs.org/v2/guide/transitions.html) when elements are inserted/updated/removed by Vue.

这个例子演示了我们不仅可以把数据绑定到 DOM 文本或特性，还可以绑定到 DOM **结构**。此外，Vue 也提供一个强大的过渡效果系统，可以在 Vue 插入/更新/移除元素时自动应用[**过渡效果**](https://cn.vuejs.org/v2/guide/transitions.html)。

There are quite a few other directives, each with its own special functionality. For example, the v-fordirective can be used for displaying a list of items using the data from an Array:

还有其它很多指令，每个都有特殊的功能。例如，v-for 指令可以绑定数组的数据来渲染一个项目列表：

In the console, enter app4.todos.push({ text: 'New item' }). You should see a new item appended to the list.

在控制台里，输入 app4.todos.push({ text: '新项目' })，你会发现列表最后添加了一个新项目。

## Handling User Input [处理用户输入](https://cn.vuejs.org/v2/guide/index.html#%E5%A4%84%E7%90%86%E7%94%A8%E6%88%B7%E8%BE%93%E5%85%A5)

To let users interact with your app, we can use the v-on directive to attach event listeners that invoke methods on our Vue instances:

为了让用户和你的应用进行交互，我们可以用 v-on 指令添加一个事件监听器，通过它调用在 Vue 实例中定义的方法：

Note that in this method we update the state of our app without touching the DOM - all DOM manipulations are handled by Vue, and the code you write is focused on the underlying logic.

注意在 reverseMessage 方法中，我们更新了应用的状态，但没有触碰 DOM——所有的 DOM 操作都由 Vue 来处理，你编写的代码只需要关注逻辑层面即可。

Vue also provides the v-model directive that makes two-way binding between form input and app state a breeze:

Vue 还提供了 v-model 指令，它能轻松实现表单输入和应用状态之间的双向绑定。

## Composing with Components [组件化应用构建](https://cn.vuejs.org/v2/guide/index.html#%E7%BB%84%E4%BB%B6%E5%8C%96%E5%BA%94%E7%94%A8%E6%9E%84%E5%BB%BA)

The component system is another important concept in Vue, because it’s an abstraction that allows us to build large-scale applications composed of small, self-contained, and often reusable components. If we think about it, almost any type of application interface can be abstracted into a tree of components:

组件系统是 Vue 的另一个重要概念，因为它是一种抽象，允许我们使用小型、独立和通常可复用的组件构建大型应用。仔细想想，几乎任意类型的应用界面都可以抽象为一个组件树：

In Vue, a component is essentially a Vue instance with pre-defined options. Registering a component in Vue is straightforward:

在 Vue 里，一个组件本质上是一个拥有预定义选项的一个 Vue 实例。在 Vue 中注册组件很简单：

Now you can compose it in another component’s template:

现在你可以用它构建另一个组件模板：

But this would render the same text for every todo, which is not super interesting. We should be able to pass data from the parent scope into child components. Let’s modify the component definition to make it accept a [**prop**](https://vuejs.org/v2/guide/components.html#Props):

但是这样会为每个待办项渲染同样的文本，这看起来并不炫酷。我们应该能从父作用域将数据传到子组件才对。让我们来修改一下组件的定义，使之能够接受一个 [**prop**](https://cn.vuejs.org/v2/guide/components.html#%E9%80%9A%E8%BF%87-Prop-%E5%90%91%E5%AD%90%E7%BB%84%E4%BB%B6%E4%BC%A0%E9%80%92%E6%95%B0%E6%8D%AE)：

Now we can pass the todo into each repeated component using v-bind:

现在，我们可以使用 v-bind 指令将待办项传到循环输出的每个组件中：

This is a contrived example, but we have managed to separate our app into two smaller units, and the child is reasonably well-decoupled from the parent via the props interface. We can now further improve our <todo-item> component with more complex template and logic without affecting the parent app.

尽管这只是一个刻意设计的例子，但是我们已经设法将应用分割成了两个更小的单元。子单元通过 prop 接口与父单元进行了良好的解耦。我们现在可以进一步改进 <todo-item> 组件，提供更为复杂的模板和逻辑，而不会影响到父单元。

In a large application, it is necessary to divide the whole app into components to make development manageable. We will talk a lot more about components [**later in the guide**](https://vuejs.org/v2/guide/components.html), but here’s an (imaginary) example of what an app’s template might look like with components:  
在一个大型应用中，有必要将整个应用程序划分为组件，以使开发更易管理。在[**后续教程**](https://cn.vuejs.org/v2/guide/components.html)中我们将详述组件，不过这里有一个 (假想的) 例子，以展示使用了组件的应用模板是什么样的：

### Relation to Custom Elements [与自定义元素的关系](https://cn.vuejs.org/v2/guide/index.html#%E4%B8%8E%E8%87%AA%E5%AE%9A%E4%B9%89%E5%85%83%E7%B4%A0%E7%9A%84%E5%85%B3%E7%B3%BB)

You may have noticed that Vue components are very similar to **Custom Elements**, which are part of the [**Web Components Spec**](https://www.w3.org/wiki/WebComponents/). That’s because Vue’s component syntax is loosely modeled after the spec. For example, Vue components implement the [**Slot API**](https://github.com/w3c/webcomponents/blob/gh-pages/proposals/Slots-Proposal.md) and the is special attribute. However, there are a few key differences:

你可能已经注意到 Vue 组件非常类似于**自定义元素**——它是 [**Web 组件规范**](https://www.w3.org/wiki/WebComponents/)的一部分，这是因为 Vue 的组件语法部分参考了该规范。例如 Vue 组件实现了 [**Slot API**](https://github.com/w3c/webcomponents/blob/gh-pages/proposals/Slots-Proposal.md) 与 is 特性。但是，还是有几个关键差别：

1. The Web Components Spec has been finalized, but is not natively implemented in every browser. Safari 10.1+, Chrome 54+ and Firefox 63+ natively support web components. In comparison, Vue components don’t require any polyfills and work consistently in all supported browsers (IE9 and above). When needed, Vue components can also be wrapped inside a native custom element.
2. Web Components 规范已经完成并通过，但未被所有浏览器原生实现。目前 Safari 10.1+、Chrome 54+ 和 Firefox 63+ 原生支持 Web Components。相比之下，Vue 组件不需要任何 polyfill，并且在所有支持的浏览器 (IE9 及更高版本) 之下表现一致。必要时，Vue 组件也可以包装于原生自定义元素之内。
3. Vue components provide important features that are not available in plain custom elements, most notably cross-component data flow, custom event communication and build tool integrations.
4. Vue 组件提供了纯自定义元素所不具备的一些重要功能，最突出的是跨组件数据流、自定义事件通信以及构建工具集成。

Although Vue doesn’t use custom elements internally, it has [**great interoperability**](https://custom-elements-everywhere.com/#vue) when it comes to consuming or distributing as custom elements. Vue CLI also supports building Vue components that register themselves as native custom elements.

虽然 Vue 内部没有使用自定义元素，不过在应用使用自定义元素、或以自定义元素形式发布时，[**依然有很好的互操作性**](https://custom-elements-everywhere.com/#vue)。Vue CLI 也支持将 Vue 组件构建成为原生的自定义元素。

## Ready for More? [准备好了吗？](https://cn.vuejs.org/v2/guide/index.html#%E5%87%86%E5%A4%87%E5%A5%BD%E4%BA%86%E5%90%97%EF%BC%9F)

We’ve briefly introduced the most basic features of Vue.js core - the rest of this guide will cover them and other advanced features with much finer details, so make sure to read through it all!

我们刚才简单介绍了 Vue 核心最基本的功能——本教程的其余部分将更加详细地涵盖这些功能以及其它高级功能，所以请务必读完整个教程！

# The Vue Instance Vue 实例

## [Creating a Vue Instance](https://vuejs.org/v2/guide/instance.html#Creating-a-Vue-Instance) [创建一个 Vue 实例](https://cn.vuejs.org/v2/guide/instance.html#%E5%88%9B%E5%BB%BA%E4%B8%80%E4%B8%AA-Vue-%E5%AE%9E%E4%BE%8B)

Every Vue application starts by creating a new **Vue instance** with the Vue function:

每个 Vue 应用都是通过用 Vue 函数创建一个新的 **Vue 实例**开始的：

Although not strictly associated with the [**MVVM pattern**](https://en.wikipedia.org/wiki/Model_View_ViewModel), Vue’s design was partly inspired by it. As a convention, we often use the variable vm (short for ViewModel) to refer to our Vue instance.

虽然没有完全遵循 [**MVVM 模型**](https://zh.wikipedia.org/wiki/MVVM)，但是 Vue 的设计也受到了它的启发。因此在文档中经常会使用 vm (ViewModel 的缩写) 这个变量名表示 Vue 实例。

When you create a Vue instance, you pass in an **options object**. The majority of this guide describes how you can use these options to create your desired behavior. For reference, you can also browse the full list of options in the [**API reference**](https://vuejs.org/v2/api/#Options-Data).

当创建一个 Vue 实例时，你可以传入一个**选项对象**。这篇教程主要描述的就是如何使用这些选项来创建你想要的行为。作为参考，你也可以在 [**API 文档**](https://cn.vuejs.org/v2/api/#%E9%80%89%E9%A1%B9-%E6%95%B0%E6%8D%AE) 中浏览完整的选项列表。

A Vue application consists of a **root Vue instance** created with new Vue, optionally organized into a tree of nested, reusable components. For example, a todo app’s component tree might look like this:

一个 Vue 应用由一个通过 new Vue 创建的**根 Vue 实例**，以及可选的嵌套的、可复用的组件树组成。举个例子，一个 todo 应用的组件树可以是这样的：

We’ll talk about [**the component system**](https://vuejs.org/v2/guide/components.html) in detail later. For now, just know that all Vue components are also Vue instances, and so accept the same options object (except for a few root-specific options).

我们会在稍后的[**组件系统**](https://cn.vuejs.org/v2/guide/components.html)章节具体展开。不过现在，你只需要明白所有的 Vue 组件都是 Vue 实例，并且接受相同的选项对象 (一些根实例特有的选项除外)。

## [Data and Methods](https://vuejs.org/v2/guide/instance.html#Data-and-Methods) [数据与方法](https://cn.vuejs.org/v2/guide/instance.html#%E6%95%B0%E6%8D%AE%E4%B8%8E%E6%96%B9%E6%B3%95)

When a Vue instance is created, it adds all the properties found in its data object to Vue’s **reactivity system**. When the values of those properties change, the view will “react”, updating to match the new values.

当一个 Vue 实例被创建时，它将 data 对象中的所有的属性加入到 Vue 的**响应式系统**中。当这些属性的值发生改变时，视图将会产生“响应”，即匹配更新为新的值。

When this data changes, the view will re-render. It should be noted that properties in data are only **reactive** if they existed when the instance was created. That means if you add a new property, like:

当这些数据改变时，视图会进行重渲染。值得注意的是只有当实例被创建时 data 中存在的属性才是**响应式**的。也就是说如果你添加一个新的属性，比如：

Then changes to b will not trigger any view updates. If you know you’ll need a property later, but it starts out empty or non-existent, you’ll need to set some initial value. For example:

那么对 b 的改动将不会触发任何视图的更新。如果你知道你会在晚些时候需要一个属性，但是一开始它为空或不存在，那么你仅需要设置一些初始值。比如：

The only exception to this being the use of Object.freeze(), which prevents existing properties from being changed, which also means the reactivity system can’t track changes.

这里唯一的例外是使用 Object.freeze()，这会阻止修改现有的属性，也意味着响应系统无法再追踪变化。

In addition to data properties, Vue instances expose a number of useful instance properties and methods. These are prefixed with $ to differentiate them from user-defined properties. For example:

除了数据属性，Vue 实例还暴露了一些有用的实例属性与方法。它们都有前缀 $，以便与用户定义的属性区分开来。例如：

In the future, you can consult the [**API reference**](https://vuejs.org/v2/api/#Instance-Properties) for a full list of instance properties and methods.

以后你可以在 [**API 参考**](https://cn.vuejs.org/v2/api/#%E5%AE%9E%E4%BE%8B%E5%B1%9E%E6%80%A7)中查阅到完整的实例属性和方法的列表。

## [Instance Lifecycle Hooks](https://vuejs.org/v2/guide/instance.html#Instance-Lifecycle-Hooks) [实例生命周期钩子](https://cn.vuejs.org/v2/guide/instance.html#%E5%AE%9E%E4%BE%8B%E7%94%9F%E5%91%BD%E5%91%A8%E6%9C%9F%E9%92%A9%E5%AD%90)

Each Vue instance goes through a series of initialization steps when it’s created - for example, it needs to set up data observation, compile the template, mount the instance to the DOM, and update the DOM when data changes. Along the way, it also runs functions called **lifecycle hooks**, giving users the opportunity to add their own code at specific stages.

每个 Vue 实例在被创建时都要经过一系列的初始化过程——例如，需要设置数据监听、编译模板、将实例挂载到 DOM 并在数据变化时更新 DOM 等。同时在这个过程中也会运行一些叫做**生命周期钩子**的函数，这给了用户在不同阶段添加自己的代码的机会。

For example, the [**created**](https://vuejs.org/v2/api/#created) hook can be used to run code after an instance is created:

比如 [**created**](https://cn.vuejs.org/v2/api/#created) 钩子可以用来在一个实例被创建之后执行代码：

There are also other hooks which will be called at different stages of the instance’s lifecycle, such as [**mounted**](https://vuejs.org/v2/api/#mounted), [**updated**](https://vuejs.org/v2/api/#updated), and [**destroyed**](https://vuejs.org/v2/api/#destroyed). All lifecycle hooks are called with their this context pointing to the Vue instance invoking it.

也有一些其它的钩子，在实例生命周期的不同阶段被调用，如 [**mounted**](https://cn.vuejs.org/v2/api/#mounted)、[**updated**](https://cn.vuejs.org/v2/api/#updated)和 [**destroyed**](https://cn.vuejs.org/v2/api/#destroyed)。生命周期钩子的 this 上下文指向调用它的 Vue 实例。

Don’t use [**arrow functions**](https://developer.mozilla.org/en/docs/Web/JavaScript/Reference/Functions/Arrow_functions) on an options property or callback, such as created: () => console.log(this.a) or vm.$watch('a', newValue => this.myMethod()). Since an arrow function doesn’t have a this, this will be treated as any other variable and lexically looked up through parent scopes until found, often resulting in errors such as Uncaught TypeError: Cannot read property of undefined or Uncaught TypeError: this.myMethod is not a function.

不要在选项属性或回调上使用[**箭头函数**](https://developer.mozilla.org/zh-CN/docs/Web/JavaScript/Reference/Functions/Arrow_functions)，比如 created: () => console.log(this.a) 或 vm.$watch('a', newValue => this.myMethod())。因为箭头函数并没有 this，this 会作为变量一直向上级词法作用域查找，直至找到为止，经常导致 Uncaught TypeError: Cannot read property of undefined 或 Uncaught TypeError: this.myMethod is not a function 之类的错误。

## [Lifecycle Diagram](https://vuejs.org/v2/guide/instance.html#Lifecycle-Diagram) [生命周期图示](https://cn.vuejs.org/v2/guide/instance.html#%E7%94%9F%E5%91%BD%E5%91%A8%E6%9C%9F%E5%9B%BE%E7%A4%BA)

Below is a diagram for the instance lifecycle. You don’t need to fully understand everything going on right now, but as you learn and build more, it will be a useful reference.

下图展示了实例的生命周期。你不需要立马弄明白所有的东西，不过随着你的不断学习和使用，它的参考价值会越来越高。

# Template Syntax模板语法

Vue.js uses an HTML-based template syntax that allows you to declaratively bind the rendered DOM to the underlying Vue instance’s data. All Vue.js templates are valid HTML that can be parsed by spec-compliant browsers and HTML parsers.

Vue.js 使用了基于 HTML 的模板语法，允许开发者声明式地将 DOM 绑定至底层 Vue 实例的数据。所有 Vue.js 的模板都是合法的 HTML ，所以能被遵循规范的浏览器和 HTML 解析器解析。

Under the hood, Vue compiles the templates into Virtual DOM render functions. Combined with the reactivity system, Vue is able to intelligently figure out the minimal number of components to re-render and apply the minimal amount of DOM manipulations when the app state changes.

在底层的实现上，Vue 将模板编译成虚拟 DOM 渲染函数。结合响应系统，Vue 能够智能地计算出最少需要重新渲染多少组件，并把 DOM 操作次数减到最少。

If you are familiar with Virtual DOM concepts and prefer the raw power of JavaScript, you can also [**directly write render functions**](https://vuejs.org/v2/guide/render-function.html) instead of templates, with optional JSX support.

如果你熟悉虚拟 DOM 并且偏爱 JavaScript 的原始力量，你也可以不用模板，[**直接写渲染 (render) 函数**](https://cn.vuejs.org/v2/guide/render-function.html)，使用可选的 JSX 语法。

## [Interpolations](https://vuejs.org/v2/guide/syntax.html#Interpolations) [插值](https://cn.vuejs.org/v2/guide/syntax.html#%E6%8F%92%E5%80%BC)

### [Text](https://vuejs.org/v2/guide/syntax.html#Text) [文本](https://cn.vuejs.org/v2/guide/syntax.html#%E6%96%87%E6%9C%AC)

The most basic form of data binding is text interpolation using the “Mustache” syntax (double curly braces):

数据绑定最常见的形式就是使用“Mustache”语法 (双大括号) 的文本插值：

The mustache tag will be replaced with the value of the msg property on the corresponding data object. It will also be updated whenever the data object’s msg property changes.

Mustache 标签将会被替代为对应数据对象上 msg 属性的值。无论何时，绑定的数据对象上 msg 属性发生了改变，插值处的内容都会更新。

You can also perform one-time interpolations that do not update on data change by using the [**v-once directive**](https://vuejs.org/v2/api/#v-once), but keep in mind this will also affect any other bindings on the same node:

通过使用 [**v-once 指令**](https://cn.vuejs.org/v2/api/#v-once)，你也能执行一次性地插值，当数据改变时，插值处的内容不会更新。但请留心这会影响到该节点上的其它数据绑定：

### [Raw HTML](https://vuejs.org/v2/guide/syntax.html#Raw-HTML) [原始 HTML](https://cn.vuejs.org/v2/guide/syntax.html#%E5%8E%9F%E5%A7%8B-HTML)

The double mustaches interprets the data as plain text, not HTML. In order to output real HTML, you will need to use the v-html directive:

双大括号会将数据解释为普通文本，而非 HTML 代码。为了输出真正的 HTML，你需要使用 v-html 指令：

The contents of the span will be replaced with the value of the rawHtml property, interpreted as plain HTML - data bindings are ignored. Note that you cannot use v-html to compose template partials, because Vue is not a string-based templating engine. Instead, components are preferred as the fundamental unit for UI reuse and composition.

这个 span 的内容将会被替换成为属性值 rawHtml，直接作为 HTML——会忽略解析属性值中的数据绑定。注意，你不能使用 v-html 来复合局部模板，因为 Vue 不是基于字符串的模板引擎。反之，对于用户界面 (UI)，组件更适合作为可重用和可组合的基本单位。

Dynamically rendering arbitrary HTML on your website can be very dangerous because it can easily lead to [**XSS vulnerabilities**](https://en.wikipedia.org/wiki/Cross-site_scripting). Only use HTML interpolation on trusted content and **never**on user-provided content.

你的站点上动态渲染的任意 HTML 可能会非常危险，因为它很容易导致 [**XSS 攻击**](https://en.wikipedia.org/wiki/Cross-site_scripting)。请只对可信内容使用 HTML 插值，**绝不要**对用户提供的内容使用插值。

### [Attributes](https://vuejs.org/v2/guide/syntax.html#Attributes) [特性](https://cn.vuejs.org/v2/guide/syntax.html#%E7%89%B9%E6%80%A7)

Mustaches cannot be used inside HTML attributes. Instead, use a [**v-bind directive**](https://vuejs.org/v2/api/#v-bind):

Mustache 语法不能作用在 HTML 特性上，遇到这种情况应该使用 [**v-bind 指令**](https://cn.vuejs.org/v2/api/#v-bind)：

In the case of boolean attributes, where their mere existence implies true, v-bind works a little differently. In this example:

对于布尔特性 (它们只要存在就意味着值为 true)，v-bind 工作起来略有不同，在这个例子中：

If isButtonDisabled has the value of null, undefined, or false, the disabled attribute will not even be included in the rendered <button> element.

如果 isButtonDisabled 的值是 null、undefined 或 false，则 disabled 特性甚至不会被包含在渲染出来的 <button> 元素中。

### [Using JavaScript Expressions](https://vuejs.org/v2/guide/syntax.html#Using-JavaScript-Expressions) [使用 JavaScript 表达式](https://cn.vuejs.org/v2/guide/syntax.html#%E4%BD%BF%E7%94%A8-JavaScript-%E8%A1%A8%E8%BE%BE%E5%BC%8F)

So far we’ve only been binding to simple property keys in our templates. But Vue.js actually supports the full power of JavaScript expressions inside all data bindings:

迄今为止，在我们的模板中，我们一直都只绑定简单的属性键值。但实际上，对于所有的数据绑定，Vue.js 都提供了完全的 JavaScript 表达式支持。

These expressions will be evaluated as JavaScript in the data scope of the owner Vue instance. One restriction is that each binding can only contain **one single expression**, so the following will **NOT** work:

这些表达式会在所属 Vue 实例的数据作用域下作为 JavaScript 被解析。有个限制就是，每个绑定都只能包含**单个表达式**，所以下面的例子都**不会**生效。

Template expressions are sandboxed and only have access to a whitelist of globals such as Math and Date. You should not attempt to access user defined globals in template expressions.

模板表达式都被放在沙盒中，只能访问全局变量的一个白名单，如 Math 和 Date 。你不应该在模板表达式中试图访问用户定义的全局变量。

## [Directives](https://vuejs.org/v2/guide/syntax.html#Directives) [指令](https://cn.vuejs.org/v2/guide/syntax.html#%E6%8C%87%E4%BB%A4)

Directives are special attributes with the v- prefix. Directive attribute values are expected to be **a single JavaScript expression** (with the exception of v-for, which will be discussed later). A directive’s job is to reactively apply side effects to the DOM when the value of its expression changes. Let’s review the example we saw in the introduction:

指令 (Directives) 是带有 v- 前缀的特殊特性。指令特性的值预期是**单个 JavaScript 表达式** (v-for 是例外情况，稍后我们再讨论)。指令的职责是，当表达式的值改变时，将其产生的连带影响，响应式地作用于 DOM。回顾我们在介绍中看到的例子：

Here, the v-if directive would remove/insert the <p> element based on the truthiness of the value of the expression seen.

这里，v-if 指令将根据表达式 seen 的值的真假来插入/移除 <p> 元素。

### [Arguments](https://vuejs.org/v2/guide/syntax.html#Arguments) [参数](https://cn.vuejs.org/v2/guide/syntax.html#%E5%8F%82%E6%95%B0)

Some directives can take an “argument”, denoted by a colon after the directive name. For example, the v-bind directive is used to reactively update an HTML attribute:

一些指令能够接收一个“参数”，在指令名称之后以冒号表示。例如，v-bind 指令可以用于响应式地更新 HTML 特性：

Here href is the argument, which tells the v-bind directive to bind the element’s href attribute to the value of the expression url.

在这里 href 是参数，告知 v-bind 指令将该元素的 href 特性与表达式 url 的值绑定。

Another example is the v-on directive, which listens to DOM events:

另一个例子是 v-on 指令，它用于监听 DOM 事件：

Here the argument is the event name to listen to. We will talk about event handling in more detail too.

在这里参数是监听的事件名。我们也会更详细地讨论事件处理。

### [Dynamic Arguments](https://vuejs.org/v2/guide/syntax.html#Dynamic-Arguments) [动态参数](https://cn.vuejs.org/v2/guide/syntax.html#%E5%8A%A8%E6%80%81%E5%8F%82%E6%95%B0)

**New in 2.6.0+ 2.6.0 新增**

Starting in version 2.6.0, it is also possible to use a JavaScript expression in a directive argument by wrapping it with square brackets:

从 2.6.0 开始，可以用方括号括起来的 JavaScript 表达式作为一个指令的参数：

Here attributeName will be dynamically evaluated as a JavaScript expression, and its evaluated value will be used as the final value for the argument. For example, if your Vue instance has a data property, attributeName, whose value is "href", then this binding will be equivalent to v-bind:href.

这里的 attributeName 会被作为一个 JavaScript 表达式进行动态求值，求得的值将会作为最终的参数来使用。例如，如果你的 Vue 实例有一个 data 属性 attributeName，其值为 "href"，那么这个绑定将等价于 v-bind:href。

Similarly, you can use dynamic arguments to bind a handler to a dynamic event name:

同样地，你可以使用动态参数为一个动态的事件名绑定处理函数：

Similarly, when eventName‘s value is "focus", for example, v-on:[eventName] will be equivalent to v-on:focus.

同样地，当 eventName 的值为 "focus" 时，v-on:[eventName] 将等价于 v-on:focus。

#### Dynamic Argument Value Constraints 对动态参数的值的约束

Dynamic arguments are expected to evaluate to a string, with the exception of null. The special value null can be used to explicitly remove the binding. Any other non-string value will trigger a warning.

动态参数预期会求出一个字符串，异常情况下值为 null。这个特殊的 null 值可以被显性地用于移除绑定。任何其它非字符串类型的值都将会触发一个警告。

#### Dynamic Argument Expression Constraints 对动态参数表达式的约束

Dynamic argument expressions have some syntax constraints because certain characters are invalid inside HTML attribute names, such as spaces and quotes. You also need to avoid uppercase keys when using in-DOM templates.

动态参数表达式有一些语法约束，因为某些字符，例如空格和引号，放在 HTML 特性名里是无效的。同样，在 DOM 中使用模板时你需要回避大写键名。

For example, the following is invalid:

例如，下面的代码是无效的：

The workaround is to either use expressions without spaces or quotes, or replace the complex expression with a computed property.

变通的办法是使用没有空格或引号的表达式，或用计算属性替代这种复杂表达式。

In addition, if you are using in-DOM templates (templates directly written in an HTML file), you have to be aware that browsers will coerce attribute names into lowercase:

另外，如果你在 DOM 中使用模板 (直接在一个 HTML 文件里撰写模板)，需要留意浏览器会把特性名全部强制转为小写：

### [Modifiers](https://vuejs.org/v2/guide/syntax.html#Modifiers) [修饰符](https://cn.vuejs.org/v2/guide/syntax.html#%E4%BF%AE%E9%A5%B0%E7%AC%A6)

Modifiers are special postfixes denoted by a dot, which indicate that a directive should be bound in some special way. For example, the .prevent modifier tells the v-on directive to call event.preventDefault() on the triggered event:

修饰符 (modifier) 是以半角句号 . 指明的特殊后缀，用于指出一个指令应该以特殊方式绑定。例如，.prevent 修饰符告诉 v-on 指令对于触发的事件调用 event.preventDefault()：

You’ll see other examples of modifiers later, [**for v-on**](https://vuejs.org/v2/guide/events.html#Event-Modifiers) and [**for v-model**](https://vuejs.org/v2/guide/forms.html#Modifiers), when we explore those features.

在接下来对 [**v-on**](https://cn.vuejs.org/v2/guide/events.html#%E4%BA%8B%E4%BB%B6%E4%BF%AE%E9%A5%B0%E7%AC%A6) 和 [**v-for**](https://cn.vuejs.org/v2/guide/forms.html#%E4%BF%AE%E9%A5%B0%E7%AC%A6) 等功能的探索中，你会看到修饰符的其它例子。

## [Shorthands](https://vuejs.org/v2/guide/syntax.html#Shorthands) [缩写](https://cn.vuejs.org/v2/guide/syntax.html#%E7%BC%A9%E5%86%99)

The v- prefix serves as a visual cue for identifying Vue-specific attributes in your templates. This is useful when you are using Vue.js to apply dynamic behavior to some existing markup, but can feel verbose for some frequently used directives. At the same time, the need for the v- prefix becomes less important when you are building a [**SPA**](https://en.wikipedia.org/wiki/Single-page_application), where Vue manages every template. Therefore, Vue provides special shorthands for two of the most often used directives, v-bind and v-on:

v- 前缀作为一种视觉提示，用来识别模板中 Vue 特定的特性。当你在使用 Vue.js 为现有标签添加动态行为 (dynamic behavior) 时，v- 前缀很有帮助，然而，对于一些频繁用到的指令来说，就会感到使用繁琐。同时，在构建由 Vue 管理所有模板的[**单页面应用程序 (SPA - single page application)**](https://en.wikipedia.org/wiki/Single-page_application) 时，v- 前缀也变得没那么重要了。因此，Vue 为 v-bind 和 v-on 这两个最常用的指令，提供了特定简写：

They may look a bit different from normal HTML, but : and @ are valid characters for attribute names and all Vue-supported browsers can parse it correctly. In addition, they do not appear in the final rendered markup. The shorthand syntax is totally optional, but you will likely appreciate it when you learn more about its usage later.

它们看起来可能与普通的 HTML 略有不同，但 : 与 @ 对于特性名来说都是合法字符，在所有支持 Vue 的浏览器都能被正确地解析。而且，它们不会出现在最终渲染的标记中。缩写语法是完全可选的，但随着你更深入地了解它们的作用，你会庆幸拥有它们。

# Computed Properties and Watchers 计算属性和侦听器

## [Computed Properties](https://vuejs.org/v2/guide/computed.html#Computed-Properties) [计算属性](https://cn.vuejs.org/v2/guide/computed.html#%E8%AE%A1%E7%AE%97%E5%B1%9E%E6%80%A7)

In-template expressions are very convenient, but they are meant for simple operations. Putting too much logic in your templates can make them bloated and hard to maintain. For example:

模板内的表达式非常便利，但是设计它们的初衷是用于简单运算的。在模板中放入太多的逻辑会让模板过重且难以维护。例如：

At this point, the template is no longer simple and declarative. You have to look at it for a second before realizing that it displays message in reverse. The problem is made worse when you want to include the reversed message in your template more than once.

在这个地方，模板不再是简单的声明式逻辑。你必须看一段时间才能意识到，这里是想要显示变量 message 的翻转字符串。当你想要在模板中多次引用此处的翻转字符串时，就会更加难以处理。

That’s why for any complex logic, you should use a **computed property**.

所以，对于任何复杂逻辑，你都应当使用**计算属性**。

### [Basic Example](https://vuejs.org/v2/guide/computed.html#Basic-Example) [基础例子](https://cn.vuejs.org/v2/guide/computed.html#%E5%9F%BA%E7%A1%80%E4%BE%8B%E5%AD%90)

Here we have declared a computed property reversedMessage. The function we provided will be used as the getter function for the property vm.reversedMessage:

这里我们声明了一个计算属性 reversedMessage。我们提供的函数将用作属性 vm.reversedMessage 的 getter 函数：

You can open the console and play with the example vm yourself. The value of vm.reversedMessageis always dependent on the value of vm.message.

你可以打开浏览器的控制台，自行修改例子中的 vm。vm.reversedMessage 的值始终取决于 vm.message 的值。

You can data-bind to computed properties in templates just like a normal property. Vue is aware that vm.reversedMessage depends on vm.message, so it will update any bindings that depend on vm.reversedMessage when vm.message changes. And the best part is that we’ve created this dependency relationship declaratively: the computed getter function has no side effects, which makes it easier to test and understand.

你可以像绑定普通属性一样在模板中绑定计算属性。Vue 知道 vm.reversedMessage依赖于 vm.message，因此当 vm.message 发生改变时，所有依赖 vm.reversedMessage 的绑定也会更新。而且最妙的是我们已经以声明的方式创建了这种依赖关系：计算属性的 getter 函数是没有副作用 (side effect) 的，这使它更易于测试和理解。

### [Computed Caching vs Methods](https://vuejs.org/v2/guide/computed.html#Computed-Caching-vs-Methods) [算属性缓存 vs 方法](https://cn.vuejs.org/v2/guide/computed.html#%E8%AE%A1%E7%AE%97%E5%B1%9E%E6%80%A7%E7%BC%93%E5%AD%98-vs-%E6%96%B9%E6%B3%95)

You may have noticed we can achieve the same result by invoking a method in the expression:

你可能已经注意到我们可以通过在表达式中调用方法来达到同样的效果：

Instead of a computed property, we can define the same function as a method instead. For the end result, the two approaches are indeed exactly the same. However, the difference is that **computed properties are cached based on their reactive dependencies.** A computed property will only re-evaluate when some of its reactive dependencies have changed. This means as long as message has not changed, multiple access to the reversedMessage computed property will immediately return the previously computed result without having to run the function again.

我们可以将同一函数定义为一个方法而不是一个计算属性。两种方式的最终结果确实是完全相同的。然而，不同的是**计算属性是基于它们的响应式依赖进行缓存的**。只在相关响应式依赖发生改变时它们才会重新求值。这就意味着只要 message 还没有发生改变，多次访问 reversedMessage 计算属性会立即返回之前的计算结果，而不必再次执行函数。

This also means the following computed property will never update, because Date.now() is not a reactive dependency:

这也同样意味着下面的计算属性将不再更新，因为 Date.now() 不是响应式依赖：

In comparison, a method invocation will **always** run the function whenever a re-render happens.

相比之下，每当触发重新渲染时，调用方法将**总会**再次执行函数。

Why do we need caching? Imagine we have an expensive computed property **A**, which requires looping through a huge Array and doing a lot of computations. Then we may have other computed properties that in turn depend on **A**. Without caching, we would be executing **A**’s getter many more times than necessary! In cases where you do not want caching, use a method instead.

我们为什么需要缓存？假设我们有一个性能开销比较大的计算属性 **A**，它需要遍历一个巨大的数组并做大量的计算。然后我们可能有其他的计算属性依赖于 **A** 。如果没有缓存，我们将不可避免的多次执行 **A** 的 getter！如果你不希望有缓存，请用方法来替代。

### [Computed vs Watched Property](https://vuejs.org/v2/guide/computed.html#Computed-vs-Watched-Property) [计算属性 vs 侦听属性](https://cn.vuejs.org/v2/guide/computed.html#%E8%AE%A1%E7%AE%97%E5%B1%9E%E6%80%A7-vs-%E4%BE%A6%E5%90%AC%E5%B1%9E%E6%80%A7)

Vue does provide a more generic way to observe and react to data changes on a Vue instance: **watch properties**. When you have some data that needs to change based on some other data, it is tempting to overuse watch - especially if you are coming from an AngularJS background. However, it is often a better idea to use a computed property rather than an imperative watch callback. Consider this example:

Vue 提供了一种更通用的方式来观察和响应 Vue 实例上的数据变动：**侦听属性**。当你有一些数据需要随着其它数据变动而变动时，你很容易滥用 watch——特别是如果你之前使用过 AngularJS。然而，通常更好的做法是使用计算属性而不是命令式的 watch 回调。细想一下这个例子：

The above code is imperative and repetitive. Compare it with a computed property version:

上面代码是命令式且重复的。将它与计算属性的版本进行比较：

Much better, isn’t it?

好得多了，不是吗？

### [Computed Setter](https://vuejs.org/v2/guide/computed.html#Computed-Setter)

Computed properties are by default getter-only, but you can also provide a setter when you need it:

// ...

computed: {

fullName: {

// getter

get: function () {

return this.firstName + ' ' + this.lastName

},

// setter

set: function (newValue) {

var names = newValue.split(' ')

this.firstName = names[0]

this.lastName = names[names.length - 1]

}

}

}

// ...

Now when you run vm.fullName = 'John Doe', the setter will be invoked and vm.firstName and vm.lastName will be updated accordingly.

## [Watchers](https://vuejs.org/v2/guide/computed.html#Watchers)

While computed properties are more appropriate in most cases, there are times when a custom watcher is necessary. That’s why Vue provides a more generic way to react to data changes through the watch option. This is most useful when you want to perform asynchronous or expensive operations in response to changing data.

For example:

<div id="watch-example">

<p>

Ask a yes/no question:

<input v-model="question">

</p>

<p>{{ answer }}</p>

</div>

<!-- Since there is already a rich ecosystem of ajax libraries -->

<!-- and collections of general-purpose utility methods, Vue core -->

<!-- is able to remain small by not reinventing them. This also -->

<!-- gives you the freedom to use what you're familiar with. -->

<script src="https://cdn.jsdelivr.net/npm/axios@0.12.0/dist/axios.min.js"></script>

<script src="https://cdn.jsdelivr.net/npm/lodash@4.13.1/lodash.min.js"></script>

<script>

var watchExampleVM = new Vue({

el: '#watch-example',

data: {

question: '',

answer: 'I cannot give you an answer until you ask a question!'

},

watch: {

// whenever question changes, this function will run

question: function (newQuestion, oldQuestion) {

this.answer = 'Waiting for you to stop typing...'

this.debouncedGetAnswer()

}

},

created: function () {

// \_.debounce is a function provided by lodash to limit how

// often a particularly expensive operation can be run.

// In this case, we want to limit how often we access

// yesno.wtf/api, waiting until the user has completely

// finished typing before making the ajax request. To learn

// more about the \_.debounce function (and its cousin

// \_.throttle), visit: https://lodash.com/docs#debounce

this.debouncedGetAnswer = \_.debounce(this.getAnswer, 500)

},

methods: {

getAnswer: function () {

if (this.question.indexOf('?') === -1) {

this.answer = 'Questions usually contain a question mark. ;-)'

return

}

this.answer = 'Thinking...'

var vm = this

axios.get('https://yesno.wtf/api')

.then(function (response) {

vm.answer = \_.capitalize(response.data.answer)

})

.catch(function (error) {

vm.answer = 'Error! Could not reach the API. ' + error

})

}

}

})

</script>

Result:

Ask a yes/no question: ![](data:image/x-wmf;base64,183GmgAAAAAAAGAAGABgAAAAAAAJVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAYAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAF8ACQAAAB0GIQDwAAEAXwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAF4AAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAXgAJAAAAHQYhAPAAAQBdABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAXAABAAIABQAAAAsCAAAAAAUAAAAMAhgAYAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBeABYABAAAACcB//8DAAAAAAA=)

I cannot give you an answer until you ask a question!

In this case, using the watch option allows us to perform an asynchronous operation (accessing an API), limit how often we perform that operation, and set intermediary states until we get a final answer. None of that would be possible with a computed property.

In addition to the watch option, you can also use the imperative [**vm.$watch API**](https://vuejs.org/v2/api/#vm-watch).

# Class and Style Bindings

A common need for data binding is manipulating an element’s class list and its inline styles. Since they are both attributes, we can use v-bind to handle them: we only need to calculate a final string with our expressions. However, meddling with string concatenation is annoying and error-prone. For this reason, Vue provides special enhancements when v-bind is used with class and style. In addition to strings, the expressions can also evaluate to objects or arrays.

## [Binding HTML Classes](https://vuejs.org/v2/guide/class-and-style.html#Binding-HTML-Classes)

### [Object Syntax](https://vuejs.org/v2/guide/class-and-style.html#Object-Syntax)

We can pass an object to v-bind:class to dynamically toggle classes:

<div v-bind:class="{ active: isActive }"></div>

The above syntax means the presence of the active class will be determined by the [**truthiness**](https://developer.mozilla.org/en-US/docs/Glossary/Truthy) of the data property isActive.

You can have multiple classes toggled by having more fields in the object. In addition, the v-bind:class directive can also co-exist with the plain class attribute. So given the following template:

<div

class="static"

v-bind:class="{ active: isActive, 'text-danger': hasError }"

></div>

And the following data:

data: {

isActive: true,

hasError: false

}

It will render:

<div class="static active"></div>

When isActive or hasError changes, the class list will be updated accordingly. For example, if hasError becomes true, the class list will become "static active text-danger".

The bound object doesn’t have to be inline:

<div v-bind:class="classObject"></div>

data: {

classObject: {

active: true,

'text-danger': false

}

}

This will render the same result. We can also bind to a [**computed property**](https://vuejs.org/v2/guide/computed.html) that returns an object. This is a common and powerful pattern:

<div v-bind:class="classObject"></div>

data: {

isActive: true,

error: null

},

computed: {

classObject: function () {

return {

active: this.isActive && !this.error,

'text-danger': this.error && this.error.type === 'fatal'

}

}

}

### [Array Syntax](https://vuejs.org/v2/guide/class-and-style.html#Array-Syntax)

We can pass an array to v-bind:class to apply a list of classes:

<div v-bind:class="[activeClass, errorClass]"></div>

data: {

activeClass: 'active',

errorClass: 'text-danger'

}

Which will render:

<div class="active text-danger"></div>

If you would like to also toggle a class in the list conditionally, you can do it with a ternary expression:

<div v-bind:class="[isActive ? activeClass : '', errorClass]"></div>

This will always apply errorClass, but will only apply activeClass when isActive is truthy.

However, this can be a bit verbose if you have multiple conditional classes. That’s why it’s also possible to use the object syntax inside array syntax:

<div v-bind:class="[{ active: isActive }, errorClass]"></div>

### [With Components](https://vuejs.org/v2/guide/class-and-style.html#With-Components)

**This section assumes knowledge of**[**Vue Components**](https://vuejs.org/v2/guide/components.html)**. Feel free to skip it and come back later.**

When you use the class attribute on a custom component, those classes will be added to the component’s root element. Existing classes on this element will not be overwritten.

For example, if you declare this component:

Vue.component('my-component', {

template: '<p class="foo bar">Hi</p>'

})

Then add some classes when using it:

<my-component class="baz boo"></my-component>

The rendered HTML will be:

<p class="foo bar baz boo">Hi</p>

The same is true for class bindings:

<my-component v-bind:class="{ active: isActive }"></my-component>

When isActive is truthy, the rendered HTML will be:

<p class="foo bar active">Hi</p>

## [Binding Inline Styles](https://vuejs.org/v2/guide/class-and-style.html#Binding-Inline-Styles)

### [Object Syntax](https://vuejs.org/v2/guide/class-and-style.html#Object-Syntax-1)

The object syntax for v-bind:style is pretty straightforward - it looks almost like CSS, except it’s a JavaScript object. You can use either camelCase or kebab-case (use quotes with kebab-case) for the CSS property names:

<div v-bind:style="{ color: activeColor, fontSize: fontSize + 'px' }"></div>

data: {

activeColor: 'red',

fontSize: 30

}

It is often a good idea to bind to a style object directly so that the template is cleaner:

<div v-bind:style="styleObject"></div>

data: {

styleObject: {

color: 'red',

fontSize: '13px'

}

}

Again, the object syntax is often used in conjunction with computed properties that return objects.

### [Array Syntax](https://vuejs.org/v2/guide/class-and-style.html#Array-Syntax-1)

The array syntax for v-bind:style allows you to apply multiple style objects to the same element:

<div v-bind:style="[baseStyles, overridingStyles]"></div>

### [Auto-prefixing](https://vuejs.org/v2/guide/class-and-style.html#Auto-prefixing)

When you use a CSS property that requires [**vendor prefixes**](https://developer.mozilla.org/en-US/docs/Glossary/Vendor_Prefix) in v-bind:style, for example transform, Vue will automatically detect and add appropriate prefixes to the applied styles.

### [Multiple Values](https://vuejs.org/v2/guide/class-and-style.html#Multiple-Values)

**2.3.0+**

Starting in 2.3.0+ you can provide an array of multiple (prefixed) values to a style property, for example:

<div v-bind:style="{ display: ['-webkit-box', '-ms-flexbox', 'flex'] }"></div>

This will only render the last value in the array which the browser supports. In this example, it will render display: flex for browsers that support the unprefixed version of flexbox.

# Conditional Rendering

## [v-if](https://vuejs.org/v2/guide/conditional.html#v-if)

The directive v-if is used to conditionally render a block. The block will only be rendered if the directive’s expression returns a truthy value.

<h1 v-if="awesome">Vue is awesome!</h1>

It is also possible to add an “else block” with v-else:

<h1 v-if="awesome">Vue is awesome!</h1>

<h1 v-else>Oh no 😢</h1>

### [Conditional Groups with v-if on <template>](https://vuejs.org/v2/guide/conditional.html#Conditional-Groups-with-v-if-on-lt-template-gt)

Because v-if is a directive, it has to be attached to a single element. But what if we want to toggle more than one element? In this case we can use v-if on a <template> element, which serves as an invisible wrapper. The final rendered result will not include the <template> element.

<template v-if="ok">

<h1>Title</h1>

<p>Paragraph 1</p>

<p>Paragraph 2</p>

</template>

### [v-else](https://vuejs.org/v2/guide/conditional.html#v-else)

You can use the v-else directive to indicate an “else block” for v-if:

<div v-if="Math.random() > 0.5">

Now you see me

</div>

<div v-else>

Now you don't

</div>

A v-else element must immediately follow a v-if or a v-else-if element - otherwise it will not be recognized.

### [v-else-if](https://vuejs.org/v2/guide/conditional.html#v-else-if)

**New in 2.1.0+**

The v-else-if, as the name suggests, serves as an “else if block” for v-if. It can also be chained multiple times:

<div v-if="type === 'A'">

A

</div>

<div v-else-if="type === 'B'">

B

</div>

<div v-else-if="type === 'C'">

C

</div>

<div v-else>

Not A/B/C

</div>

Similar to v-else, a v-else-if element must immediately follow a v-if or a v-else-ifelement.

### [Controlling Reusable Elements with key](https://vuejs.org/v2/guide/conditional.html#Controlling-Reusable-Elements-with-key)

Vue tries to render elements as efficiently as possible, often re-using them instead of rendering from scratch. Beyond helping make Vue very fast, this can have some useful advantages. For example, if you allow users to toggle between multiple login types:

<template v-if="loginType === 'username'">

<label>Username</label>

<input placeholder="Enter your username">

</template>

<template v-else>

<label>Email</label>

<input placeholder="Enter your email address">

</template>

Then switching the loginType in the code above will not erase what the user has already entered. Since both templates use the same elements, the <input> is not replaced - just its placeholder.

Check it out for yourself by entering some text in the input, then pressing the toggle button:

Username ![](data:image/x-wmf;base64,183GmgAAAAAAAGAAGABgAAAAAAAJVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAYAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAF8ACQAAAB0GIQDwAAEAXwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAF4AAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAXgAJAAAAHQYhAPAAAQBdABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAXAABAAIABQAAAAsCAAAAAAUAAAAMAhgAYAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBeABYABAAAACcB//8DAAAAAAA=)

Toggle login type

This isn’t always desirable though, so Vue offers a way for you to say, “These two elements are completely separate - don’t re-use them.” Add a key attribute with unique values:

<template v-if="loginType === 'username'">

<label>Username</label>

<input placeholder="Enter your username" key="username-input">

</template>

<template v-else>

<label>Email</label>

<input placeholder="Enter your email address" key="email-input">

</template>

Now those inputs will be rendered from scratch each time you toggle. See for yourself:

Username ![](data:image/x-wmf;base64,183GmgAAAAAAAGAAGABgAAAAAAAJVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAYAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAF8ACQAAAB0GIQDwAAEAXwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAF4AAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAXgAJAAAAHQYhAPAAAQBdABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAXAABAAIABQAAAAsCAAAAAAUAAAAMAhgAYAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBeABYABAAAACcB//8DAAAAAAA=)

Toggle login type

Note that the <label> elements are still efficiently re-used, because they don’t have key attributes.

## [v-show](https://vuejs.org/v2/guide/conditional.html#v-show)

Another option for conditionally displaying an element is the v-show directive. The usage is largely the same:

<h1 v-show="ok">Hello!</h1>

The difference is that an element with v-show will always be rendered and remain in the DOM; v-show only toggles the display CSS property of the element.

Note that v-show doesn’t support the <template> element, nor does it work with v-else.

## [v-if vs v-show](https://vuejs.org/v2/guide/conditional.html#v-if-vs-v-show)

v-if is “real” conditional rendering because it ensures that event listeners and child components inside the conditional block are properly destroyed and re-created during toggles.

v-if is also **lazy**: if the condition is false on initial render, it will not do anything - the conditional block won’t be rendered until the condition becomes true for the first time.

In comparison, v-show is much simpler - the element is always rendered regardless of initial condition, with CSS-based toggling.

Generally speaking, v-if has higher toggle costs while v-show has higher initial render costs. So prefer v-show if you need to toggle something very often, and prefer v-if if the condition is unlikely to change at runtime.

## [v-if with v-for](https://vuejs.org/v2/guide/conditional.html#v-if-with-v-for)

Using v-if and v-for together is **not recommended**. See the [**style guide**](https://vuejs.org/v2/style-guide/#Avoid-v-if-with-v-for-essential) for further information.

When used together with v-if, v-for has a higher priority than v-if. See the [**list rendering guide**](https://vuejs.org/v2/guide/list.html#v-for-with-v-if) for details.

# List Rendering

## [Mapping an Array to Elements with v-for](https://vuejs.org/v2/guide/list.html#Mapping-an-Array-to-Elements-with-v-for)

We can use the v-for directive to render a list of items based on an array. The v-for directive requires a special syntax in the form of item in items, where items is the source data array and item is an **alias** for the array element being iterated on:

<ul id="example-1">

<li v-for="item in items">

{{ item.message }}

</li>

</ul>

var example1 = new Vue({

el: '#example-1',

data: {

items: [

{ message: 'Foo' },

{ message: 'Bar' }

]

}

})

Result:

* Foo
* Bar

Inside v-for blocks we have full access to parent scope properties. v-for also supports an optional second argument for the index of the current item.

<ul id="example-2">

<li v-for="(item, index) in items">

{{ parentMessage }} - {{ index }} - {{ item.message }}

</li>

</ul>

var example2 = new Vue({

el: '#example-2',

data: {

parentMessage: 'Parent',

items: [

{ message: 'Foo' },

{ message: 'Bar' }

]

}

})

Result:

* Parent - 0 - Foo
* Parent - 1 - Bar

You can also use of as the delimiter instead of in, so that it is closer to JavaScript’s syntax for iterators:

<div v-for="item of items"></div>

## [v-for with an Object](https://vuejs.org/v2/guide/list.html#v-for-with-an-Object)

You can also use v-for to iterate through the properties of an object.

<ul id="v-for-object" class="demo">

<li v-for="value in object">

{{ value }}

</li>

</ul>

new Vue({

el: '#v-for-object',

data: {

object: {

title: 'How to do lists in Vue',

author: 'Jane Doe',

publishedAt: '2016-04-10'

}

}

})

Result:

* How to do lists in Vue
* Jane Doe
* 2016-04-10

You can also provide a second argument for the property’s name (a.k.a. key):

<div v-for="(value, name) in object">

{{ name }}: {{ value }}

</div>

title: How to do lists in Vue

author: Jane Doe

publishedAt: 2016-04-10

And another for the index:

<div v-for="(value, name, index) in object">

{{ index }}. {{ name }}: {{ value }}

</div>

0. title: How to do lists in Vue

1. author: Jane Doe

2. publishedAt: 2016-04-10

When iterating over an object, the order is based on the enumeration order of Object.keys(), which is **not** guaranteed to be consistent across JavaScript engine implementations.

## [Maintaining State](https://vuejs.org/v2/guide/list.html#Maintaining-State)

When Vue is updating a list of elements rendered with v-for, by default it uses an “in-place patch” strategy. If the order of the data items has changed, instead of moving the DOM elements to match the order of the items, Vue will patch each element in-place and make sure it reflects what should be rendered at that particular index. This is similar to the behavior of track-by="$index" in Vue 1.x.

This default mode is efficient, but **only suitable when your list render output does not rely on child component state or temporary DOM state (e.g. form input values)**.

To give Vue a hint so that it can track each node’s identity, and thus reuse and reorder existing elements, you need to provide a unique key attribute for each item:

<div v-for="item in items" v-bind:key="item.id">

<!-- content -->

</div>

It is recommended to provide a key attribute with v-for whenever possible, unless the iterated DOM content is simple, or you are intentionally relying on the default behavior for performance gains.

Since it’s a generic mechanism for Vue to identify nodes, the key also has other uses that are not specifically tied to v-for, as we will see later in the guide.

Don’t use non-primitive values like objects and arrays as v-for keys. Use string or numeric values instead.

For detailed usage of the key attribute, please see the [**key API documentation**](https://vuejs.org/v2/api/#key).

## [Array Change Detection](https://vuejs.org/v2/guide/list.html#Array-Change-Detection)

### [Mutation Methods](https://vuejs.org/v2/guide/list.html#Mutation-Methods)

Vue wraps an observed array’s mutation methods so they will also trigger view updates. The wrapped methods are:

* push()
* pop()
* shift()
* unshift()
* splice()
* sort()
* reverse()

You can open the console and play with the previous examples’ items array by calling their mutation methods. For example: example1.items.push({ message: 'Baz' }).

### [Replacing an Array](https://vuejs.org/v2/guide/list.html#Replacing-an-Array)

Mutation methods, as the name suggests, mutate the original array they are called on. In comparison, there are also non-mutating methods, e.g. filter(), concat() and slice(), which do not mutate the original array but **always return a new array**. When working with non-mutating methods, you can replace the old array with the new one:

example1.items = example1.items.filter(function (item) {

return item.message.match(/Foo/)

})

You might think this will cause Vue to throw away the existing DOM and re-render the entire list - luckily, that is not the case. Vue implements some smart heuristics to maximize DOM element reuse, so replacing an array with another array containing overlapping objects is a very efficient operation.

### [Caveats](https://vuejs.org/v2/guide/list.html#Caveats)

Due to limitations in JavaScript, Vue **cannot** detect the following changes to an array:

1. When you directly set an item with the index, e.g. vm.items[indexOfItem] = newValue
2. When you modify the length of the array, e.g. vm.items.length = newLength

For example:

var vm = new Vue({

data: {

items: ['a', 'b', 'c']

}

})

vm.items[1] = 'x' // is NOT reactive

vm.items.length = 2 // is NOT reactive

To overcome caveat 1, both of the following will accomplish the same as vm.items[indexOfItem] = newValue, but will also trigger state updates in the reactivity system:

// Vue.set

Vue.set(vm.items, indexOfItem, newValue)

// Array.prototype.splice

vm.items.splice(indexOfItem, 1, newValue)

You can also use the [**vm.$set**](https://vuejs.org/v2/api/#vm-set) instance method, which is an alias for the global Vue.set:

vm.$set(vm.items, indexOfItem, newValue)

To deal with caveat 2, you can use splice:

vm.items.splice(newLength)

## [Object Change Detection Caveats](https://vuejs.org/v2/guide/list.html#Object-Change-Detection-Caveats)

Again due to limitations of modern JavaScript, **Vue cannot detect property addition or deletion**. For example:

var vm = new Vue({

data: {

a: 1

}

})

// `vm.a` is now reactive

vm.b = 2

// `vm.b` is NOT reactive

Vue does not allow dynamically adding new root-level reactive properties to an already created instance. However, it’s possible to add reactive properties to a nested object using the Vue.set(object, propertyName, value) method. For example, given:

var vm = new Vue({

data: {

userProfile: {

name: 'Anika'

}

}

})

You could add a new age property to the nested userProfile object with:

Vue.set(vm.userProfile, 'age', 27)

You can also use the vm.$set instance method, which is an alias for the global Vue.set:

vm.$set(vm.userProfile, 'age', 27)

Sometimes you may want to assign a number of new properties to an existing object, for example using Object.assign() or \_.extend(). In such cases, you should create a fresh object with properties from both objects. So instead of:

Object.assign(vm.userProfile, {

age: 27,

favoriteColor: 'Vue Green'

})

You would add new, reactive properties with:

vm.userProfile = Object.assign({}, vm.userProfile, {

age: 27,

favoriteColor: 'Vue Green'

})

## [Displaying Filtered/Sorted Results](https://vuejs.org/v2/guide/list.html#Displaying-Filtered-Sorted-Results)

Sometimes we want to display a filtered or sorted version of an array without actually mutating or resetting the original data. In this case, you can create a computed property that returns the filtered or sorted array.

For example:

<li v-for="n in evenNumbers">{{ n }}</li>

data: {

numbers: [ 1, 2, 3, 4, 5 ]

},

computed: {

evenNumbers: function () {

return this.numbers.filter(function (number) {

return number % 2 === 0

})

}

}

In situations where computed properties are not feasible (e.g. inside nested v-for loops), you can use a method:

<li v-for="n in even(numbers)">{{ n }}</li>

data: {

numbers: [ 1, 2, 3, 4, 5 ]

},

methods: {

even: function (numbers) {

return numbers.filter(function (number) {

return number % 2 === 0

})

}

}

## [v-for with a Range](https://vuejs.org/v2/guide/list.html#v-for-with-a-Range)

v-for can also take an integer. In this case it will repeat the template that many times.

<div>

<span v-for="n in 10">{{ n }} </span>

</div>

Result:

1 2 3 4 5 6 7 8 9 10

## [v-for on a <template>](https://vuejs.org/v2/guide/list.html#v-for-on-a-lt-template-gt)

Similar to template v-if, you can also use a <template> tag with v-for to render a block of multiple elements. For example:

<ul>

<template v-for="item in items">

<li>{{ item.msg }}</li>

<li class="divider" role="presentation"></li>

</template>

</ul>

## [v-for with v-if](https://vuejs.org/v2/guide/list.html#v-for-with-v-if)

Note that it’s **not** recommended to use v-if and v-for together. Refer to [**style guide**](https://vuejs.org/v2/style-guide/#Avoid-v-if-with-v-for-essential) for details.

When they exist on the same node, v-for has a higher priority than v-if. That means the v-ifwill be run on each iteration of the loop separately. This can be useful when you want to render nodes for only some items, like below:

<li v-for="todo in todos" v-if="!todo.isComplete">

{{ todo }}

</li>

The above only renders the todos that are not complete.

If instead, your intent is to conditionally skip execution of the loop, you can place the v-if on a wrapper element (or [**<template>**](https://vuejs.org/v2/guide/conditional.html#Conditional-Groups-with-v-if-on-lt-template-gt)). For example:

<ul v-if="todos.length">

<li v-for="todo in todos">

{{ todo }}

</li>

</ul>

<p v-else>No todos left!</p>

## [v-for with a Component](https://vuejs.org/v2/guide/list.html#v-for-with-a-Component)

**This section assumes knowledge of**[**Components**](https://vuejs.org/v2/guide/components.html)**. Feel free to skip it and come back later.**

You can directly use v-for on a custom component, like any normal element:

<my-component v-for="item in items" :key="item.id"></my-component>

**In 2.2.0+, when using v-for with a component, a**[**key**](https://vuejs.org/v2/guide/list.html#key)**is now required.**

However, this won’t automatically pass any data to the component, because components have isolated scopes of their own. In order to pass the iterated data into the component, we should also use props:

<my-component

v-for="(item, index) in items"

v-bind:item="item"

v-bind:index="index"

v-bind:key="item.id"

></my-component>

The reason for not automatically injecting item into the component is because that makes the component tightly coupled to how v-for works. Being explicit about where its data comes from makes the component reusable in other situations.

Here’s a complete example of a simple todo list:

<div id="todo-list-example">

<form v-on:submit.prevent="addNewTodo">

<label for="new-todo">Add a todo</label>

<input

v-model="newTodoText"

id="new-todo"

placeholder="E.g. Feed the cat"

>

<button>Add</button>

</form>

<ul>

<li

is="todo-item"

v-for="(todo, index) in todos"

v-bind:key="todo.id"

v-bind:title="todo.title"

v-on:remove="todos.splice(index, 1)"

></li>

</ul>

</div>

Note the is="todo-item" attribute. This is necessary in DOM templates, because only an <li> element is valid inside a <ul>. It does the same thing as <todo-item>, but works around a potential browser parsing error. See [**DOM Template Parsing Caveats**](https://vuejs.org/v2/guide/components.html#DOM-Template-Parsing-Caveats) to learn more.

Vue.component('todo-item', {

template: '\

<li>\

{{ title }}\

<button v-on:click="$emit(\'remove\')">Remove</button>\

</li>\

',

props: ['title']

})

new Vue({

el: '#todo-list-example',

data: {

newTodoText: '',

todos: [

{

id: 1,

title: 'Do the dishes',

},

{

id: 2,

title: 'Take out the trash',

},

{

id: 3,

title: 'Mow the lawn'

}

],

nextTodoId: 4

},

methods: {

addNewTodo: function () {

this.todos.push({

id: this.nextTodoId++,

title: this.newTodoText

})

this.newTodoText = ''

}

}

})

窗体顶端

Add a todo ![](data:image/x-wmf;base64,183GmgAAAAAAAGAAGABgAAAAAAAJVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAYAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAF8ACQAAAB0GIQDwAAEAXwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAF4AAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAXgAJAAAAHQYhAPAAAQBdABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAXAABAAIABQAAAAsCAAAAAAUAAAAMAhgAYAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBeABYABAAAACcB//8DAAAAAAA=) Add

窗体底端

* Do the dishes Remove
* Take out the trash Remove
* Mow the lawn Remove

# Event Handling

## [Listening to Events](https://vuejs.org/v2/guide/events.html#Listening-to-Events)

We can use the v-on directive to listen to DOM events and run some JavaScript when they’re triggered.

For example:

<div id="example-1">

<button v-on:click="counter += 1">Add 1</button>

<p>The button above has been clicked {{ counter }} times.</p>

</div>

var example1 = new Vue({

el: '#example-1',

data: {

counter: 0

}

})

Result:

Add 1

The button above has been clicked 0 times.

## [Method Event Handlers](https://vuejs.org/v2/guide/events.html#Method-Event-Handlers)

The logic for many event handlers will be more complex though, so keeping your JavaScript in the value of the v-on attribute isn’t feasible. That’s why v-on can also accept the name of a method you’d like to call.

For example:

<div id="example-2">

<!-- `greet` is the name of a method defined below -->

<button v-on:click="greet">Greet</button>

</div>

var example2 = new Vue({

el: '#example-2',

data: {

name: 'Vue.js'

},

// define methods under the `methods` object

methods: {

greet: function (event) {

// `this` inside methods points to the Vue instance

alert('Hello ' + this.name + '!')

// `event` is the native DOM event

if (event) {

alert(event.target.tagName)

}

}

}

})

// you can invoke methods in JavaScript too

example2.greet() // => 'Hello Vue.js!'

Result:

Greet

## [Methods in Inline Handlers](https://vuejs.org/v2/guide/events.html#Methods-in-Inline-Handlers)

Instead of binding directly to a method name, we can also use methods in an inline JavaScript statement:

<div id="example-3">

<button v-on:click="say('hi')">Say hi</button>

<button v-on:click="say('what')">Say what</button>

</div>

new Vue({

el: '#example-3',

methods: {

say: function (message) {

alert(message)

}

}

})

Result:

Say hi Say what

Sometimes we also need to access the original DOM event in an inline statement handler. You can pass it into a method using the special $event variable:

<button v-on:click="warn('Form cannot be submitted yet.', $event)">

Submit

</button>

// ...

methods: {

warn: function (message, event) {

// now we have access to the native event

if (event) event.preventDefault()

alert(message)

}

}

## [Event Modifiers](https://vuejs.org/v2/guide/events.html#Event-Modifiers)

It is a very common need to call event.preventDefault() or event.stopPropagation() inside event handlers. Although we can do this easily inside methods, it would be better if the methods can be purely about data logic rather than having to deal with DOM event details.

To address this problem, Vue provides **event modifiers** for v-on. Recall that modifiers are directive postfixes denoted by a dot.

* .stop
* .prevent
* .capture
* .self
* .once
* .passive

<!-- the click event's propagation will be stopped -->

<a v-on:click.stop="doThis"></a>

<!-- the submit event will no longer reload the page -->

<form v-on:submit.prevent="onSubmit"></form>

<!-- modifiers can be chained -->

<a v-on:click.stop.prevent="doThat"></a>

<!-- just the modifier -->

<form v-on:submit.prevent></form>

<!-- use capture mode when adding the event listener -->

<!-- i.e. an event targeting an inner element is handled here before being handled by that element -->

<div v-on:click.capture="doThis">...</div>

<!-- only trigger handler if event.target is the element itself -->

<!-- i.e. not from a child element -->

<div v-on:click.self="doThat">...</div>

Order matters when using modifiers because the relevant code is generated in the same order. Therefore using v-on:click.prevent.self will prevent **all clicks** while v-on:click.self.prevent will only prevent clicks on the element itself.

**New in 2.1.4+**

<!-- the click event will be triggered at most once -->

<a v-on:click.once="doThis"></a>

Unlike the other modifiers, which are exclusive to native DOM events, the .once modifier can also be used on [**component events**](https://vuejs.org/v2/guide/components-custom-events.html). If you haven’t read about components yet, don’t worry about this for now.

**New in 2.3.0+**

Vue also offers the .passive modifier, corresponding to [**addEventListener‘s passive option**](https://developer.mozilla.org/en-US/docs/Web/API/EventTarget/addEventListener#Parameters).

<!-- the scroll event's default behavior (scrolling) will happen -->

<!-- immediately, instead of waiting for `onScroll` to complete -->

<!-- in case it contains `event.preventDefault()` -->

<div v-on:scroll.passive="onScroll">...</div>

The .passive modifier is especially useful for improving performance on mobile devices.

Don’t use .passive and .prevent together, because .prevent will be ignored and your browser will probably show you a warning. Remember, .passive communicates to the browser that you don’t want to prevent the event’s default behavior.

## [Key Modifiers](https://vuejs.org/v2/guide/events.html#Key-Modifiers)

When listening for keyboard events, we often need to check for specific keys. Vue allows adding key modifiers for v-on when listening for key events:

<!-- only call `vm.submit()` when the `key` is `Enter` -->

<input v-on:keyup.enter="submit">

You can directly use any valid key names exposed via [**KeyboardEvent.key**](https://developer.mozilla.org/en-US/docs/Web/API/KeyboardEvent/key/Key_Values) as modifiers by converting them to kebab-case.

<input v-on:keyup.page-down="onPageDown">

In the above example, the handler will only be called if $event.key is equal to 'PageDown'.

### [Key Codes](https://vuejs.org/v2/guide/events.html#Key-Codes)

The use of keyCode events [**is deprecated**](https://developer.mozilla.org/en-US/docs/Web/API/KeyboardEvent/keyCode) and may not be supported in new browsers.

Using keyCode attributes is also permitted:

<input v-on:keyup.13="submit">

Vue provides aliases for the most commonly used key codes when necessary for legacy browser support:

* .enter
* .tab
* .delete (captures both “Delete” and “Backspace” keys)
* .esc
* .space
* .up
* .down
* .left
* .right

A few keys (.esc and all arrow keys) have inconsistent key values in IE9, so these built-in aliases should be preferred if you need to support IE9.

You can also [**define custom key modifier aliases**](https://vuejs.org/v2/api/#keyCodes) via the global config.keyCodes object:

// enable `v-on:keyup.f1`

Vue.config.keyCodes.f1 = 112

## [System Modifier Keys](https://vuejs.org/v2/guide/events.html#System-Modifier-Keys)

**New in 2.1.0+**

You can use the following modifiers to trigger mouse or keyboard event listeners only when the corresponding modifier key is pressed:

* .ctrl
* .alt
* .shift
* .meta

**Note: On Macintosh keyboards, meta is the command key (⌘). On Windows keyboards, meta is the Windows key (⊞). On Sun Microsystems keyboards, meta is marked as a solid diamond (◆). On certain keyboards, specifically MIT and Lisp machine keyboards and successors, such as the Knight keyboard, space-cadet keyboard, meta is labeled “META”. On Symbolics keyboards, meta is labeled “META” or “Meta”.**

For example:

<!-- Alt + C -->

<input @keyup.alt.67="clear">

<!-- Ctrl + Click -->

<div @click.ctrl="doSomething">Do something</div>

Note that modifier keys are different from regular keys and when used with keyup events, they have to be pressed when the event is emitted. In other words, keyup.ctrl will only trigger if you release a key while holding down ctrl. It won’t trigger if you release the ctrl key alone. If you do want such behaviour, use the keyCode for ctrl instead: keyup.17.

### [.exact Modifier](https://vuejs.org/v2/guide/events.html#exact-Modifier)

**New in 2.5.0+**

The .exact modifier allows control of the exact combination of system modifiers needed to trigger an event.

<!-- this will fire even if Alt or Shift is also pressed -->

<button @click.ctrl="onClick">A</button>

<!-- this will only fire when Ctrl and no other keys are pressed -->

<button @click.ctrl.exact="onCtrlClick">A</button>

<!-- this will only fire when no system modifiers are pressed -->

<button @click.exact="onClick">A</button>

### [Mouse Button Modifiers](https://vuejs.org/v2/guide/events.html#Mouse-Button-Modifiers)

**New in 2.2.0+**

* .left
* .right
* .middle

These modifiers restrict the handler to events triggered by a specific mouse button.

## [Why Listeners in HTML?](https://vuejs.org/v2/guide/events.html#Why-Listeners-in-HTML)

You might be concerned that this whole event listening approach violates the good old rules about “separation of concerns”. Rest assured - since all Vue handler functions and expressions are strictly bound to the ViewModel that’s handling the current view, it won’t cause any maintenance difficulty. In fact, there are several benefits in using v-on:

1. It’s easier to locate the handler function implementations within your JS code by skimming the HTML template.
2. Since you don’t have to manually attach event listeners in JS, your ViewModel code can be pure logic and DOM-free. This makes it easier to test.
3. When a ViewModel is destroyed, all event listeners are automatically removed. You don’t need to worry about cleaning it up yourself.

# Form Input Bindings

## [Basic Usage](https://vuejs.org/v2/guide/forms.html#Basic-Usage)

You can use the v-model directive to create two-way data bindings on form input, textarea, and select elements. It automatically picks the correct way to update the element based on the input type. Although a bit magical, v-model is essentially syntax sugar for updating data on user input events, plus special care for some edge cases.

v-model will ignore the initial value, checked or selected attributes found on any form elements. It will always treat the Vue instance data as the source of truth. You should declare the initial value on the JavaScript side, inside the data option of your component.

v-model internally uses different properties and emits different events for different input elements:

* text and textarea elements use value property and input event;
* checkboxes and radiobuttons use checked property and change event;
* select fields use value as a prop and change as an event.

For languages that require an [**IME**](https://en.wikipedia.org/wiki/Input_method) (Chinese, Japanese, Korean etc.), you’ll notice that v-model doesn’t get updated during IME composition. If you want to cater for these updates as well, use input event instead.

### [Text](https://vuejs.org/v2/guide/forms.html#Text)

<input v-model="message" placeholder="edit me">

<p>Message is: {{ message }}</p>
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Message is:

### [Multiline text](https://vuejs.org/v2/guide/forms.html#Multiline-text)

<span>Multiline message is:</span>

<p style="white-space: pre-line;">{{ message }}</p>

<br>

<textarea v-model="message" placeholder="add multiple lines"></textarea>

Multiline message is:
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Interpolation on textareas (<textarea>{{text}}</textarea>) won't work. Use v-modelinstead.

### [Checkbox](https://vuejs.org/v2/guide/forms.html#Checkbox)

Single checkbox, boolean value:

<input type="checkbox" id="checkbox" v-model="checked">

<label for="checkbox">{{ checked }}</label>
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Multiple checkboxes, bound to the same Array:

<div id='example-3'>

<input type="checkbox" id="jack" value="Jack" v-model="checkedNames">

<label for="jack">Jack</label>

<input type="checkbox" id="john" value="John" v-model="checkedNames">

<label for="john">John</label>

<input type="checkbox" id="mike" value="Mike" v-model="checkedNames">

<label for="mike">Mike</label>

<br>

<span>Checked names: {{ checkedNames }}</span>

</div>

new Vue({

el: '#example-3',

data: {

checkedNames: []

}

})
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Checked names: []

### [Radio](https://vuejs.org/v2/guide/forms.html#Radio)

<input type="radio" id="one" value="One" v-model="picked">

<label for="one">One</label>

<br>

<input type="radio" id="two" value="Two" v-model="picked">

<label for="two">Two</label>

<br>

<span>Picked: {{ picked }}</span>
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![](data:image/x-wmf;base64,183GmgAAAAAAABsAFQBgAAAAAAB/VwEACQAAA8gBAAABACMBAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhUAGwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABUAGwAAAAAABAAAAC0BAAAJAAAAHQYhAPAAFQAMAAAADwAFAAAACwIAAAAABQAAAAwCFQAbAAUAAAABAv///wAFAAAALgEAAAAABQAAAAIBAQAAAAQAAAAtAQAACQAAAB0GIQDwAA0ADQAEAAEAPQAAAEAJxgCIAAAAAAANAA0ABAABACgAAAANAAAADQAAAAEAAQAAAAAANAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA////AP/4AAD4eAAA4BgAAMAIAADACAAAgAAAAIAAAACAAAAAgAAAAMAIAADACAAA4BgAAPh4AAAjAQAAQAmGAO4AAAAAAA0ADQAEAAEAKAAAAA0AAAANAAAAAQAYAAAAAAAIAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///////////////8AAAAAAAAAAAAAAAAAAAAAAAAAAAAA////////4+Pj4+Pj4+Pj4+Pj////////AAAAAAAAAAAAAAAAAKCgoOPj4+Pj4////////////////+Pj4+Pj4////wAAAAAAAAAAAACgoKBpaWn////////////////////////j4+P///8AAAAAAAAAoKCgaWlp////////////////////////////////4+Pj////AAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAACgoKBpaWn////////////////////////////////j4+P///8AAAAAoKCgaWlp////////////////////////////////4+Pj////AAAAAAAAAKCgoGlpaf///////////////////////+Pj4////wAAAAAAAAAAAACgoKBpaWlpaWn///////////////9paWlpaWn///8AAAAAAAAAAAAAAAAAoKCgoKCgaWlpaWlpaWlpaWlpoKCgoKCgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoKCgoKCgoAAAAAAAAAAAAAAAAAAEAAAAJwH//wMAAAAAAA==) Two   
Picked:

### [Select](https://vuejs.org/v2/guide/forms.html#Select)

Single select:

<select v-model="selected">

<option disabled value="">Please select one</option>

<option>A</option>

<option>B</option>

<option>C</option>

</select>

<span>Selected: {{ selected }}</span>

new Vue({

el: '...',

data: {

selected: ''

}

})

![](data:image/x-wmf;base64,183GmgAAAAAAAKUAGABgAAAAAADMVwEACQAAA2ABAAAGAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgApQADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAKQACQAAAB0GIQDwAAEApAAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAKMAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAowAJAAAAHQYhAPAAAQCiABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAoQABAAIABAAAAC0BAwAJAAAAHQYhAPAAFAABAAIAogAJAAAAHQYhAPAAAQAQABUAkgAEAAAALQECAAkAAAAdBiEA8AATAAEAAgCSAAkAAAAdBiEA8AABAA8AAgCTAAQAAAAtAQEACQAAAB0GIQDwABIAAQADAKEACQAAAB0GIQDwAAEADgAUAJMABAAAAC0BAAAJAAAAHQYhAPAAEQABAAMAkwAJAAAAHQYhAPAAAQANAAMAlAAHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwABAADQAEAJQABwAAAPwCAAAAAAAAAAAEAAAALQEFAAkAAAAdBiEA8AABAAEADQCaAAQAAAAtAQUACQAAAB0GIQDwAAEAAwAMAJkABAAAAC0BBQAJAAAAHQYhAPAAAQAFAAsAmAAEAAAALQEFAAkAAAAdBiEA8AABAAcACgCXAAUAAAALAgAAAAAFAAAADAIYAKUABQAAAAEC////AAUAAAAuAQAAAAAFAAAAAgEBAAAACwAAADIKAAAAAAAAAgACAAIAkgAWAAQAAAAnAf//AwAAAAAA) Selected:

If the initial value of your v-model expression does not match any of the options, the <select> element will render in an “unselected” state. On iOS this will cause the user not being able to select the first item because iOS does not fire a change event in this case. It is therefore recommended to provide a disabled option with an empty value, as demonstrated in the example above.

Multiple select (bound to Array):

<select v-model="selected" multiple>

<option>A</option>

<option>B</option>

<option>C</option>

</select>

<br>

<span>Selected: {{ selected }}</span>
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Selected: []

Dynamic options rendered with v-for:

<select v-model="selected">

<option v-for="option in options" v-bind:value="option.value">

{{ option.text }}

</option>

</select>

<span>Selected: {{ selected }}</span>

new Vue({

el: '...',

data: {

selected: 'A',

options: [

{ text: 'One', value: 'A' },

{ text: 'Two', value: 'B' },

{ text: 'Three', value: 'C' }

]

}

})
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## [Value Bindings](https://vuejs.org/v2/guide/forms.html#Value-Bindings)

For radio, checkbox and select options, the v-model binding values are usually static strings (or booleans for checkbox):

<!-- `picked` is a string "a" when checked -->

<input type="radio" v-model="picked" value="a">

<!-- `toggle` is either true or false -->

<input type="checkbox" v-model="toggle">

<!-- `selected` is a string "abc" when the first option is selected -->

<select v-model="selected">

<option value="abc">ABC</option>

</select>

But sometimes we may want to bind the value to a dynamic property on the Vue instance. We can use v-bind to achieve that. In addition, using v-bind allows us to bind the input value to non-string values.

### [Checkbox](https://vuejs.org/v2/guide/forms.html#Checkbox-1)

<input

type="checkbox"

v-model="toggle"

true-value="yes"

false-value="no"

>

// when checked:

vm.toggle === 'yes'

// when unchecked:

vm.toggle === 'no'

The true-value and false-value attributes don’t affect the input’s value attribute, because browsers don’t include unchecked boxes in form submissions. To guarantee that one of two values is submitted in a form (e.g. “yes” or “no”), use radio inputs instead.

### [Radio](https://vuejs.org/v2/guide/forms.html#Radio-1)

<input type="radio" v-model="pick" v-bind:value="a">

// when checked:

vm.pick === vm.a

### [Select Options](https://vuejs.org/v2/guide/forms.html#Select-Options)

<select v-model="selected">

<!-- inline object literal -->

<option v-bind:value="{ number: 123 }">123</option>

</select>

// when selected:

typeof vm.selected // => 'object'

vm.selected.number // => 123

## [Modifiers](https://vuejs.org/v2/guide/forms.html#Modifiers)

### [.lazy](https://vuejs.org/v2/guide/forms.html#lazy)

By default, v-model syncs the input with the data after each input event (with the exception of IME composition as [**stated above**](https://vuejs.org/v2/guide/forms.html#vmodel-ime-tip)). You can add the lazy modifier to instead sync after change events:

<!-- synced after "change" instead of "input" -->

<input v-model.lazy="msg" >

### [.number](https://vuejs.org/v2/guide/forms.html#number)

If you want user input to be automatically typecast as a number, you can add the number modifier to your v-model managed inputs:

<input v-model.number="age" type="number">

This is often useful, because even with type="number", the value of HTML input elements always returns a string. If the value cannot be parsed with parseFloat(), then the original value is returned.

### [.trim](https://vuejs.org/v2/guide/forms.html#trim)

If you want whitespace from user input to be trimmed automatically, you can add the trim modifier to your v-model-managed inputs:

<input v-model.trim="msg">

## [v-model with Components](https://vuejs.org/v2/guide/forms.html#v-model-with-Components)

**If you’re not yet familiar with Vue’s components, you can skip this for now.**

HTML’s built-in input types won’t always meet your needs. Fortunately, Vue components allow you to build reusable inputs with completely customized behavior. These inputs even work with v-model! To learn more, read about [**custom inputs**](https://vuejs.org/v2/guide/components.html#Using-v-model-on-Components) in the Components guide.

# Components Basics

## [Base Example](https://vuejs.org/v2/guide/components.html#Base-Example)

Here’s an example of a Vue component:

// Define a new component called button-counter

Vue.component('button-counter', {

data: function () {

return {

count: 0

}

},

template: '<button v-on:click="count++">You clicked me {{ count }} times.</button>'

})

Components are reusable Vue instances with a name: in this case, <button-counter>. We can use this component as a custom element inside a root Vue instance created with new Vue:

<div id="components-demo">

<button-counter></button-counter>

</div>

new Vue({ el: '#components-demo' })

You clicked me 0 times.

Since components are reusable Vue instances, they accept the same options as new Vue, such as data, computed, watch, methods, and lifecycle hooks. The only exceptions are a few root-specific options like el.

## [Reusing Components](https://vuejs.org/v2/guide/components.html#Reusing-Components)

Components can be reused as many times as you want:

<div id="components-demo">

<button-counter></button-counter>

<button-counter></button-counter>

<button-counter></button-counter>

</div>

You clicked me 0 times. You clicked me 0 times. You clicked me 0 times.

Notice that when clicking on the buttons, each one maintains its own, separate count. That’s because each time you use a component, a new **instance** of it is created.

### [data Must Be a Function](https://vuejs.org/v2/guide/components.html#data-Must-Be-a-Function)

When we defined the <button-counter> component, you may have noticed that data wasn’t directly provided an object, like this:

data: {

count: 0

}

Instead, **a component’s data option must be a function**, so that each instance can maintain an independent copy of the returned data object:

data: function () {

return {

count: 0

}

}

If Vue didn’t have this rule, clicking on one button would affect the data of all other instances, like below:

You clicked me 0 times. You clicked me 0 times. You clicked me 0 times.

## [Organizing Components](https://vuejs.org/v2/guide/components.html#Organizing-Components)

It’s common for an app to be organized into a tree of nested components:

![Component Tree](data:image/png;base64,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)

For example, you might have components for a header, sidebar, and content area, each typically containing other components for navigation links, blog posts, etc.

To use these components in templates, they must be registered so that Vue knows about them. There are two types of component registration: **global** and **local**. So far, we’ve only registered components globally, using Vue.component:

Vue.component('my-component-name', {

// ... options ...

})

Globally registered components can be used in the template of any root Vue instance (new Vue) created afterwards – and even inside all subcomponents of that Vue instance’s component tree.

That’s all you need to know about registration for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on [**Component Registration**](https://vuejs.org/v2/guide/components-registration.html).

## [Passing Data to Child Components with Props](https://vuejs.org/v2/guide/components.html#Passing-Data-to-Child-Components-with-Props)

Earlier, we mentioned creating a component for blog posts. The problem is, that component won’t be useful unless you can pass data to it, such as the title and content of the specific post we want to display. That’s where props come in.

Props are custom attributes you can register on a component. When a value is passed to a prop attribute, it becomes a property on that component instance. To pass a title to our blog post component, we can include it in the list of props this component accepts, using a props option:

Vue.component('blog-post', {

props: ['title'],

template: '<h3>{{ title }}</h3>'

})

A component can have as many props as you’d like and by default, any value can be passed to any prop. In the template above, you’ll see that we can access this value on the component instance, just like with data.

Once a prop is registered, you can pass data to it as a custom attribute, like this:

<blog-post title="My journey with Vue"></blog-post>

<blog-post title="Blogging with Vue"></blog-post>

<blog-post title="Why Vue is so fun"></blog-post>

### My journey with Vue

### Blogging with Vue

### Why Vue is so fun

In a typical app, however, you’ll likely have an array of posts in data:

new Vue({

el: '#blog-post-demo',

data: {

posts: [

{ id: 1, title: 'My journey with Vue' },

{ id: 2, title: 'Blogging with Vue' },

{ id: 3, title: 'Why Vue is so fun' }

]

}

})

Then want to render a component for each one:

<blog-post

v-for="post in posts"

v-bind:key="post.id"

v-bind:title="post.title"

></blog-post>

Above, you’ll see that we can use v-bind to dynamically pass props. This is especially useful when you don’t know the exact content you’re going to render ahead of time, like when [**fetching posts from an API**](https://jsfiddle.net/chrisvfritz/sbLgr0ad).

That’s all you need to know about props for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on [**Props**](https://vuejs.org/v2/guide/components-props.html).

## [A Single Root Element](https://vuejs.org/v2/guide/components.html#A-Single-Root-Element)

When building out a <blog-post> component, your template will eventually contain more than just the title:

<h3>{{ title }}</h3>

At the very least, you’ll want to include the post’s content:

<h3>{{ title }}</h3>

<div v-html="content"></div>

If you try this in your template however, Vue will show an error, explaining that **every component must have a single root element**. You can fix this error by wrapping the template in a parent element, such as:

<div class="blog-post">

<h3>{{ title }}</h3>

<div v-html="content"></div>

</div>

As our component grows, it’s likely we’ll not only need the title and content of a post, but also the published date, comments, and more. Defining a prop for each related piece of information could become very annoying:

<blog-post

v-for="post in posts"

v-bind:key="post.id"

v-bind:title="post.title"

v-bind:content="post.content"

v-bind:publishedAt="post.publishedAt"

v-bind:comments="post.comments"

></blog-post>

So this might be a good time to refactor the <blog-post> component to accept a single post prop instead:

<blog-post

v-for="post in posts"

v-bind:key="post.id"

v-bind:post="post"

></blog-post>

Vue.component('blog-post', {

props: ['post'],

template: `

<div class="blog-post">

<h3>{{ post.title }}</h3>

<div v-html="post.content"></div>

</div>

`

})

The above example and some future ones use JavaScript’s [**template literal**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Template_literals) to make multi-line templates more readable. These are not supported by Internet Explorer (IE), so if you must support IE and are not transpiling (e.g. with Babel or TypeScript), use [**newline escapes**](https://css-tricks.com/snippets/javascript/multiline-string-variables-in-javascript/) instead.

Now, whenever a new property is added to post objects, it will automatically be available inside <blog-post>.

## [Listening to Child Components Events](https://vuejs.org/v2/guide/components.html#Listening-to-Child-Components-Events)

As we develop our <blog-post> component, some features may require communicating back up to the parent. For example, we may decide to include an accessibility feature to enlarge the text of blog posts, while leaving the rest of the page its default size:

In the parent, we can support this feature by adding a postFontSize data property:

new Vue({

el: '#blog-posts-events-demo',

data: {

posts: [/\* ... \*/],

postFontSize: 1

}

})

Which can be used in the template to control the font size of all blog posts:

<div id="blog-posts-events-demo">

<div :style="{ fontSize: postFontSize + 'em' }">

<blog-post

v-for="post in posts"

v-bind:key="post.id"

v-bind:post="post"

></blog-post>

</div>

</div>

Now let’s add a button to enlarge the text right before the content of every post:

Vue.component('blog-post', {

props: ['post'],

template: `

<div class="blog-post">

<h3>{{ post.title }}</h3>

<button>

Enlarge text

</button>

<div v-html="post.content"></div>

</div>

`

})

The problem is, this button doesn’t do anything:

<button>

Enlarge text

</button>

When we click on the button, we need to communicate to the parent that it should enlarge the text of all posts. Fortunately, Vue instances provide a custom events system to solve this problem. The parent can choose to listen to any event on the child component instance with v-on, just as we would with a native DOM event:

<blog-post

...

v-on:enlarge-text="postFontSize += 0.1"

></blog-post>

Then the child component can emit an event on itself by calling the built-in [**$emit method**](https://vuejs.org/v2/api/#vm-emit), passing the name of the event:

<button v-on:click="$emit('enlarge-text')">

Enlarge text

</button>

Thanks to the v-on:enlarge-text="postFontSize += 0.1" listener, the parent will receive the event and update postFontSize value.

### My journey with Vue

Enlarge text

...content...

### Blogging with Vue

Enlarge text

...content...

### Why Vue is so fun

Enlarge text

...content...

### [Emitting a Value With an Event](https://vuejs.org/v2/guide/components.html#Emitting-a-Value-With-an-Event)

It’s sometimes useful to emit a specific value with an event. For example, we may want the <blog-post> component to be in charge of how much to enlarge the text by. In those cases, we can use $emit‘s 2nd parameter to provide this value:

<button v-on:click="$emit('enlarge-text', 0.1)">

Enlarge text

</button>

Then when we listen to the event in the parent, we can access the emitted event’s value with $event:

<blog-post

...

v-on:enlarge-text="postFontSize += $event"

></blog-post>

Or, if the event handler is a method:

<blog-post

...

v-on:enlarge-text="onEnlargeText"

></blog-post>

Then the value will be passed as the first parameter of that method:

methods: {

onEnlargeText: function (enlargeAmount) {

this.postFontSize += enlargeAmount

}

}

### [Using v-model on Components](https://vuejs.org/v2/guide/components.html#Using-v-model-on-Components)

Custom events can also be used to create custom inputs that work with v-model. Remember that:

<input v-model="searchText">

does the same thing as:

<input

v-bind:value="searchText"

v-on:input="searchText = $event.target.value"

>

When used on a component, v-model instead does this:

<custom-input

v-bind:value="searchText"

v-on:input="searchText = $event"

></custom-input>

For this to actually work though, the <input> inside the component must:

* Bind the value attribute to a value prop
* On input, emit its own custom input event with the new value

Here’s that in action:

Vue.component('custom-input', {

props: ['value'],

template: `

<input

v-bind:value="value"

v-on:input="$emit('input', $event.target.value)"

>

`

})

Now v-model should work perfectly with this component:

<custom-input v-model="searchText"></custom-input>

That’s all you need to know about custom component events for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on [**Custom Events**](https://vuejs.org/v2/guide/components-custom-events.html).

## [Content Distribution with Slots](https://vuejs.org/v2/guide/components.html#Content-Distribution-with-Slots)

Just like with HTML elements, it’s often useful to be able to pass content to a component, like this:

<alert-box>

Something bad happened.

</alert-box>

Which might render something like:

**Error!** Something bad happened.

Fortunately, this task is made very simple by Vue’s custom <slot> element:

Vue.component('alert-box', {

template: `

<div class="demo-alert-box">

<strong>Error!</strong>

<slot></slot>

</div>

`

})

As you’ll see above, we just add the slot where we want it to go – and that’s it. We’re done!

That’s all you need to know about slots for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on [**Slots**](https://vuejs.org/v2/guide/components-slots.html).

## [Dynamic Components](https://vuejs.org/v2/guide/components.html#Dynamic-Components)

Sometimes, it’s useful to dynamically switch between components, like in a tabbed interface:

HomePostsArchive

Home component

The above is made possible by Vue’s <component> element with the is special attribute:

<!-- Component changes when currentTabComponent changes -->

<component v-bind:is="currentTabComponent"></component>

In the example above, currentTabComponent can contain either:

* the name of a registered component, or
* a component’s options object

See [**this fiddle**](https://jsfiddle.net/chrisvfritz/o3nycadu/) to experiment with the full code, or [**this version**](https://jsfiddle.net/chrisvfritz/b2qj69o1/) for an example binding to a component’s options object, instead of its registered name.

That’s all you need to know about dynamic components for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on [**Dynamic & Async Components**](https://vuejs.org/v2/guide/components-dynamic-async.html).

## [DOM Template Parsing Caveats](https://vuejs.org/v2/guide/components.html#DOM-Template-Parsing-Caveats)

Some HTML elements, such as <ul>, <ol>, <table> and <select> have restrictions on what elements can appear inside them, and some elements such as <li>, <tr>, and <option> can only appear inside certain other elements.

This will lead to issues when using components with elements that have such restrictions. For example:

<table>

<blog-post-row></blog-post-row>

</table>

The custom component <blog-post-row> will be hoisted out as invalid content, causing errors in the eventual rendered output. Fortunately, the is special attribute offers a workaround:

<table>

<tr is="blog-post-row"></tr>

</table>

It should be noted that **this limitation does not apply if you are using string templates from one of the following sources**:

* String templates (e.g. template: '...')
* [**Single-file (.vue) components**](https://vuejs.org/v2/guide/single-file-components.html)
* [**<script type="text/x-template">**](https://vuejs.org/v2/guide/components-edge-cases.html#X-Templates)

That’s all you need to know about DOM template parsing caveats for now – and actually, the end of Vue’s Essentials. Congratulations! There’s still more to learn, but first, we recommend taking a break to play with Vue yourself and build something fun.

Once you feel comfortable with the knowledge you’ve just digested, we recommend coming back to read the full guide on [**Dynamic & Async Components**](https://vuejs.org/v2/guide/components-dynamic-async.html), as well as the other pages in the Components In-Depth section of the sidebar.

### Components In-Depth

# Component Registration

**This page assumes you’ve already read the**[**Components Basics**](https://vuejs.org/v2/guide/components.html)**. Read that first if you are new to components.**

## [Component Names](https://vuejs.org/v2/guide/components-registration.html#Component-Names)

When registering a component, it will always be given a name. For example, in the global registration we’ve seen so far:

Vue.component('my-component-name', { /\* ... \*/ })

The component’s name is the first argument of Vue.component.

The name you give a component may depend on where you intend to use it. When using a component directly in the DOM (as opposed to in a string template or [**single-file component**](https://vuejs.org/v2/guide/single-file-components.html)), we strongly recommend following the [**W3C rules**](https://html.spec.whatwg.org/multipage/custom-elements.html#valid-custom-element-name) for custom tag names (all-lowercase, must contain a hyphen). This helps you avoid conflicts with current and future HTML elements.

You can see other recommendations for component names in the [**Style Guide**](https://vuejs.org/v2/style-guide/#Base-component-names-strongly-recommended).

### [Name Casing](https://vuejs.org/v2/guide/components-registration.html#Name-Casing)

You have two options when defining component names:

#### With kebab-case

Vue.component('my-component-name', { /\* ... \*/ })

When defining a component with kebab-case, you must also use kebab-case when referencing its custom element, such as in <my-component-name>.

#### With PascalCase

Vue.component('MyComponentName', { /\* ... \*/ })

When defining a component with PascalCase, you can use either case when referencing its custom element. That means both <my-component-name> and <MyComponentName> are acceptable. Note, however, that only kebab-case names are valid directly in the DOM (i.e. non-string templates).

## [Global Registration](https://vuejs.org/v2/guide/components-registration.html#Global-Registration)

So far, we’ve only created components using Vue.component:

Vue.component('my-component-name', {

// ... options ...

})

These components are **globally registered**. That means they can be used in the template of any root Vue instance (new Vue) created after registration. For example:

Vue.component('component-a', { /\* ... \*/ })

Vue.component('component-b', { /\* ... \*/ })

Vue.component('component-c', { /\* ... \*/ })

new Vue({ el: '#app' })

<div id="app">

<component-a></component-a>

<component-b></component-b>

<component-c></component-c>

</div>

This even applies to all subcomponents, meaning all three of these components will also be available inside each other.

## [Local Registration](https://vuejs.org/v2/guide/components-registration.html#Local-Registration)

Global registration often isn’t ideal. For example, if you’re using a build system like Webpack, globally registering all components means that even if you stop using a component, it could still be included in your final build. This unnecessarily increases the amount of JavaScript your users have to download.

In these cases, you can define your components as plain JavaScript objects:

var ComponentA = { /\* ... \*/ }

var ComponentB = { /\* ... \*/ }

var ComponentC = { /\* ... \*/ }

Then define the components you’d like to use in a components option:

new Vue({

el: '#app',

components: {

'component-a': ComponentA,

'component-b': ComponentB

}

})

For each property in the components object, the key will be the name of the custom element, while the value will contain the options object for the component.

Note that **locally registered components are not also available in subcomponents**. For example, if you wanted ComponentA to be available in ComponentB, you’d have to use:

var ComponentA = { /\* ... \*/ }

var ComponentB = {

components: {

'component-a': ComponentA

},

// ...

}

Or if you’re using ES2015 modules, such as through Babel and Webpack, that might look more like:

import ComponentA from './ComponentA.vue'

export default {

components: {

ComponentA

},

// ...

}

Note that in ES2015+, placing a variable name like ComponentA inside an object is shorthand for ComponentA: ComponentA, meaning the name of the variable is both:

* the custom element name to use in the template, and
* the name of the variable containing the component options

## [Module Systems](https://vuejs.org/v2/guide/components-registration.html#Module-Systems)

If you’re not using a module system with import/require, you can probably skip this section for now. If you are, we have some special instructions and tips just for you.

### [Local Registration in a Module System](https://vuejs.org/v2/guide/components-registration.html#Local-Registration-in-a-Module-System)

If you’re still here, then it’s likely you’re using a module system, such as with Babel and Webpack. In these cases, we recommend creating a components directory, with each component in its own file.

Then you’ll need to import each component you’d like to use, before you locally register it. For example, in a hypothetical ComponentB.js or ComponentB.vue file:

import ComponentA from './ComponentA'

import ComponentC from './ComponentC'

export default {

components: {

ComponentA,

ComponentC

},

// ...

}

Now both ComponentA and ComponentC can be used inside ComponentB‘s template.

### [Automatic Global Registration of Base Components](https://vuejs.org/v2/guide/components-registration.html#Automatic-Global-Registration-of-Base-Components)

Many of your components will be relatively generic, possibly only wrapping an element like an input or a button. We sometimes refer to these as [**base components**](https://vuejs.org/v2/style-guide/#Base-component-names-strongly-recommended) and they tend to be used very frequently across your components.

The result is that many components may include long lists of base components:

import BaseButton from './BaseButton.vue'

import BaseIcon from './BaseIcon.vue'

import BaseInput from './BaseInput.vue'

export default {

components: {

BaseButton,

BaseIcon,

BaseInput

}

}

Just to support relatively little markup in a template:

<BaseInput

v-model="searchText"

@keydown.enter="search"

/>

<BaseButton @click="search">

<BaseIcon name="search"/>

</BaseButton>

Fortunately, if you’re using Webpack (or [**Vue CLI 3+**](https://github.com/vuejs/vue-cli), which uses Webpack internally), you can use require.context to globally register only these very common base components. Here’s an example of the code you might use to globally import base components in your app’s entry file (e.g. src/main.js):

import Vue from 'vue'

import upperFirst from 'lodash/upperFirst'

import camelCase from 'lodash/camelCase'

const requireComponent = require.context(

// The relative path of the components folder

'./components',

// Whether or not to look in subfolders

false,

// The regular expression used to match base component filenames

/Base[A-Z]\w+\.(vue|js)$/

)

requireComponent.keys().forEach(fileName => {

// Get component config

const componentConfig = requireComponent(fileName)

// Get PascalCase name of component

const componentName = upperFirst(

camelCase(

// Gets the file name regardless of folder depth

fileName

.split('/')

.pop()

.replace(/\.\w+$/, '')

)

)

// Register component globally

Vue.component(

componentName,

// Look for the component options on `.default`, which will

// exist if the component was exported with `export default`,

// otherwise fall back to module's root.

componentConfig.default || componentConfig

)

})

Remember that **global registration must take place before the root Vue instance is created (with new Vue)**. [**Here’s an example**](https://github.com/chrisvfritz/vue-enterprise-boilerplate/blob/master/src/components/_globals.js) of this pattern in a real project context.

# Props

**This page assumes you’ve already read the**[**Components Basics**](https://vuejs.org/v2/guide/components.html)**. Read that first if you are new to components.**

## [Prop Casing (camelCase vs kebab-case)](https://vuejs.org/v2/guide/components-props.html#Prop-Casing-camelCase-vs-kebab-case)

HTML attribute names are case-insensitive, so browsers will interpret any uppercase characters as lowercase. That means when you’re using in-DOM templates, camelCased prop names need to use their kebab-cased (hyphen-delimited) equivalents:

Vue.component('blog-post', {

// camelCase in JavaScript

props: ['postTitle'],

template: '<h3>{{ postTitle }}</h3>'

})

<!-- kebab-case in HTML -->

<blog-post post-title="hello!"></blog-post>

Again, if you’re using string templates, this limitation does not apply.

## [Prop Types](https://vuejs.org/v2/guide/components-props.html#Prop-Types)

So far, we’ve only seen props listed as an array of strings:

props: ['title', 'likes', 'isPublished', 'commentIds', 'author']

Usually though, you’ll want every prop to be a specific type of value. In these cases, you can list props as an object, where the properties’ names and values contain the prop names and types, respectively:

props: {

title: String,

likes: Number,

isPublished: Boolean,

commentIds: Array,

author: Object,

callback: Function,

contactsPromise: Promise // or any other constructor

}

This not only documents your component, but will also warn users in the browser’s JavaScript console if they pass the wrong type. You’ll learn much more about [**type checks and other prop validations**](https://vuejs.org/v2/guide/components-props.html#Prop-Validation)further down this page.

## [Passing Static or Dynamic Props](https://vuejs.org/v2/guide/components-props.html#Passing-Static-or-Dynamic-Props)

So far, you’ve seen props passed a static value, like in:

<blog-post title="My journey with Vue"></blog-post>

You’ve also seen props assigned dynamically with v-bind, such as in:

<!-- Dynamically assign the value of a variable -->

<blog-post v-bind:title="post.title"></blog-post>

<!-- Dynamically assign the value of a complex expression -->

<blog-post

v-bind:title="post.title + ' by ' + post.author.name"

></blog-post>

In the two examples above, we happen to pass string values, but any type of value can actually be passed to a prop.

### [Passing a Number](https://vuejs.org/v2/guide/components-props.html#Passing-a-Number)

<!-- Even though `42` is static, we need v-bind to tell Vue that -->

<!-- this is a JavaScript expression rather than a string. -->

<blog-post v-bind:likes="42"></blog-post>

<!-- Dynamically assign to the value of a variable. -->

<blog-post v-bind:likes="post.likes"></blog-post>

### [Passing a Boolean](https://vuejs.org/v2/guide/components-props.html#Passing-a-Boolean)

<!-- Including the prop with no value will imply `true`. -->

<blog-post is-published></blog-post>

<!-- Even though `false` is static, we need v-bind to tell Vue that -->

<!-- this is a JavaScript expression rather than a string. -->

<blog-post v-bind:is-published="false"></blog-post>

<!-- Dynamically assign to the value of a variable. -->

<blog-post v-bind:is-published="post.isPublished"></blog-post>

### [Passing an Array](https://vuejs.org/v2/guide/components-props.html#Passing-an-Array)

<!-- Even though the array is static, we need v-bind to tell Vue that -->

<!-- this is a JavaScript expression rather than a string. -->

<blog-post v-bind:comment-ids="[234, 266, 273]"></blog-post>

<!-- Dynamically assign to the value of a variable. -->

<blog-post v-bind:comment-ids="post.commentIds"></blog-post>

### [Passing an Object](https://vuejs.org/v2/guide/components-props.html#Passing-an-Object)

<!-- Even though the object is static, we need v-bind to tell Vue that -->

<!-- this is a JavaScript expression rather than a string. -->

<blog-post

v-bind:author="{

name: 'Veronica',

company: 'Veridian Dynamics'

}"

></blog-post>

<!-- Dynamically assign to the value of a variable. -->

<blog-post v-bind:author="post.author"></blog-post>

### [Passing the Properties of an Object](https://vuejs.org/v2/guide/components-props.html#Passing-the-Properties-of-an-Object)

If you want to pass all the properties of an object as props, you can use v-bind without an argument (v-bind instead of v-bind:prop-name). For example, given a post object:

post: {

id: 1,

title: 'My Journey with Vue'

}

The following template:

<blog-post v-bind="post"></blog-post>

Will be equivalent to:

<blog-post

v-bind:id="post.id"

v-bind:title="post.title"

></blog-post>

## [One-Way Data Flow](https://vuejs.org/v2/guide/components-props.html#One-Way-Data-Flow)

All props form a **one-way-down binding** between the child property and the parent one: when the parent property updates, it will flow down to the child, but not the other way around. This prevents child components from accidentally mutating the parent’s state, which can make your app’s data flow harder to understand.

In addition, every time the parent component is updated, all props in the child component will be refreshed with the latest value. This means you should **not** attempt to mutate a prop inside a child component. If you do, Vue will warn you in the console.

There are usually two cases where it’s tempting to mutate a prop:

1. **The prop is used to pass in an initial value; the child component wants to use it as a local data property afterwards.** In this case, it’s best to define a local data property that uses the prop as its initial value:
2. props: ['initialCounter'],
3. data: function () {
4. return {
5. counter: this.initialCounter
6. }

}

1. **The prop is passed in as a raw value that needs to be transformed.** In this case, it’s best to define a computed property using the prop’s value:
2. props: ['size'],
3. computed: {
4. normalizedSize: function () {
5. return this.size.trim().toLowerCase()
6. }

}

Note that objects and arrays in JavaScript are passed by reference, so if the prop is an array or object, mutating the object or array itself inside the child component **will** affect parent state.

## [Prop Validation](https://vuejs.org/v2/guide/components-props.html#Prop-Validation)

Components can specify requirements for its props, such as the types you’ve already seen. If a requirement isn’t met, Vue will warn you in the browser’s JavaScript console. This is especially useful when developing a component that’s intended to be used by others.

To specify prop validations, you can provide an object with validation requirements to the value of props, instead of an array of strings. For example:

Vue.component('my-component', {

props: {

// Basic type check (`null` and `undefined` values will pass any type validation)

propA: Number,

// Multiple possible types

propB: [String, Number],

// Required string

propC: {

type: String,

required: true

},

// Number with a default value

propD: {

type: Number,

default: 100

},

// Object with a default value

propE: {

type: Object,

// Object or array defaults must be returned from

// a factory function

default: function () {

return { message: 'hello' }

}

},

// Custom validator function

propF: {

validator: function (value) {

// The value must match one of these strings

return ['success', 'warning', 'danger'].indexOf(value) !== -1

}

}

}

})

When prop validation fails, Vue will produce a console warning (if using the development build).

Note that props are validated **before** a component instance is created, so instance properties (e.g. data, computed, etc) will not be available inside default or validator functions.

### [Type Checks](https://vuejs.org/v2/guide/components-props.html#Type-Checks)

The type can be one of the following native constructors:

* String
* Number
* Boolean
* Array
* Object
* Date
* Function
* Symbol

In addition, type can also be a custom constructor function and the assertion will be made with an instanceof check. For example, given the following constructor function exists:

function Person (firstName, lastName) {

this.firstName = firstName

this.lastName = lastName

}

You could use:

Vue.component('blog-post', {

props: {

author: Person

}

})

to validate that the value of the author prop was created with new Person.

## [Non-Prop Attributes](https://vuejs.org/v2/guide/components-props.html#Non-Prop-Attributes)

A non-prop attribute is an attribute that is passed to a component, but does not have a corresponding prop defined.

While explicitly defined props are preferred for passing information to a child component, authors of component libraries can’t always foresee the contexts in which their components might be used. That’s why components can accept arbitrary attributes, which are added to the component’s root element.

For example, imagine we’re using a 3rd-party bootstrap-date-input component with a Bootstrap plugin that requires a data-date-picker attribute on the input. We can add this attribute to our component instance:

<bootstrap-date-input data-date-picker="activated"></bootstrap-date-input>

And the data-date-picker="activated" attribute will automatically be added to the root element of bootstrap-date-input.

### [Replacing/Merging with Existing Attributes](https://vuejs.org/v2/guide/components-props.html#Replacing-Merging-with-Existing-Attributes)

Imagine this is the template for bootstrap-date-input:

<input type="date" class="form-control">

To specify a theme for our date picker plugin, we might need to add a specific class, like this:

<bootstrap-date-input

data-date-picker="activated"

class="date-picker-theme-dark"

></bootstrap-date-input>

In this case, two different values for class are defined:

* form-control, which is set by the component in its template
* date-picker-theme-dark, which is passed to the component by its parent

For most attributes, the value provided to the component will replace the value set by the component. So for example, passing type="text" will replace type="date" and probably break it! Fortunately, the class and style attributes are a little smarter, so both values are merged, making the final value: form-control date-picker-theme-dark.

### [Disabling Attribute Inheritance](https://vuejs.org/v2/guide/components-props.html#Disabling-Attribute-Inheritance)

If you do **not** want the root element of a component to inherit attributes, you can set inheritAttrs: false in the component’s options. For example:

Vue.component('my-component', {

inheritAttrs: false,

// ...

})

This can be especially useful in combination with the $attrs instance property, which contains the attribute names and values passed to a component, such as:

{

required: true,

placeholder: 'Enter your username'

}

With inheritAttrs: false and $attrs, you can manually decide which element you want to forward attributes to, which is often desirable for [**base components**](https://vuejs.org/v2/style-guide/#Base-component-names-strongly-recommended):

Vue.component('base-input', {

inheritAttrs: false,

props: ['label', 'value'],

template: `

<label>

{{ label }}

<input

v-bind="$attrs"

v-bind:value="value"

v-on:input="$emit('input', $event.target.value)"

>

</label>

`

})

Note that inheritAttrs: false option does **not** affect style and class bindings.

This pattern allows you to use base components more like raw HTML elements, without having to care about which element is actually at its root:

<base-input

v-model="username"

required

placeholder="Enter your username"

></base-input>

# Custom Events

**This page assumes you’ve already read the**[**Components Basics**](https://vuejs.org/v2/guide/components.html)**. Read that first if you are new to components.**

## [Event Names](https://vuejs.org/v2/guide/components-custom-events.html#Event-Names)

Unlike components and props, event names don’t provide any automatic case transformation. Instead, the name of an emitted event must exactly match the name used to listen to that event. For example, if emitting a camelCased event name:

this.$emit('myEvent')

Listening to the kebab-cased version will have no effect:

<!-- Won't work -->

<my-component v-on:my-event="doSomething"></my-component>

Unlike components and props, event names will never be used as variable or property names in JavaScript, so there’s no reason to use camelCase or PascalCase. Additionally, v-on event listeners inside DOM templates will be automatically transformed to lowercase (due to HTML’s case-insensitivity), so v-on:myEvent would become v-on:myevent – making myEvent impossible to listen to.

For these reasons, we recommend you **always use kebab-case for event names**.

## [Customizing Component v-model](https://vuejs.org/v2/guide/components-custom-events.html#Customizing-Component-v-model)

**New in 2.2.0+**

By default, v-model on a component uses value as the prop and input as the event, but some input types such as checkboxes and radio buttons may want to use the value attribute for a [**different purpose**](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input/checkbox#Value). Using the model option can avoid a conflict in such cases:

Vue.component('base-checkbox', {

model: {

prop: 'checked',

event: 'change'

},

props: {

checked: Boolean

},

template: `

<input

type="checkbox"

v-bind:checked="checked"

v-on:change="$emit('change', $event.target.checked)"

>

`

})

Now when using v-model on this component:

<base-checkbox v-model="lovingVue"></base-checkbox>

the value of lovingVue will be passed to the checked prop. The lovingVue property will then be updated when <base-checkbox> emits a change event with a new value.

Note that you still have to declare the checked prop in component’s props option.

## [Binding Native Events to Components](https://vuejs.org/v2/guide/components-custom-events.html#Binding-Native-Events-to-Components)

There may be times when you want to listen directly to a native event on the root element of a component. In these cases, you can use the .native modifier for v-on:

<base-input v-on:focus.native="onFocus"></base-input>

This can be useful sometimes, but it’s not a good idea when you’re trying to listen on a very specific element, like an <input>. For example, the <base-input> component above might refactor so that the root element is actually a <label> element:

<label>

{{ label }}

<input

v-bind="$attrs"

v-bind:value="value"

v-on:input="$emit('input', $event.target.value)"

>

</label>

In that case, the .native listener in the parent would silently break. There would be no errors, but the onFocus handler wouldn’t be called when we expected it to.

To solve this problem, Vue provides a $listeners property containing an object of listeners being used on the component. For example:

{

focus: function (event) { /\* ... \*/ }

input: function (value) { /\* ... \*/ },

}

Using the $listeners property, you can forward all event listeners on the component to a specific child element with v-on="$listeners". For elements like <input>, that you also want to work with v-model, it’s often useful to create a new computed property for listeners, like inputListeners below:

Vue.component('base-input', {

inheritAttrs: false,

props: ['label', 'value'],

computed: {

inputListeners: function () {

var vm = this

// `Object.assign` merges objects together to form a new object

return Object.assign({},

// We add all the listeners from the parent

this.$listeners,

// Then we can add custom listeners or override the

// behavior of some listeners.

{

// This ensures that the component works with v-model

input: function (event) {

vm.$emit('input', event.target.value)

}

}

)

}

},

template: `

<label>

{{ label }}

<input

v-bind="$attrs"

v-bind:value="value"

v-on="inputListeners"

>

</label>

`

})

Now the <base-input> component is a **fully transparent wrapper**, meaning it can be used exactly like a normal <input> element: all the same attributes and listeners will work, without the .nativemodifier.

## [.sync Modifier](https://vuejs.org/v2/guide/components-custom-events.html#sync-Modifier)

**New in 2.3.0+**

In some cases, we may need “two-way binding” for a prop. Unfortunately, true two-way binding can create maintenance issues, because child components can mutate the parent without the source of that mutation being obvious in both the parent and the child.

That’s why instead, we recommend emitting events in the pattern of update:myPropName. For example, in a hypothetical component with a title prop, we could communicate the intent of assigning a new value with:

this.$emit('update:title', newTitle)

Then the parent can listen to that event and update a local data property, if it wants to. For example:

<text-document

v-bind:title="doc.title"

v-on:update:title="doc.title = $event"

></text-document>

For convenience, we offer a shorthand for this pattern with the .sync modifier:

<text-document v-bind:title.sync="doc.title"></text-document>

Note that v-bind with the .sync modifier does **not** work with expressions (e.g. v-bind:title.sync=”doc.title + ‘!’” is invalid). Instead, you must only provide the name of the property you want to bind, similar to v-model.

The .sync modifier can also be used with v-bind when using an object to set multiple props at once:

<text-document v-bind.sync="doc"></text-document>

This passes each property in the doc object (e.g. title) as an individual prop, then adds v-onupdate listeners for each one.

Using v-bind.sync with a literal object, such as in v-bind.sync=”{ title: doc.title }”, will not work, because there are too many edge cases to consider in parsing a complex expression like this.

# Slots

**This page assumes you’ve already read the**[**Components Basics**](https://vuejs.org/v2/guide/components.html)**. Read that first if you are new to components.**

**In 2.6.0, we introduced a new unified syntax (the v-slot directive) for named and scoped slots. It replaces the slot and slot-scope attributes, which are now deprecated, but have notbeen removed and are still documented**[**here**](https://vuejs.org/v2/guide/components-slots.html#Deprecated-Syntax)**. The rationale for introducing the new syntax is described in this**[**RFC**](https://github.com/vuejs/rfcs/blob/master/active-rfcs/0001-new-slot-syntax.md)**.**

## [Slot Content](https://vuejs.org/v2/guide/components-slots.html#Slot-Content)

Vue implements a content distribution API inspired by the [**Web Components spec draft**](https://github.com/w3c/webcomponents/blob/gh-pages/proposals/Slots-Proposal.md), using the <slot> element to serve as distribution outlets for content.

This allows you to compose components like this:

<navigation-link url="/profile">

Your Profile

</navigation-link>

Then in the template for <navigation-link>, you might have:

<a

v-bind:href="url"

class="nav-link"

>

<slot></slot>

</a>

When the component renders, <slot></slot> will be replaced by “Your Profile”. Slots can contain any template code, including HTML:

<navigation-link url="/profile">

<!-- Add a Font Awesome icon -->

<span class="fa fa-user"></span>

Your Profile

</navigation-link>

Or even other components:

<navigation-link url="/profile">

<!-- Use a component to add an icon -->

<font-awesome-icon name="user"></font-awesome-icon>

Your Profile

</navigation-link>

If <navigation-link>‘s template did **not** contain a <slot> element, any content provided between its opening and closing tag would be discarded.

## [Compilation Scope](https://vuejs.org/v2/guide/components-slots.html#Compilation-Scope)

When you want to use data inside a slot, such as in:

<navigation-link url="/profile">

Logged in as {{ user.name }}

</navigation-link>

That slot has access to the same instance properties (i.e. the same “scope”) as the rest of the template. The slot does **not** have access to <navigation-link>‘s scope. For example, trying to access urlwould not work:

<navigation-link url="/profile">

Clicking here will send you to: {{ url }}

<!--

The `url` will be undefined, because this content is passed

\_to\_ <navigation-link>, rather than defined \_inside\_ the

<navigation-link> component.

-->

</navigation-link>

As a rule, remember that:

**Everything in the parent template is compiled in parent scope; everything in the child template is compiled in the child scope.**

## [Fallback Content](https://vuejs.org/v2/guide/components-slots.html#Fallback-Content)

There are cases when it’s useful to specify fallback (i.e. default) content for a slot, to be rendered only when no content is provided. For example, in a <submit-button> component:

<button type="submit">

<slot></slot>

</button>

We might want the text “Submit” to be rendered inside the <button> most of the time. To make “Submit” the fallback content, we can place it in between the <slot> tags:

<button type="submit">

<slot>Submit</slot>

</button>

Now when we use <submit-button> in a parent component, providing no content for the slot:

<submit-button></submit-button>

will render the fallback content, “Submit”:

<button type="submit">

Submit

</button>

But if we provide content:

<submit-button>

Save

</submit-button>

Then the provided content will be rendered instead:

<button type="submit">

Save

</button>

## [Named Slots](https://vuejs.org/v2/guide/components-slots.html#Named-Slots)

**Updated in 2.6.0+.**[**See here**](https://vuejs.org/v2/guide/components-slots.html#Deprecated-Syntax)**for the deprecated syntax using the slot attribute.**

There are times when it’s useful to have multiple slots. For example, in a <base-layout> component with the following template:

<div class="container">

<header>

<!-- We want header content here -->

</header>

<main>

<!-- We want main content here -->

</main>

<footer>

<!-- We want footer content here -->

</footer>

</div>

For these cases, the <slot> element has a special attribute, name, which can be used to define additional slots:

<div class="container">

<header>

<slot name="header"></slot>

</header>

<main>

<slot></slot>

</main>

<footer>

<slot name="footer"></slot>

</footer>

</div>

A <slot> outlet without name implicitly has the name “default”.

To provide content to named slots, we can use the v-slot directive on a <template>, providing the name of the slot as v-slot‘s argument:

<base-layout>

<template v-slot:header>

<h1>Here might be a page title</h1>

</template>

<p>A paragraph for the main content.</p>

<p>And another one.</p>

<template v-slot:footer>

<p>Here's some contact info</p>

</template>

</base-layout>

Now everything inside the <template> elements will be passed to the corresponding slots. Any content not wrapped in a <template> using v-slot is assumed to be for the default slot.

However, you can still wrap default slot content in a <template> if you wish to be explicit:

<base-layout>

<template v-slot:header>

<h1>Here might be a page title</h1>

</template>

<template v-slot:default>

<p>A paragraph for the main content.</p>

<p>And another one.</p>

</template>

<template v-slot:footer>

<p>Here's some contact info</p>

</template>

</base-layout>

Either way, the rendered HTML will be:

<div class="container">

<header>

<h1>Here might be a page title</h1>

</header>

<main>

<p>A paragraph for the main content.</p>

<p>And another one.</p>

</main>

<footer>

<p>Here's some contact info</p>

</footer>

</div>

Note that **v-slot can only be added to a <template>** (with [**one exception**](https://vuejs.org/v2/guide/components-slots.html#Abbreviated-Syntax-for-Lone-Default-Slots)), unlike the deprecated [**slot attribute**](https://vuejs.org/v2/guide/components-slots.html#Deprecated-Syntax).

## [Scoped Slots](https://vuejs.org/v2/guide/components-slots.html#Scoped-Slots)

**Updated in 2.6.0+.**[**See here**](https://vuejs.org/v2/guide/components-slots.html#Deprecated-Syntax)**for the deprecated syntax using the slot-scope attribute.**

Sometimes, it’s useful for slot content to have access to data only available in the child component. For example, imagine a <current-user> component with the following template:

<span>

<slot>{{ user.lastName }}</slot>

</span>

We might want to replace this fallback content to display the user’s first name, instead of last, like this:

<current-user>

{{ user.firstName }}

</current-user>

That won’t work, however, because only the <current-user> component has access to the userand the content we’re providing is rendered in the parent.

To make user available to the slot content in the parent, we can bind user as an attribute to the <slot> element:

<span>

<slot v-bind:user="user">

{{ user.lastName }}

</slot>

</span>

Attributes bound to a <slot> element are called **slot props**. Now, in the parent scope, we can use v-slot with a value to define a name for the slot props we’ve been provided:

<current-user>

<template v-slot:default="slotProps">

{{ slotProps.user.firstName }}

</template>

</current-user>

In this example, we’ve chosen to name the object containing all our slot props slotProps, but you can use any name you like.

### [Abbreviated Syntax for Lone Default Slots](https://vuejs.org/v2/guide/components-slots.html#Abbreviated-Syntax-for-Lone-Default-Slots)

In cases like above, when only the default slot is provided content, the component’s tags can be used as the slot’s template. This allows us to use v-slot directly on the component:

<current-user v-slot:default="slotProps">

{{ slotProps.user.firstName }}

</current-user>

This can be shortened even further. Just as non-specified content is assumed to be for the default slot, v-slot without an argument is assumed to refer to the default slot:

<current-user v-slot="slotProps">

{{ slotProps.user.firstName }}

</current-user>

Note that the abbreviated syntax for default slot **cannot** be mixed with named slots, as it would lead to scope ambiguity:

<!-- INVALID, will result in warning -->

<current-user v-slot="slotProps">

{{ slotProps.user.firstName }}

<template v-slot:other="otherSlotProps">

slotProps is NOT available here

</template>

</current-user>

Whenever there are multiple slots, use the full <template> based syntax for all slots:

<current-user>

<template v-slot:default="slotProps">

{{ slotProps.user.firstName }}

</template>

<template v-slot:other="otherSlotProps">

...

</template>

</current-user>

### [Destructuring Slot Props](https://vuejs.org/v2/guide/components-slots.html#Destructuring-Slot-Props)

Internally, scoped slots work by wrapping your slot content in a function passed a single argument:

function (slotProps) {

// ... slot content ...

}

That means the value of v-slot can actually accept any valid JavaScript expression that can appear in the argument position of a function definition. So in supported environments ([**single-file components**](https://vuejs.org/v2/guide/single-file-components.html) or [**modern browsers**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/Destructuring_assignment#Browser_compatibility)), you can also use [**ES2015 destructuring**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/Destructuring_assignment#Object_destructuring) to pull out specific slot props, like so:

<current-user v-slot="{ user }">

{{ user.firstName }}

</current-user>

This can make the template much cleaner, especially when the slot provides many props. It also opens other possibilities, such as renaming props, e.g. user to person:

<current-user v-slot="{ user: person }">

{{ person.firstName }}

</current-user>

You can even define fallbacks, to be used in case a slot prop is undefined:

<current-user v-slot="{ user = { firstName: 'Guest' } }">

{{ user.firstName }}

</current-user>

## [Dynamic Slot Names](https://vuejs.org/v2/guide/components-slots.html#Dynamic-Slot-Names)

**New in 2.6.0+**

[**Dynamic directive arguments**](https://vuejs.org/v2/guide/syntax.html#Dynamic-Arguments) also work on v-slot, allowing the definition of dynamic slot names:

<base-layout>

<template v-slot:[dynamicSlotName]>

...

</template>

</base-layout>

## [Named Slots Shorthand](https://vuejs.org/v2/guide/components-slots.html#Named-Slots-Shorthand)

**New in 2.6.0+**

Similar to v-on and v-bind, v-slot also has a shorthand, replacing everything before the argument (v-slot:) with the special symbol #. For example, v-slot:header can be rewritten as #header:

<base-layout>

<template #header>

<h1>Here might be a page title</h1>

</template>

<p>A paragraph for the main content.</p>

<p>And another one.</p>

<template #footer>

<p>Here's some contact info</p>

</template>

</base-layout>

However, just as with other directives, the shorthand is only available when an argument is provided. That means the following syntax is invalid:

<!-- This will trigger a warning -->

<current-user #="{ user }">

{{ user.firstName }}

</current-user>

Instead, you must always specify the name of the slot if you wish to use the shorthand:

<current-user #default="{ user }">

{{ user.firstName }}

</current-user>

## [Other Examples](https://vuejs.org/v2/guide/components-slots.html#Other-Examples)

**Slot props allow us to turn slots into reusable templates that can render different content based on input props.** This is most useful when you are designing a reusable component that encapsulates data logic while allowing the consuming parent component to customize part of its layout.

For example, we are implementing a <todo-list> component that contains the layout and filtering logic for a list:

<ul>

<li

v-for="todo in filteredTodos"

v-bind:key="todo.id"

>

{{ todo.text }}

</li>

</ul>

Instead of hard-coding the content for each todo, we can let the parent component take control by making every todo a slot, then binding todo as a slot prop:

<ul>

<li

v-for="todo in filteredTodos"

v-bind:key="todo.id"

>

<!--

We have a slot for each todo, passing it the

`todo` object as a slot prop.

-->

<slot name="todo" v-bind:todo="todo">

<!-- Fallback content -->

{{ todo.text }}

</slot>

</li>

</ul>

Now when we use the <todo-list> component, we can optionally define an alternative <template> for todo items, but with access to data from the child:

<todo-list v-bind:todos="todos">

<template v-slot:todo="{ todo }">

<span v-if="todo.isComplete">✓</span>

{{ todo.text }}

</template>

</todo-list>

However, even this barely scratches the surface of what scoped slots are capable of. For real-life, powerful examples of scoped slot usage, we recommend browsing libraries such as [**Vue Virtual Scroller**](https://github.com/Akryum/vue-virtual-scroller), [**Vue Promised**](https://github.com/posva/vue-promised), and [**Portal Vue**](https://github.com/LinusBorg/portal-vue).

## [Deprecated Syntax](https://vuejs.org/v2/guide/components-slots.html#Deprecated-Syntax)

**The v-slot directive was introduced in Vue 2.6.0, offering an improved, alternative API to the still-supported slot and slot-scope attributes. The full rationale for introducing v-slot is described in this**[**RFC**](https://github.com/vuejs/rfcs/blob/master/active-rfcs/0001-new-slot-syntax.md)**. The slot and slot-scope attributes will continue to be supported in all future 2.x releases, but are officially deprecated and will eventually be removed in Vue 3.**

### [Named Slots with the slot Attribute](https://vuejs.org/v2/guide/components-slots.html#Named-Slots-with-the-slot-Attribute)

**Deprecated in 2.6.0+. See**[**here**](https://vuejs.org/v2/guide/components-slots.html#Named-Slots)**for the new, recommended syntax.**

To pass content to named slots from the parent, use the special slot attribute on <template>(using the <base-layout> component described [**here**](https://vuejs.org/v2/guide/components-slots.html#Named-Slots) as example):

<base-layout>

<template slot="header">

<h1>Here might be a page title</h1>

</template>

<p>A paragraph for the main content.</p>

<p>And another one.</p>

<template slot="footer">

<p>Here's some contact info</p>

</template>

</base-layout>

Or, the slot attribute can also be used directly on a normal element:

<base-layout>

<h1 slot="header">Here might be a page title</h1>

<p>A paragraph for the main content.</p>

<p>And another one.</p>

<p slot="footer">Here's some contact info</p>

</base-layout>

There can still be one unnamed slot, which is the **default slot** that serves as a catch-all for any unmatched content. In both examples above, the rendered HTML would be:

<div class="container">

<header>

<h1>Here might be a page title</h1>

</header>

<main>

<p>A paragraph for the main content.</p>

<p>And another one.</p>

</main>

<footer>

<p>Here's some contact info</p>

</footer>

</div>

### [Scoped Slots with the slot-scope Attribute](https://vuejs.org/v2/guide/components-slots.html#Scoped-Slots-with-the-slot-scope-Attribute)

**Deprecated in 2.6.0+. See**[**here**](https://vuejs.org/v2/guide/components-slots.html#Scoped-Slots)**for the new, recommended syntax.**

To receive props passed to a slot, the parent component can use <template> with the slot-scopeattribute (using the <slot-example> described [**here**](https://vuejs.org/v2/guide/components-slots.html#Scoped-Slots) as example):

<slot-example>

<template slot="default" slot-scope="slotProps">

{{ slotProps.msg }}

</template>

</slot-example>

Here, slot-scope declares the received props object as the slotProps variable, and makes it available inside the <template> scope. You can name slotProps anything you like similar to naming function arguments in JavaScript.

Here slot="default" can be omitted as it is implied:

<slot-example>

<template slot-scope="slotProps">

{{ slotProps.msg }}

</template>

</slot-example>

The slot-scope attribute can also be used directly on a non-<template> element (including components):

<slot-example>

<span slot-scope="slotProps">

{{ slotProps.msg }}

</span>

</slot-example>

The value of slot-scope can accept any valid JavaScript expression that can appear in the argument position of a function definition. This means in supported environments ([**single-file components**](https://vuejs.org/v2/guide/single-file-components.html) or [**modern browsers**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/Destructuring_assignment#Browser_compatibility)) you can also use [**ES2015 destructuring**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/Destructuring_assignment#Object_destructuring) in the expression, like so:

<slot-example>

<span slot-scope="{ msg }">

{{ msg }}

</span>

</slot-example>

Using the <todo-list> described [**here**](https://vuejs.org/v2/guide/components-slots.html#Other-Examples) as an example, here’s the equivalent usage using slot-scope:

<todo-list v-bind:todos="todos">

<template slot="todo" slot-scope="{ todo }">

<span v-if="todo.isComplete">✓</span>

{{ todo.text }}

</template>

</todo-list>

# Dynamic & Async Components

**This page assumes you’ve already read the**[**Components Basics**](https://vuejs.org/v2/guide/components.html)**. Read that first if you are new to components.**

## [keep-alive with Dynamic Components](https://vuejs.org/v2/guide/components-dynamic-async.html#keep-alive-with-Dynamic-Components)

Earlier, we used the is attribute to switch between components in a tabbed interface:

<component v-bind:is="currentTabComponent"></component>

When switching between these components though, you’ll sometimes want to maintain their state or avoid re-rendering for performance reasons. For example, when expanding our tabbed interface a little:

PostsArchive

* Cat Ipsum
* Hipster Ipsum
* Cupcake Ipsum

**Click on a blog title to the left to view it.**

You’ll notice that if you select a post, switch to the Archive tab, then switch back to Posts, it’s no longer showing the post you selected. That’s because each time you switch to a new tab, Vue creates a new instance of the currentTabComponent.

Recreating dynamic components is normally useful behavior, but in this case, we’d really like those tab component instances to be cached once they’re created for the first time. To solve this problem, we can wrap our dynamic component with a <keep-alive> element:

<!-- Inactive components will be cached! -->

<keep-alive>

<component v-bind:is="currentTabComponent"></component>

</keep-alive>

Check out the result below:

PostsArchive

* Cat Ipsum
* Hipster Ipsum
* Cupcake Ipsum

**Click on a blog title to the left to view it.**

Now the Posts tab maintains its state (the selected post) even when it’s not rendered. See [**this fiddle**](https://jsfiddle.net/chrisvfritz/Lp20op9o/) for the complete code.

Note that <keep-alive> requires the components being switched between to all have names, either using the name option on a component, or through local/global registration.

Check out more details on <keep-alive> in the [**API reference**](https://vuejs.org/v2/api/#keep-alive).

## [Async Components](https://vuejs.org/v2/guide/components-dynamic-async.html#Async-Components)

In large applications, we may need to divide the app into smaller chunks and only load a component from the server when it’s needed. To make that easier, Vue allows you to define your component as a factory function that asynchronously resolves your component definition. Vue will only trigger the factory function when the component needs to be rendered and will cache the result for future re-renders. For example:

Vue.component('async-example', function (resolve, reject) {

setTimeout(function () {

// Pass the component definition to the resolve callback

resolve({

template: '<div>I am async!</div>'

})

}, 1000)

})

As you can see, the factory function receives a resolve callback, which should be called when you have retrieved your component definition from the server. You can also call reject(reason) to indicate the load has failed. The setTimeout here is for demonstration; how to retrieve the component is up to you. One recommended approach is to use async components together with [**Webpack’s code-splitting feature**](https://webpack.js.org/guides/code-splitting/):

Vue.component('async-webpack-example', function (resolve) {

// This special require syntax will instruct Webpack to

// automatically split your built code into bundles which

// are loaded over Ajax requests.

require(['./my-async-component'], resolve)

})

You can also return a Promise in the factory function, so with Webpack 2 and ES2015 syntax you can do:

Vue.component(

'async-webpack-example',

// The `import` function returns a Promise.

() => import('./my-async-component')

)

When using [**local registration**](https://vuejs.org/v2/guide/components-registration.html#Local-Registration), you can also directly provide a function that returns a Promise:

new Vue({

// ...

components: {

'my-component': () => import('./my-async-component')

}

})

If you’re a **Browserify** user that would like to use async components, its creator has unfortunately [**made it clear**](https://github.com/substack/node-browserify/issues/58#issuecomment-21978224) that async loading “is not something that Browserify will ever support.” Officially, at least. The Browserify community has found [**some workarounds**](https://github.com/vuejs/vuejs.org/issues/620), which may be helpful for existing and complex applications. For all other scenarios, we recommend using Webpack for built-in, first-class async support.

### [Handling Loading State](https://vuejs.org/v2/guide/components-dynamic-async.html#Handling-Loading-State)

**New in 2.3.0+**

The async component factory can also return an object of the following format:

const AsyncComponent = () => ({

// The component to load (should be a Promise)

component: import('./MyComponent.vue'),

// A component to use while the async component is loading

loading: LoadingComponent,

// A component to use if the load fails

error: ErrorComponent,

// Delay before showing the loading component. Default: 200ms.

delay: 200,

// The error component will be displayed if a timeout is

// provided and exceeded. Default: Infinity.

timeout: 3000

})

**Note that you must use**[**Vue Router**](https://github.com/vuejs/vue-router)**2.4.0+ if you wish to use the above syntax for route components.**

# Handling Edge Cases

**This page assumes you’ve already read the**[**Components Basics**](https://vuejs.org/v2/guide/components.html)**. Read that first if you are new to components.**

All the features on this page document the handling of edge cases, meaning unusual situations that sometimes require bending Vue’s rules a little. Note however, that they all have disadvantages or situations where they could be dangerous. These are noted in each case, so keep them in mind when deciding to use each feature.

## [Element & Component Access](https://vuejs.org/v2/guide/components-edge-cases.html#Element-amp-Component-Access)

In most cases, it’s best to avoid reaching into other component instances or manually manipulating DOM elements. There are cases, however, when it can be appropriate.

### [Accessing the Root Instance](https://vuejs.org/v2/guide/components-edge-cases.html#Accessing-the-Root-Instance)

In every subcomponent of a new Vue instance, this root instance can be accessed with the $rootproperty. For example, in this root instance:

// The root Vue instance

new Vue({

data: {

foo: 1

},

computed: {

bar: function () { /\* ... \*/ }

},

methods: {

baz: function () { /\* ... \*/ }

}

})

All subcomponents will now be able to access this instance and use it as a global store:

// Get root data

this.$root.foo

// Set root data

this.$root.foo = 2

// Access root computed properties

this.$root.bar

// Call root methods

this.$root.baz()

This can be convenient for demos or very small apps with a handful of components. However, the pattern does not scale well to medium or large-scale applications, so we strongly recommend using [**Vuex**](https://github.com/vuejs/vuex) to manage state in most cases.

### [Accessing the Parent Component Instance](https://vuejs.org/v2/guide/components-edge-cases.html#Accessing-the-Parent-Component-Instance)

Similar to $root, the $parent property can be used to access the parent instance from a child. This can be tempting to reach for as a lazy alternative to passing data with a prop.

In most cases, reaching into the parent makes your application more difficult to debug and understand, especially if you mutate data in the parent. When looking at that component later, it will be very difficult to figure out where that mutation came from.

There are cases however, particularly shared component libraries, when this might be appropriate. For example, in abstract components that interact with JavaScript APIs instead of rendering HTML, like these hypothetical Google Maps components:

<google-map>

<google-map-markers v-bind:places="iceCreamShops"></google-map-markers>

</google-map>

The <google-map> component might define a map property that all subcomponents need access to. In this case <google-map-markers> might want to access that map with something like this.$parent.getMap, in order to add a set of markers to it. You can see this pattern [**in action here**](https://jsfiddle.net/chrisvfritz/ttzutdxh/).

Keep in mind, however, that components built with this pattern are still inherently fragile. For example, imagine we add a new <google-map-region> component and when <google-map-markers>appears within that, it should only render markers that fall within that region:

<google-map>

<google-map-region v-bind:shape="cityBoundaries">

<google-map-markers v-bind:places="iceCreamShops"></google-map-markers>

</google-map-region>

</google-map>

Then inside <google-map-markers> you might find yourself reaching for a hack like this:

var map = this.$parent.map || this.$parent.$parent.map

This has quickly gotten out of hand. That’s why to provide context information to descendent components arbitrarily deep, we instead recommend [**dependency injection**](https://vuejs.org/v2/guide/components-edge-cases.html#Dependency-Injection).

### [Accessing Child Component Instances & Child Elements](https://vuejs.org/v2/guide/components-edge-cases.html#Accessing-Child-Component-Instances-amp-Child-Elements)

Despite the existence of props and events, sometimes you might still need to directly access a child component in JavaScript. To achieve this you can assign a reference ID to the child component using the ref attribute. For example:

<base-input ref="usernameInput"></base-input>

Now in the component where you’ve defined this ref, you can use:

this.$refs.usernameInput

to access the <base-input> instance. This may be useful when you want to, for example, programmatically focus this input from a parent. In that case, the <base-input> component may similarly use a ref to provide access to specific elements inside it, such as:

<input ref="input">

And even define methods for use by the parent:

methods: {

// Used to focus the input from the parent

focus: function () {

this.$refs.input.focus()

}

}

Thus allowing the parent component to focus the input inside <base-input> with:

this.$refs.usernameInput.focus()

When ref is used together with v-for, the ref you get will be an array containing the child components mirroring the data source.

$refs are only populated after the component has been rendered, and they are not reactive. It is only meant as an escape hatch for direct child manipulation - you should avoid accessing $refs from within templates or computed properties.

### [Dependency Injection](https://vuejs.org/v2/guide/components-edge-cases.html#Dependency-Injection)

Earlier, when we described [**Accessing the Parent Component Instance**](https://vuejs.org/v2/guide/components-edge-cases.html#Accessing-the-Parent-Component-Instance), we showed an example like this:

<google-map>

<google-map-region v-bind:shape="cityBoundaries">

<google-map-markers v-bind:places="iceCreamShops"></google-map-markers>

</google-map-region>

</google-map>

In this component, all descendants of <google-map> needed access to a getMap method, in order to know which map to interact with. Unfortunately, using the $parent property didn’t scale well to more deeply nested components. That’s where dependency injection can be useful, using two new instance options: provide and inject.

The provide options allows us to specify the data/methods we want to **provide** to descendent components. In this case, that’s the getMap method inside <google-map>:

provide: function () {

return {

getMap: this.getMap

}

}

Then in any descendants, we can use the inject option to receive specific properties we’d like to add to that instance:

inject: ['getMap']

You can see the [**full example here**](https://jsfiddle.net/chrisvfritz/tdv8dt3s/). The advantage over using $parent is that we can access getMapin any descendant component, without exposing the entire instance of <google-map>. This allows us to more safely keep developing that component, without fear that we might change/remove something that a child component is relying on. The interface between these components remains clearly defined, just as with props.

In fact, you can think of dependency injection as sort of “long-range props”, except:

* ancestor components don’t need to know which descendants use the properties it provides
* descendant components don’t need to know where injected properties are coming from

However, there are downsides to dependency injection. It couples components in your application to the way they’re currently organized, making refactoring more difficult. Provided properties are also not reactive. This is by design, because using them to create a central data store scales just as poorly as [**using $root**](https://vuejs.org/v2/guide/components-edge-cases.html#Accessing-the-Root-Instance) for the same purpose. If the properties you want to share are specific to your app, rather than generic, or if you ever want to update provided data inside ancestors, then that’s a good sign that you probably need a real state management solution like [**Vuex**](https://github.com/vuejs/vuex) instead.

Learn more about dependency injection in [**the API doc**](https://vuejs.org/v2/api/#provide-inject).

## [Programmatic Event Listeners](https://vuejs.org/v2/guide/components-edge-cases.html#Programmatic-Event-Listeners)

So far, you’ve seen uses of $emit, listened to with v-on, but Vue instances also offer other methods in its events interface. We can:

* Listen for an event with $on(eventName, eventHandler)
* Listen for an event only once with $once(eventName, eventHandler)
* Stop listening for an event with $off(eventName, eventHandler)

You normally won’t have to use these, but they’re available for cases when you need to manually listen for events on a component instance. They can also be useful as a code organization tool. For example, you may often see this pattern for integrating a 3rd-party library:

// Attach the datepicker to an input once

// it's mounted to the DOM.

mounted: function () {

// Pikaday is a 3rd-party datepicker library

this.picker = new Pikaday({

field: this.$refs.input,

format: 'YYYY-MM-DD'

})

},

// Right before the component is destroyed,

// also destroy the datepicker.

beforeDestroy: function () {

this.picker.destroy()

}

This has two potential issues:

* It requires saving the picker to the component instance, when it’s possible that only lifecycle hooks need access to it. This isn’t terrible, but it could be considered clutter.
* Our setup code is kept separate from our cleanup code, making it more difficult to programmatically clean up anything we set up.

You could resolve both issues with a programmatic listener:

mounted: function () {

var picker = new Pikaday({

field: this.$refs.input,

format: 'YYYY-MM-DD'

})

this.$once('hook:beforeDestroy', function () {

picker.destroy()

})

}

Using this strategy, we could even use Pikaday with several input elements, with each new instance automatically cleaning up after itself:

mounted: function () {

this.attachDatepicker('startDateInput')

this.attachDatepicker('endDateInput')

},

methods: {

attachDatepicker: function (refName) {

var picker = new Pikaday({

field: this.$refs[refName],

format: 'YYYY-MM-DD'

})

this.$once('hook:beforeDestroy', function () {

picker.destroy()

})

}

}

See [**this fiddle**](https://jsfiddle.net/chrisvfritz/1Leb7up8/) for the full code. Note, however, that if you find yourself having to do a lot of setup and cleanup within a single component, the best solution will usually be to create more modular components. In this case, we’d recommend creating a reusable <input-datepicker> component.

To learn more about programmatic listeners, check out the API for [**Events Instance Methods**](https://vuejs.org/v2/api/#Instance-Methods-Events).

Note that Vue’s event system is different from the browser’s [**EventTarget API**](https://developer.mozilla.org/en-US/docs/Web/API/EventTarget). Though they work similarly, $emit, $on, and $off are **not** aliases for dispatchEvent, addEventListener, and removeEventListener.

## [Circular References](https://vuejs.org/v2/guide/components-edge-cases.html#Circular-References)

### [Recursive Components](https://vuejs.org/v2/guide/components-edge-cases.html#Recursive-Components)

Components can recursively invoke themselves in their own template. However, they can only do so with the name option:

name: 'unique-name-of-my-component'

When you register a component globally using Vue.component, the global ID is automatically set as the component’s name option.

Vue.component('unique-name-of-my-component', {

// ...

})

If you’re not careful, recursive components can also lead to infinite loops:

name: 'stack-overflow',

template: '<div><stack-overflow></stack-overflow></div>'

A component like the above will result in a “max stack size exceeded” error, so make sure recursive invocation is conditional (i.e. uses a v-if that will eventually be false).

### [Circular References Between Components](https://vuejs.org/v2/guide/components-edge-cases.html#Circular-References-Between-Components)

Let’s say you’re building a file directory tree, like in Finder or File Explorer. You might have a tree-folder component with this template:

<p>

<span>{{ folder.name }}</span>

<tree-folder-contents :children="folder.children"/>

</p>

Then a tree-folder-contents component with this template:

<ul>

<li v-for="child in children">

<tree-folder v-if="child.children" :folder="child"/>

<span v-else>{{ child.name }}</span>

</li>

</ul>

When you look closely, you’ll see that these components will actually be each other’s descendent andancestor in the render tree - a paradox! When registering components globally with Vue.component, this paradox is resolved for you automatically. If that’s you, you can stop reading here.

However, if you’re requiring/importing components using a **module system**, e.g. via Webpack or Browserify, you’ll get an error:

Failed to mount component: template or render function not defined.

To explain what’s happening, let’s call our components A and B. The module system sees that it needs A, but first A needs B, but B needs A, but A needs B, etc. It’s stuck in a loop, not knowing how to fully resolve either component without first resolving the other. To fix this, we need to give the module system a point at which it can say, “A needs B eventually, but there’s no need to resolve B first.”

In our case, let’s make that point the tree-folder component. We know the child that creates the paradox is the tree-folder-contents component, so we’ll wait until the beforeCreate lifecycle hook to register it:

beforeCreate: function () {

this.$options.components.TreeFolderContents = require('./tree-folder-contents.vue').default

}

Or alternatively, you could use Webpack’s asynchronous import when you register the component locally:

components: {

TreeFolderContents: () => import('./tree-folder-contents.vue')

}

Problem solved!

## [Alternate Template Definitions](https://vuejs.org/v2/guide/components-edge-cases.html#Alternate-Template-Definitions)

### [Inline Templates](https://vuejs.org/v2/guide/components-edge-cases.html#Inline-Templates)

When the inline-template special attribute is present on a child component, the component will use its inner content as its template, rather than treating it as distributed content. This allows more flexible template-authoring.

<my-component inline-template>

<div>

<p>These are compiled as the component's own template.</p>

<p>Not parent's transclusion content.</p>

</div>

</my-component>

Your inline template needs to be defined inside the DOM element to which Vue is attached.

However, inline-template makes the scope of your templates harder to reason about. As a best practice, prefer defining templates inside the component using the template option or in a <template> element in a .vue file.

### [X-Templates](https://vuejs.org/v2/guide/components-edge-cases.html#X-Templates)

Another way to define templates is inside of a script element with the type text/x-template, then referencing the template by an id. For example:

<script type="text/x-template" id="hello-world-template">

<p>Hello hello hello</p>

</script>

Vue.component('hello-world', {

template: '#hello-world-template'

})

Your x-template needs to be defined outside the DOM element to which Vue is attached.

These can be useful for demos with large templates or in extremely small applications, but should otherwise be avoided, because they separate templates from the rest of the component definition.

## [Controlling Updates](https://vuejs.org/v2/guide/components-edge-cases.html#Controlling-Updates)

Thanks to Vue’s Reactivity system, it always knows when to update (if you use it correctly). There are edge cases, however, when you might want to force an update, despite the fact that no reactive data has changed. Then there are other cases when you might want to prevent unnecessary updates.

### [Forcing an Update](https://vuejs.org/v2/guide/components-edge-cases.html#Forcing-an-Update)

If you find yourself needing to force an update in Vue, in 99.99% of cases, you’ve made a mistake somewhere.

You may not have accounted for change detection caveats [**with arrays**](https://vuejs.org/v2/guide/list.html#Caveats) or [**objects**](https://vuejs.org/v2/guide/list.html#Object-Change-Detection-Caveats), or you may be relying on state that isn’t tracked by Vue’s reactivity system, e.g. with data.

However, if you’ve ruled out the above and find yourself in this extremely rare situation of having to manually force an update, you can do so with [**$forceUpdate**](https://vuejs.org/v2/api/#vm-forceUpdate).

### [Cheap Static Components with v-once](https://vuejs.org/v2/guide/components-edge-cases.html#Cheap-Static-Components-with-v-once)

Rendering plain HTML elements is very fast in Vue, but sometimes you might have a component that contains **a lot** of static content. In these cases, you can ensure that it’s only evaluated once and then cached by adding the v-once directive to the root element, like this:

Vue.component('terms-of-service', {

template: `

<div v-once>

<h1>Terms of Service</h1>

... a lot of static content ...

</div>

`

})

Once again, try not to overuse this pattern. While convenient in those rare cases when you have to render a lot of static content, it’s simply not necessary unless you actually notice slow rendering – plus, it could cause a lot of confusion later. For example, imagine another developer who’s not familiar with v-once or simply misses it in the template. They might spend hours trying to figure out why the template isn’t updating correctly.

### Transitions & Animation

# Enter/Leave & List Transitions

## [Overview](https://vuejs.org/v2/guide/transitions.html#Overview)

Vue provides a variety of ways to apply transition effects when items are inserted, updated, or removed from the DOM. This includes tools to:

* automatically apply classes for CSS transitions and animations
* integrate 3rd-party CSS animation libraries, such as Animate.css
* use JavaScript to directly manipulate the DOM during transition hooks
* integrate 3rd-party JavaScript animation libraries, such as Velocity.js

On this page, we’ll only cover entering, leaving, and list transitions, but you can see the next section for [**managing state transitions**](https://vuejs.org/v2/guide/transitioning-state.html).

## [Transitioning Single Elements/Components](https://vuejs.org/v2/guide/transitions.html#Transitioning-Single-Elements-Components)

Vue provides a transition wrapper component, allowing you to add entering/leaving transitions for any element or component in the following contexts:

* Conditional rendering (using v-if)
* Conditional display (using v-show)
* Dynamic components
* Component root nodes

This is what an example looks like in action:

<div id="demo">

<button v-on:click="show = !show">

Toggle

</button>

<transition name="fade">

<p v-if="show">hello</p>

</transition>

</div>

new Vue({

el: '#demo',

data: {

show: true

}

})

.fade-enter-active, .fade-leave-active {

transition: opacity .5s;

}

.fade-enter, .fade-leave-to /\* .fade-leave-active below version 2.1.8 \*/ {

opacity: 0;

}

Toggle

hello

When an element wrapped in a transition component is inserted or removed, this is what happens:

1. Vue will automatically sniff whether the target element has CSS transitions or animations applied. If it does, CSS transition classes will be added/removed at appropriate timings.
2. If the transition component provided [**JavaScript hooks**](https://vuejs.org/v2/guide/transitions.html#JavaScript-Hooks), these hooks will be called at appropriate timings.
3. If no CSS transitions/animations are detected and no JavaScript hooks are provided, the DOM operations for insertion and/or removal will be executed immediately on next frame (Note: this is a browser animation frame, different from Vue’s concept of nextTick).

### [Transition Classes](https://vuejs.org/v2/guide/transitions.html#Transition-Classes)

There are six classes applied for enter/leave transitions.

1. v-enter: Starting state for enter. Added before element is inserted, removed one frame after element is inserted.
2. v-enter-active: Active state for enter. Applied during the entire entering phase. Added before element is inserted, removed when transition/animation finishes. This class can be used to define the duration, delay and easing curve for the entering transition.
3. v-enter-to: **Only available in versions 2.1.8+.** Ending state for enter. Added one frame after element is inserted (at the same time v-enter is removed), removed when transition/animation finishes.
4. v-leave: Starting state for leave. Added immediately when a leaving transition is triggered, removed after one frame.
5. v-leave-active: Active state for leave. Applied during the entire leaving phase. Added immediately when leave transition is triggered, removed when the transition/animation finishes. This class can be used to define the duration, delay and easing curve for the leaving transition.
6. v-leave-to: **Only available in versions 2.1.8+.** Ending state for leave. Added one frame after a leaving transition is triggered (at the same time v-leave is removed), removed when the transition/animation finishes.

![Transition Diagram](data:image/png;base64,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)

Each of these classes will be prefixed with the name of the transition. Here the v- prefix is the default when you use a <transition> element with no name. If you use <transition name="my-transition"> for example, then the v-enter class would instead be my-transition-enter.

v-enter-active and v-leave-active give you the ability to specify different easing curves for enter/leave transitions, which you’ll see an example of in the following section.

### [CSS Transitions](https://vuejs.org/v2/guide/transitions.html#CSS-Transitions)

One of the most common transition types uses CSS transitions. Here’s an example:

<div id="example-1">

<button @click="show = !show">

Toggle render

</button>

<transition name="slide-fade">

<p v-if="show">hello</p>

</transition>

</div>

new Vue({

el: '#example-1',

data: {

show: true

}

})

/\* Enter and leave animations can use different \*/

/\* durations and timing functions. \*/

.slide-fade-enter-active {

transition: all .3s ease;

}

.slide-fade-leave-active {

transition: all .8s cubic-bezier(1.0, 0.5, 0.8, 1.0);

}

.slide-fade-enter, .slide-fade-leave-to

/\* .slide-fade-leave-active below version 2.1.8 \*/ {

transform: translateX(10px);

opacity: 0;

}

Toggle render

hello

### [CSS Animations](https://vuejs.org/v2/guide/transitions.html#CSS-Animations)

CSS animations are applied in the same way as CSS transitions, the difference being that v-enter is not removed immediately after the element is inserted, but on an animationend event.

Here’s an example, omitting prefixed CSS rules for the sake of brevity:

<div id="example-2">

<button @click="show = !show">Toggle show</button>

<transition name="bounce">

<p v-if="show">Lorem ipsum dolor sit amet, consectetur adipiscing elit. Mauris facilisis enim libero, at lacinia diam fermentum id. Pellentesque habitant morbi tristique senectus et netus.</p>

</transition>

</div>

new Vue({

el: '#example-2',

data: {

show: true

}

})

.bounce-enter-active {

animation: bounce-in .5s;

}

.bounce-leave-active {

animation: bounce-in .5s reverse;

}

@keyframes bounce-in {

0% {

transform: scale(0);

}

50% {

transform: scale(1.5);

}

100% {

transform: scale(1);

}

}

Toggle show

Lorem ipsum dolor sit amet, consectetur adipiscing elit. Mauris facilisis enim libero, at lacinia diam fermentum id. Pellentesque habitant morbi tristique senectus et netus.

### [Custom Transition Classes](https://vuejs.org/v2/guide/transitions.html#Custom-Transition-Classes)

You can also specify custom transition classes by providing the following attributes:

* enter-class
* enter-active-class
* enter-to-class (2.1.8+)
* leave-class
* leave-active-class
* leave-to-class (2.1.8+)

These will override the conventional class names. This is especially useful when you want to combine Vue’s transition system with an existing CSS animation library, such as [**Animate.css**](https://daneden.github.io/animate.css/).

Here’s an example:

<link href="https://cdn.jsdelivr.net/npm/animate.css@3.5.1" rel="stylesheet" type="text/css">

<div id="example-3">

<button @click="show = !show">

Toggle render

</button>

<transition

name="custom-classes-transition"

enter-active-class="animated tada"

leave-active-class="animated bounceOutRight"

>

<p v-if="show">hello</p>

</transition>

</div>

new Vue({

el: '#example-3',

data: {

show: true

}

})

Toggle render

hello

### [Using Transitions and Animations Together](https://vuejs.org/v2/guide/transitions.html#Using-Transitions-and-Animations-Together)

Vue needs to attach event listeners in order to know when a transition has ended. It can either be transitionend or animationend, depending on the type of CSS rules applied. If you are only using one or the other, Vue can automatically detect the correct type.

However, in some cases you may want to have both on the same element, for example having a CSS animation triggered by Vue, along with a CSS transition effect on hover. In these cases, you will have to explicitly declare the type you want Vue to care about in a type attribute, with a value of either animation or transition.

### [Explicit Transition Durations](https://vuejs.org/v2/guide/transitions.html#Explicit-Transition-Durations)

**New in 2.2.0+**

In most cases, Vue can automatically figure out when the transition has finished. By default, Vue waits for the first transitionend or animationend event on the root transition element. However, this may not always be desired - for example, we may have a choreographed transition sequence where some nested inner elements have a delayed transition or a longer transition duration than the root transition element.

In such cases you can specify an explicit transition duration (in milliseconds) using the duration prop on the <transition> component:

<transition :duration="1000">...</transition>

You can also specify separate values for enter and leave durations:

<transition :duration="{ enter: 500, leave: 800 }">...</transition>

### [JavaScript Hooks](https://vuejs.org/v2/guide/transitions.html#JavaScript-Hooks)

You can also define JavaScript hooks in attributes:

<transition

v-on:before-enter="beforeEnter"

v-on:enter="enter"

v-on:after-enter="afterEnter"

v-on:enter-cancelled="enterCancelled"

v-on:before-leave="beforeLeave"

v-on:leave="leave"

v-on:after-leave="afterLeave"

v-on:leave-cancelled="leaveCancelled"

>

<!-- ... -->

</transition>

// ...

methods: {

// --------

// ENTERING

// --------

beforeEnter: function (el) {

// ...

},

// the done callback is optional when

// used in combination with CSS

enter: function (el, done) {

// ...

done()

},

afterEnter: function (el) {

// ...

},

enterCancelled: function (el) {

// ...

},

// --------

// LEAVING

// --------

beforeLeave: function (el) {

// ...

},

// the done callback is optional when

// used in combination with CSS

leave: function (el, done) {

// ...

done()

},

afterLeave: function (el) {

// ...

},

// leaveCancelled only available with v-show

leaveCancelled: function (el) {

// ...

}

}

These hooks can be used in combination with CSS transitions/animations or on their own.

When using JavaScript-only transitions, **the done callbacks are required for the enter and leave hooks**. Otherwise, the hooks will be called synchronously and the transition will finish immediately.

It’s also a good idea to explicitly add v-bind:css="false" for JavaScript-only transitions so that Vue can skip the CSS detection. This also prevents CSS rules from accidentally interfering with the transition.

Now let’s dive into an example. Here’s a JavaScript transition using Velocity.js:

<!--

Velocity works very much like jQuery.animate and is

a great option for JavaScript animations

-->

<script src="https://cdnjs.cloudflare.com/ajax/libs/velocity/1.2.3/velocity.min.js"></script>

<div id="example-4">

<button @click="show = !show">

Toggle

</button>

<transition

v-on:before-enter="beforeEnter"

v-on:enter="enter"

v-on:leave="leave"

v-bind:css="false"

>

<p v-if="show">

Demo

</p>

</transition>

</div>

new Vue({

el: '#example-4',

data: {

show: false

},

methods: {

beforeEnter: function (el) {

el.style.opacity = 0

},

enter: function (el, done) {

Velocity(el, { opacity: 1, fontSize: '1.4em' }, { duration: 300 })

Velocity(el, { fontSize: '1em' }, { complete: done })

},

leave: function (el, done) {

Velocity(el, { translateX: '15px', rotateZ: '50deg' }, { duration: 600 })

Velocity(el, { rotateZ: '100deg' }, { loop: 2 })

Velocity(el, {

rotateZ: '45deg',

translateY: '30px',

translateX: '30px',

opacity: 0

}, { complete: done })

}

}

})

Toggle

## [Transitions on Initial Render](https://vuejs.org/v2/guide/transitions.html#Transitions-on-Initial-Render)

If you also want to apply a transition on the initial render of a node, you can add the appearattribute:

<transition appear>

<!-- ... -->

</transition>

By default, this will use the transitions specified for entering and leaving. If you’d like however, you can also specify custom CSS classes:

<transition

appear

appear-class="custom-appear-class"

appear-to-class="custom-appear-to-class" (2.1.8+)

appear-active-class="custom-appear-active-class"

>

<!-- ... -->

</transition>

and custom JavaScript hooks:

<transition

appear

v-on:before-appear="customBeforeAppearHook"

v-on:appear="customAppearHook"

v-on:after-appear="customAfterAppearHook"

v-on:appear-cancelled="customAppearCancelledHook"

>

<!-- ... -->

</transition>

In the example above, either appear attribute or v-on:appear hook will cause an appear transition.

## [Transitioning Between Elements](https://vuejs.org/v2/guide/transitions.html#Transitioning-Between-Elements)

We discuss [**transitioning between components**](https://vuejs.org/v2/guide/transitions.html#Transitioning-Between-Components) later, but you can also transition between raw elements using v-if/v-else. One of the most common two-element transitions is between a list container and a message describing an empty list:

<transition>

<table v-if="items.length > 0">

<!-- ... -->

</table>

<p v-else>Sorry, no items found.</p>

</transition>

This works well, but there’s one caveat to be aware of:

When toggling between elements that have **the same tag name**, you must tell Vue that they are distinct elements by giving them unique key attributes. Otherwise, Vue’s compiler will only replace the content of the element for efficiency. Even when technically unnecessary though, **it’s considered good practice to always key multiple items within a <transition>component.**

For example:

<transition>

<button v-if="isEditing" key="save">

Save

</button>

<button v-else key="edit">

Edit

</button>

</transition>

In these cases, you can also use the key attribute to transition between different states of the same element. Instead of using v-if and v-else, the above example could be rewritten as:

<transition>

<button v-bind:key="isEditing">

{{ isEditing ? 'Save' : 'Edit' }}

</button>

</transition>

It’s actually possible to transition between any number of elements, either by using multiple v-ifs or binding a single element to a dynamic property. For example:

<transition>

<button v-if="docState === 'saved'" key="saved">

Edit

</button>

<button v-if="docState === 'edited'" key="edited">

Save

</button>

<button v-if="docState === 'editing'" key="editing">

Cancel

</button>

</transition>

Which could also be written as:

<transition>

<button v-bind:key="docState">

{{ buttonMessage }}

</button>

</transition>

// ...

computed: {

buttonMessage: function () {

switch (this.docState) {

case 'saved': return 'Edit'

case 'edited': return 'Save'

case 'editing': return 'Cancel'

}

}

}

### [Transition Modes](https://vuejs.org/v2/guide/transitions.html#Transition-Modes)

There’s still one problem though. Try clicking the button below:

off

As it’s transitioning between the “on” button and the “off” button, both buttons are rendered - one transitioning out while the other transitions in. This is the default behavior of <transition> - entering and leaving happens simultaneously.

Sometimes this works great, like when transitioning items are absolutely positioned on top of each other:

off

And then maybe also translated so that they look like slide transitions:

off

Simultaneous entering and leaving transitions aren’t always desirable though, so Vue offers some alternative **transition modes**:

* in-out: New element transitions in first, then when complete, the current element transitions out.
* out-in: Current element transitions out first, then when complete, the new element transitions in.

Now let’s update the transition for our on/off buttons with out-in:

<transition name="fade" mode="out-in">

<!-- ... the buttons ... -->

</transition>

off

With one attribute addition, we’ve fixed that original transition without having to add any special styling.

The in-out mode isn’t used as often, but can sometimes be useful for a slightly different transition effect. Let’s try combining it with the slide-fade transition we worked on earlier:

off

Pretty cool, right?

## [Transitioning Between Components](https://vuejs.org/v2/guide/transitions.html#Transitioning-Between-Components)

Transitioning between components is even simpler - we don’t even need the key attribute. Instead, we wrap a [**dynamic component**](https://vuejs.org/v2/guide/components.html#Dynamic-Components):

<transition name="component-fade" mode="out-in">

<component v-bind:is="view"></component>

</transition>

new Vue({

el: '#transition-components-demo',

data: {

view: 'v-a'

},

components: {

'v-a': {

template: '<div>Component A</div>'

},

'v-b': {

template: '<div>Component B</div>'

}

}

})

.component-fade-enter-active, .component-fade-leave-active {

transition: opacity .3s ease;

}

.component-fade-enter, .component-fade-leave-to

/\* .component-fade-leave-active below version 2.1.8 \*/ {

opacity: 0;

}
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Component A

## [List Transitions](https://vuejs.org/v2/guide/transitions.html#List-Transitions)

So far, we’ve managed transitions for:

* Individual nodes
* Multiple nodes where only 1 is rendered at a time

So what about for when we have a whole list of items we want to render simultaneously, for example with v-for? In this case, we’ll use the <transition-group> component. Before we dive into an example though, there are a few things that are important to know about this component:

* Unlike <transition>, it renders an actual element: a <span> by default. You can change the element that’s rendered with the tag attribute.
* [**Transition modes**](https://vuejs.org/v2/guide/transitions.html#Transition-Modes) are not available, because we are no longer alternating between mutually exclusive elements.
* Elements inside are **always required** to have a unique key attribute.

### [List Entering/Leaving Transitions](https://vuejs.org/v2/guide/transitions.html#List-Entering-Leaving-Transitions)

Now let’s dive into an example, transitioning entering and leaving using the same CSS classes we’ve used previously:

<div id="list-demo">

<button v-on:click="add">Add</button>

<button v-on:click="remove">Remove</button>

<transition-group name="list" tag="p">

<span v-for="item in items" v-bind:key="item" class="list-item">

{{ item }}

</span>

</transition-group>

</div>

new Vue({

el: '#list-demo',

data: {

items: [1,2,3,4,5,6,7,8,9],

nextNum: 10

},

methods: {

randomIndex: function () {

return Math.floor(Math.random() \* this.items.length)

},

add: function () {

this.items.splice(this.randomIndex(), 0, this.nextNum++)

},

remove: function () {

this.items.splice(this.randomIndex(), 1)

},

}

})

.list-item {

display: inline-block;

margin-right: 10px;

}

.list-enter-active, .list-leave-active {

transition: all 1s;

}

.list-enter, .list-leave-to /\* .list-leave-active below version 2.1.8 \*/ {

opacity: 0;

transform: translateY(30px);

}

Add Remove

123456789

There’s one problem with this example. When you add or remove an item, the ones around it instantly snap into their new place instead of smoothly transitioning. We’ll fix that later.

### [List Move Transitions](https://vuejs.org/v2/guide/transitions.html#List-Move-Transitions)

The <transition-group> component has another trick up its sleeve. It can not only animate entering and leaving, but also changes in position. The only new concept you need to know to use this feature is the addition of **the v-move class**, which is added when items are changing positions. Like the other classes, its prefix will match the value of a provided name attribute and you can also manually specify a class with the move-class attribute.

This class is mostly useful for specifying the transition timing and easing curve, as you’ll see below:

<script src="https://cdnjs.cloudflare.com/ajax/libs/lodash.js/4.14.1/lodash.min.js"></script>

<div id="flip-list-demo" class="demo">

<button v-on:click="shuffle">Shuffle</button>

<transition-group name="flip-list" tag="ul">

<li v-for="item in items" v-bind:key="item">

{{ item }}

</li>

</transition-group>

</div>

new Vue({

el: '#flip-list-demo',

data: {

items: [1,2,3,4,5,6,7,8,9]

},

methods: {

shuffle: function () {

this.items = \_.shuffle(this.items)

}

}

})

.flip-list-move {

transition: transform 1s;

}

Shuffle

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9

This might seem like magic, but under the hood, Vue is using an animation technique called [**FLIP**](https://aerotwist.com/blog/flip-your-animations/) to smoothly transition elements from their old position to their new position using transforms.

We can combine this technique with our previous implementation to animate every possible change to our list!

<script src="https://cdnjs.cloudflare.com/ajax/libs/lodash.js/4.14.1/lodash.min.js"></script>

<div id="list-complete-demo" class="demo">

<button v-on:click="shuffle">Shuffle</button>

<button v-on:click="add">Add</button>

<button v-on:click="remove">Remove</button>

<transition-group name="list-complete" tag="p">

<span

v-for="item in items"

v-bind:key="item"

class="list-complete-item"

>

{{ item }}

</span>

</transition-group>

</div>

new Vue({

el: '#list-complete-demo',

data: {

items: [1,2,3,4,5,6,7,8,9],

nextNum: 10

},

methods: {

randomIndex: function () {

return Math.floor(Math.random() \* this.items.length)

},

add: function () {

this.items.splice(this.randomIndex(), 0, this.nextNum++)

},

remove: function () {

this.items.splice(this.randomIndex(), 1)

},

shuffle: function () {

this.items = \_.shuffle(this.items)

}

}

})

.list-complete-item {

transition: all 1s;

display: inline-block;

margin-right: 10px;

}

.list-complete-enter, .list-complete-leave-to

/\* .list-complete-leave-active below version 2.1.8 \*/ {

opacity: 0;

transform: translateY(30px);

}

.list-complete-leave-active {

position: absolute;

}

Shuffle Add Remove

123456789

One important note is that these FLIP transitions do not work with elements set to display: inline. As an alternative, you can use display: inline-block or place elements in a flex context.

These FLIP animations are also not limited to a single axis. Items in a multidimensional grid can be [**transitioned too**](https://jsfiddle.net/chrisvfritz/sLrhk1bc/):

**Lazy Sudoku**

Keep hitting the shuffle button until you win.
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### [Staggering List Transitions](https://vuejs.org/v2/guide/transitions.html#Staggering-List-Transitions)

By communicating with JavaScript transitions through data attributes, it’s also possible to stagger transitions in a list:

<script src="https://cdnjs.cloudflare.com/ajax/libs/velocity/1.2.3/velocity.min.js"></script>

<div id="staggered-list-demo">

<input v-model="query">

<transition-group

name="staggered-fade"

tag="ul"

v-bind:css="false"

v-on:before-enter="beforeEnter"

v-on:enter="enter"

v-on:leave="leave"

>

<li

v-for="(item, index) in computedList"

v-bind:key="item.msg"

v-bind:data-index="index"

>{{ item.msg }}</li>

</transition-group>

</div>

new Vue({

el: '#staggered-list-demo',

data: {

query: '',

list: [

{ msg: 'Bruce Lee' },

{ msg: 'Jackie Chan' },

{ msg: 'Chuck Norris' },

{ msg: 'Jet Li' },

{ msg: 'Kung Fury' }

]

},

computed: {

computedList: function () {

var vm = this

return this.list.filter(function (item) {

return item.msg.toLowerCase().indexOf(vm.query.toLowerCase()) !== -1

})

}

},

methods: {

beforeEnter: function (el) {

el.style.opacity = 0

el.style.height = 0

},

enter: function (el, done) {

var delay = el.dataset.index \* 150

setTimeout(function () {

Velocity(

el,

{ opacity: 1, height: '1.6em' },

{ complete: done }

)

}, delay)

},

leave: function (el, done) {

var delay = el.dataset.index \* 150

setTimeout(function () {

Velocity(

el,

{ opacity: 0, height: 0 },

{ complete: done }

)

}, delay)

}

}

})
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## [Reusable Transitions](https://vuejs.org/v2/guide/transitions.html#Reusable-Transitions)

Transitions can be reused through Vue’s component system. To create a reusable transition, all you have to do is place a <transition> or <transition-group> component at the root, then pass any children into the transition component.

Here’s an example using a template component:

Vue.component('my-special-transition', {

template: '\

<transition\

name="very-special-transition"\

mode="out-in"\

v-on:before-enter="beforeEnter"\

v-on:after-enter="afterEnter"\

>\

<slot></slot>\

</transition>\

',

methods: {

beforeEnter: function (el) {

// ...

},

afterEnter: function (el) {

// ...

}

}

})

And [**functional components**](https://vuejs.org/v2/guide/render-function.html#Functional-Components) are especially well-suited to this task:

Vue.component('my-special-transition', {

functional: true,

render: function (createElement, context) {

var data = {

props: {

name: 'very-special-transition',

mode: 'out-in'

},

on: {

beforeEnter: function (el) {

// ...

},

afterEnter: function (el) {

// ...

}

}

}

return createElement('transition', data, context.children)

}

})

## [Dynamic Transitions](https://vuejs.org/v2/guide/transitions.html#Dynamic-Transitions)

Yes, even transitions in Vue are data-driven! The most basic example of a dynamic transition binds the name attribute to a dynamic property.

<transition v-bind:name="transitionName">

<!-- ... -->

</transition>

This can be useful when you’ve defined CSS transitions/animations using Vue’s transition class conventions and want to switch between them.

Really though, any transition attribute can be dynamically bound. And it’s not only attributes. Since event hooks are methods, they have access to any data in the context. That means depending on the state of your component, your JavaScript transitions can behave differently.

<script src="https://cdnjs.cloudflare.com/ajax/libs/velocity/1.2.3/velocity.min.js"></script>

<div id="dynamic-fade-demo" class="demo">

Fade In: <input type="range" v-model="fadeInDuration" min="0" v-bind:max="maxFadeDuration">

Fade Out: <input type="range" v-model="fadeOutDuration" min="0" v-bind:max="maxFadeDuration">

<transition

v-bind:css="false"

v-on:before-enter="beforeEnter"

v-on:enter="enter"

v-on:leave="leave"

>

<p v-if="show">hello</p>

</transition>

<button

v-if="stop"

v-on:click="stop = false; show = false"

>Start animating</button>

<button

v-else

v-on:click="stop = true"

>Stop it!</button>

</div>

new Vue({

el: '#dynamic-fade-demo',

data: {

show: true,

fadeInDuration: 1000,

fadeOutDuration: 1000,

maxFadeDuration: 1500,

stop: true

},

mounted: function () {

this.show = false

},

methods: {

beforeEnter: function (el) {

el.style.opacity = 0

},

enter: function (el, done) {

var vm = this

Velocity(el,

{ opacity: 1 },

{

duration: this.fadeInDuration,

complete: function () {

done()

if (!vm.stop) vm.show = false

}

}

)

},

leave: function (el, done) {

var vm = this

Velocity(el,

{ opacity: 0 },

{

duration: this.fadeOutDuration,

complete: function () {

done()

vm.show = true

}

}

)

}

}

})

Fade In:  Fade Out:

hello

Start animating

Finally, the ultimate way of creating dynamic transitions is through components that accept props to change the nature of the transition(s) to be used. It may sound cheesy, but the only limit really is your imagination.

# State Transitions

Vue’s transition system offers many simple ways to animate entering, leaving, and lists, but what about animating your data itself? For example:

* numbers and calculations
* colors displayed
* the positions of SVG nodes
* the sizes and other properties of elements

All of these are either already stored as raw numbers or can be converted into numbers. Once we do that, we can animate these state changes using 3rd-party libraries to tween state, in combination with Vue’s reactivity and component systems.

## [Animating State with Watchers](https://vuejs.org/v2/guide/transitioning-state.html#Animating-State-with-Watchers)

Watchers allow us to animate changes of any numerical property into another property. That may sound complicated in the abstract, so let’s dive into an example using [**GreenSock**](https://greensock.com/):

<script src="https://cdnjs.cloudflare.com/ajax/libs/gsap/1.20.3/TweenMax.min.js"></script>

<div id="animated-number-demo">

<input v-model.number="number" type="number" step="20">

<p>{{ animatedNumber }}</p>

</div>

new Vue({

el: '#animated-number-demo',

data: {

number: 0,

tweenedNumber: 0

},

computed: {

animatedNumber: function() {

return this.tweenedNumber.toFixed(0);

}

},

watch: {

number: function(newValue) {

TweenLite.to(this.$data, 0.5, { tweenedNumber: newValue });

}

}

})

0

When you update the number, the change is animated below the input. This makes for a nice demo, but what about something that isn’t directly stored as a number, like any valid CSS color for example? Here’s how we could accomplish this with [**Tween.js**](https://github.com/tweenjs/tween.js) and [**Color.js**](https://github.com/brehaut/color-js):

<script src="https://cdn.jsdelivr.net/npm/tween.js@16.3.4"></script>

<script src="https://cdn.jsdelivr.net/npm/color-js@1.0.3"></script>

<div id="example-7">

<input

v-model="colorQuery"

v-on:keyup.enter="updateColor"

placeholder="Enter a color"

>

<button v-on:click="updateColor">Update</button>

<p>Preview:</p>

<span

v-bind:style="{ backgroundColor: tweenedCSSColor }"

class="example-7-color-preview"

></span>

<p>{{ tweenedCSSColor }}</p>

</div>

var Color = net.brehaut.Color

new Vue({

el: '#example-7',

data: {

colorQuery: '',

color: {

red: 0,

green: 0,

blue: 0,

alpha: 1

},

tweenedColor: {}

},

created: function () {

this.tweenedColor = Object.assign({}, this.color)

},

watch: {

color: function () {

function animate () {

if (TWEEN.update()) {

requestAnimationFrame(animate)

}

}

new TWEEN.Tween(this.tweenedColor)

.to(this.color, 750)

.start()

animate()

}

},

computed: {

tweenedCSSColor: function () {

return new Color({

red: this.tweenedColor.red,

green: this.tweenedColor.green,

blue: this.tweenedColor.blue,

alpha: this.tweenedColor.alpha

}).toCSS()

}

},

methods: {

updateColor: function () {

this.color = new Color(this.colorQuery).toRGB()

this.colorQuery = ''

}

}

})

.example-7-color-preview {

display: inline-block;

width: 50px;

height: 50px;

}
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## [Dynamic State Transitions](https://vuejs.org/v2/guide/transitioning-state.html#Dynamic-State-Transitions)

As with Vue’s transition components, the data backing state transitions can be updated in real time, which is especially useful for prototyping! Even using a simple SVG polygon, you can achieve many effects that would be difficult to conceive of until you’ve played with the variables a little.

Sides: 10Minimum Radius: 50%Update Interval: 500 milliseconds

See [**this fiddle**](https://jsfiddle.net/chrisvfritz/65gLu2b6/) for the complete code behind the above demo.

## [Organizing Transitions into Components](https://vuejs.org/v2/guide/transitioning-state.html#Organizing-Transitions-into-Components)

Managing many state transitions can quickly increase the complexity of a Vue instance or component. Fortunately, many animations can be extracted out into dedicated child components. Let’s do this with the animated integer from our earlier example:

<script src="https://cdn.jsdelivr.net/npm/tween.js@16.3.4"></script>

<div id="example-8">

<input v-model.number="firstNumber" type="number" step="20"> +

<input v-model.number="secondNumber" type="number" step="20"> =

{{ result }}

<p>

<animated-integer v-bind:value="firstNumber"></animated-integer> +

<animated-integer v-bind:value="secondNumber"></animated-integer> =

<animated-integer v-bind:value="result"></animated-integer>

</p>

</div>

// This complex tweening logic can now be reused between

// any integers we may wish to animate in our application.

// Components also offer a clean interface for configuring

// more dynamic transitions and complex transition

// strategies.

Vue.component('animated-integer', {

template: '<span>{{ tweeningValue }}</span>',

props: {

value: {

type: Number,

required: true

}

},

data: function () {

return {

tweeningValue: 0

}

},

watch: {

value: function (newValue, oldValue) {

this.tween(oldValue, newValue)

}

},

mounted: function () {

this.tween(0, this.value)

},

methods: {

tween: function (startValue, endValue) {

var vm = this

function animate () {

if (TWEEN.update()) {

requestAnimationFrame(animate)

}

}

new TWEEN.Tween({ tweeningValue: startValue })

.to({ tweeningValue: endValue }, 500)

.onUpdate(function () {

vm.tweeningValue = this.tweeningValue.toFixed(0)

})

.start()

animate()

}

}

})

// All complexity has now been removed from the main Vue instance!

new Vue({

el: '#example-8',

data: {

firstNumber: 20,

secondNumber: 40

},

computed: {

result: function () {

return this.firstNumber + this.secondNumber

}

}

})

 +  = 60

20 + 40 = 60

Within child components, we can use any combination of transition strategies that have been covered on this page, along with those offered by Vue’s [**built-in transition system**](https://vuejs.org/v2/guide/transitions.html). Together, there are very few limits to what can be accomplished.

## [Bringing Designs to Life](https://vuejs.org/v2/guide/transitioning-state.html#Bringing-Designs-to-Life)

To animate, by one definition, means to bring to life. Unfortunately, when designers create icons, logos, and mascots, they’re usually delivered as images or static SVGs. So although GitHub’s octocat, Twitter’s bird, and many other logos resemble living creatures, they don’t really seem alive.

Vue can help. Since SVGs are just data, we only need examples of what these creatures look like when excited, thinking, or alarmed. Then Vue can help transition between these states, making your welcome pages, loading indicators, and notifications more emotionally compelling.

Sarah Drasner demonstrates this in the demo below, using a combination of timed and interactivity-driven state changes:

### Reusability & Composition

# Mixins

## [Basics](https://vuejs.org/v2/guide/mixins.html#Basics)

Mixins are a flexible way to distribute reusable functionalities for Vue components. A mixin object can contain any component options. When a component uses a mixin, all options in the mixin will be “mixed” into the component’s own options.

[**Watch a video explanation on Vue Mastery**](https://www.vuemastery.com/courses/next-level-vue/mixins)

Example:

// define a mixin object

var myMixin = {

created: function () {

this.hello()

},

methods: {

hello: function () {

console.log('hello from mixin!')

}

}

}

// define a component that uses this mixin

var Component = Vue.extend({

mixins: [myMixin]

})

var component = new Component() // => "hello from mixin!"

## [Option Merging](https://vuejs.org/v2/guide/mixins.html#Option-Merging)

When a mixin and the component itself contain overlapping options, they will be “merged” using appropriate strategies.

For example, data objects undergo a recursive merge, with the component’s data taking priority in cases of conflicts.

var mixin = {

data: function () {

return {

message: 'hello',

foo: 'abc'

}

}

}

new Vue({

mixins: [mixin],

data: function () {

return {

message: 'goodbye',

bar: 'def'

}

},

created: function () {

console.log(this.$data)

// => { message: "goodbye", foo: "abc", bar: "def" }

}

})

Hook functions with the same name are merged into an array so that all of them will be called. Mixin hooks will be called **before** the component’s own hooks.

var mixin = {

created: function () {

console.log('mixin hook called')

}

}

new Vue({

mixins: [mixin],

created: function () {

console.log('component hook called')

}

})

// => "mixin hook called"

// => "component hook called"

Options that expect object values, for example methods, components and directives, will be merged into the same object. The component’s options will take priority when there are conflicting keys in these objects:

var mixin = {

methods: {

foo: function () {

console.log('foo')

},

conflicting: function () {

console.log('from mixin')

}

}

}

var vm = new Vue({

mixins: [mixin],

methods: {

bar: function () {

console.log('bar')

},

conflicting: function () {

console.log('from self')

}

}

})

vm.foo() // => "foo"

vm.bar() // => "bar"

vm.conflicting() // => "from self"

Note that the same merge strategies are used in Vue.extend().

## [Global Mixin](https://vuejs.org/v2/guide/mixins.html#Global-Mixin)

You can also apply a mixin globally. Use with caution! Once you apply a mixin globally, it will affect **every** Vue instance created afterwards. When used properly, this can be used to inject processing logic for custom options:

// inject a handler for `myOption` custom option

Vue.mixin({

created: function () {

var myOption = this.$options.myOption

if (myOption) {

console.log(myOption)

}

}

})

new Vue({

myOption: 'hello!'

})

// => "hello!"

Use global mixins sparsely and carefully, because it affects every single Vue instance created, including third party components. In most cases, you should only use it for custom option handling like demonstrated in the example above. It’s also a good idea to ship them as [**Plugins**](https://vuejs.org/v2/guide/plugins.html)to avoid duplicate application.

## [Custom Option Merge Strategies](https://vuejs.org/v2/guide/mixins.html#Custom-Option-Merge-Strategies)

When custom options are merged, they use the default strategy which overwrites the existing value. If you want a custom option to be merged using custom logic, you need to attach a function to Vue.config.optionMergeStrategies:

Vue.config.optionMergeStrategies.myOption = function (toVal, fromVal) {

// return mergedVal

}

For most object-based options, you can use the same strategy used by methods:

var strategies = Vue.config.optionMergeStrategies

strategies.myOption = strategies.methods

A more advanced example can be found on [**Vuex**](https://github.com/vuejs/vuex)‘s 1.x merging strategy:

const merge = Vue.config.optionMergeStrategies.computed

Vue.config.optionMergeStrategies.vuex = function (toVal, fromVal) {

if (!toVal) return fromVal

if (!fromVal) return toVal

return {

getters: merge(toVal.getters, fromVal.getters),

state: merge(toVal.state, fromVal.state),

actions: merge(toVal.actions, fromVal.actions)

}

}

# Custom Directives

## [Intro](https://vuejs.org/v2/guide/custom-directive.html#Intro)

In addition to the default set of directives shipped in core (v-model and v-show), Vue also allows you to register your own custom directives. Note that in Vue 2.0, the primary form of code reuse and abstraction is components - however there may be cases where you need some low-level DOM access on plain elements, and this is where custom directives would still be useful. An example would be focusing on an input element, like this one:

![](data:image/x-wmf;base64,183GmgAAAAAAAGAAGABgAAAAAAAJVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAYAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAF8ACQAAAB0GIQDwAAEAXwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAF4AAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAXgAJAAAAHQYhAPAAAQBdABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAXAABAAIABQAAAAsCAAAAAAUAAAAMAhgAYAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBeABYABAAAACcB//8DAAAAAAA=)

When the page loads, that element gains focus (note: autofocus doesn’t work on mobile Safari). In fact, if you haven’t clicked on anything else since visiting this page, the input above should be focused now. Now let’s build the directive that accomplishes this:

// Register a global custom directive called `v-focus`

Vue.directive('focus', {

// When the bound element is inserted into the DOM...

inserted: function (el) {

// Focus the element

el.focus()

}

})

If you want to register a directive locally instead, components also accept a directives option:

directives: {

focus: {

// directive definition

inserted: function (el) {

el.focus()

}

}

}

Then in a template, you can use the new v-focus attribute on any element, like this:

<input v-focus>

## [Hook Functions](https://vuejs.org/v2/guide/custom-directive.html#Hook-Functions)

A directive definition object can provide several hook functions (all optional):

* bind: called only once, when the directive is first bound to the element. This is where you can do one-time setup work.
* inserted: called when the bound element has been inserted into its parent node (this only guarantees parent node presence, not necessarily in-document).
* update: called after the containing component’s VNode has updated, **but possibly before its children have updated**. The directive’s value may or may not have changed, but you can skip unnecessary updates by comparing the binding’s current and old values (see below on hook arguments).

We’ll cover VNodes in more detail [**later**](https://vuejs.org/v2/guide/render-function.html#The-Virtual-DOM), when we discuss [**render functions**](https://vuejs.org/v2/guide/render-function.html).

* componentUpdated: called after the containing component’s VNode **and the VNodes of its children** have updated.
* unbind: called only once, when the directive is unbound from the element.

We’ll explore the arguments passed into these hooks (i.e. el, binding, vnode, and oldVnode) in the next section.

## [Directive Hook Arguments](https://vuejs.org/v2/guide/custom-directive.html#Directive-Hook-Arguments)

Directive hooks are passed these arguments:

* el: The element the directive is bound to. This can be used to directly manipulate the DOM.
* binding: An object containing the following properties.
  + name: The name of the directive, without the v- prefix.
  + value: The value passed to the directive. For example in v-my-directive="1 + 1", the value would be 2.
  + oldValue: The previous value, only available in update and componentUpdated. It is available whether or not the value has changed.
  + expression: The expression of the binding as a string. For example in v-my-directive="1 + 1", the expression would be "1 + 1".
  + arg: The argument passed to the directive, if any. For example in v-my-directive:foo, the arg would be "foo".
  + modifiers: An object containing modifiers, if any. For example in v-my-directive.foo.bar, the modifiers object would be { foo: true, bar: true }.
* vnode: The virtual node produced by Vue’s compiler. See the [**VNode API**](https://vuejs.org/v2/api/#VNode-Interface) for full details.
* oldVnode: The previous virtual node, only available in the update and componentUpdatedhooks.

Apart from el, you should treat these arguments as read-only and never modify them. If you need to share information across hooks, it is recommended to do so through element’s [**dataset**](https://developer.mozilla.org/en-US/docs/Web/API/HTMLElement/dataset).

An example of a custom directive using some of these properties:

<div id="hook-arguments-example" v-demo:foo.a.b="message"></div>

Vue.directive('demo', {

bind: function (el, binding, vnode) {

var s = JSON.stringify

el.innerHTML =

'name: ' + s(binding.name) + '<br>' +

'value: ' + s(binding.value) + '<br>' +

'expression: ' + s(binding.expression) + '<br>' +

'argument: ' + s(binding.arg) + '<br>' +

'modifiers: ' + s(binding.modifiers) + '<br>' +

'vnode keys: ' + Object.keys(vnode).join(', ')

}

})

new Vue({

el: '#hook-arguments-example',

data: {

message: 'hello!'

}

})

name: "demo"  
value: "hello!"  
expression: "message"  
argument: "foo"  
modifiers: {"a":true,"b":true}  
vnode keys: tag, data, children, text, elm, ns, context, fnContext, fnOptions, fnScopeId, key, componentOptions, componentInstance, parent, raw, isStatic, isRootInsert, isComment, isCloned, isOnce, asyncFactory, asyncMeta, isAsyncPlaceholder

Directive arguments can be dynamic. For example, in v-mydirective:argument=[dataproperty], argument is the string value assigned to the arg property in your directive hook binding parameter and dataproperty is a reference to a data property on your component instance assigned to the value property in the same binding parameter. As directive hooks are invoked, the value property of the binding parameter will dynamically change based on the value of dataproperty.

An example of a custom directive using a dynamic argument:

<div id="app">

<p>Scroll down the page</p>

<p v-tack:left="[dynamicleft]">I’ll now be offset from the left instead of the top</p>

</div>

Vue.directive('tack', {

bind(el, binding, vnode) {

el.style.position = 'fixed';

const s = (binding.arg == 'left' ? 'left' : 'top');

el.style[s] = binding.value + 'px';

}

})

// start app

new Vue({

el: '#app',

data() {

return {

dynamicleft: 500

}

}

})

## [Function Shorthand](https://vuejs.org/v2/guide/custom-directive.html#Function-Shorthand)

In many cases, you may want the same behavior on bind and update, but don’t care about the other hooks. For example:

Vue.directive('color-swatch', function (el, binding) {

el.style.backgroundColor = binding.value

})

## [Object Literals](https://vuejs.org/v2/guide/custom-directive.html#Object-Literals)

If your directive needs multiple values, you can also pass in a JavaScript object literal. Remember, directives can take any valid JavaScript expression.

<div v-demo="{ color: 'white', text: 'hello!' }"></div>

Vue.directive('demo', function (el, binding) {

console.log(binding.value.color) // => "white"

console.log(binding.value.text) // => "hello!"

})

# Render Functions & JSX

## [Basics](https://vuejs.org/v2/guide/render-function.html#Basics)

Vue recommends using templates to build your HTML in the vast majority of cases. There are situations however, where you really need the full programmatic power of JavaScript. That’s where you can use the **render function**, a closer-to-the-compiler alternative to templates.

Let’s dive into a simple example where a render function would be practical. Say you want to generate anchored headings:

<h1>

<a name="hello-world" href="#hello-world">

Hello world!

</a>

</h1>

For the HTML above, you decide you want this component interface:

<anchored-heading :level="1">Hello world!</anchored-heading>

When you get started with a component that only generates a heading based on the level prop, you quickly arrive at this:

<script type="text/x-template" id="anchored-heading-template">

<h1 v-if="level === 1">

<slot></slot>

</h1>

<h2 v-else-if="level === 2">

<slot></slot>

</h2>

<h3 v-else-if="level === 3">

<slot></slot>

</h3>

<h4 v-else-if="level === 4">

<slot></slot>

</h4>

<h5 v-else-if="level === 5">

<slot></slot>

</h5>

<h6 v-else-if="level === 6">

<slot></slot>

</h6>

</script>

Vue.component('anchored-heading', {

template: '#anchored-heading-template',

props: {

level: {

type: Number,

required: true

}

}

})

That template doesn’t feel great. It’s not only verbose, but we’re duplicating <slot></slot> for every heading level and will have to do the same when we add the anchor element.

While templates work great for most components, it’s clear that this isn’t one of them. So let’s try rewriting it with a render function:

Vue.component('anchored-heading', {

render: function (createElement) {

return createElement(

'h' + this.level, // tag name

this.$slots.default // array of children

)

},

props: {

level: {

type: Number,

required: true

}

}

})

Much simpler! Sort of. The code is shorter, but also requires greater familiarity with Vue instance properties. In this case, you have to know that when you pass children without a v-slot directive into a component, like the Hello world! inside of anchored-heading, those children are stored on the component instance at $slots.default. If you haven’t already, **it’s recommended to read through the**[**instance properties API**](https://vuejs.org/v2/api/#Instance-Properties)**before diving into render functions.**

## [Nodes, Trees, and the Virtual DOM](https://vuejs.org/v2/guide/render-function.html#Nodes-Trees-and-the-Virtual-DOM)

Before we dive into render functions, it’s important to know a little about how browsers work. Take this HTML for example:

<div>

<h1>My title</h1>

Some text content

<!-- TODO: Add tagline -->

</div>

When a browser reads this code, it builds a [**tree of “DOM nodes”**](https://javascript.info/dom-nodes) to help it keep track of everything, just as you might build a family tree to keep track of your extended family.

The tree of DOM nodes for the HTML above looks like this:
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Every element is a node. Every piece of text is a node. Even comments are nodes! A node is just a piece of the page. And as in a family tree, each node can have children (i.e. each piece can contain other pieces).

Updating all these nodes efficiently can be difficult, but thankfully, you never have to do it manually. Instead, you tell Vue what HTML you want on the page, in a template:

<h1>{{ blogTitle }}</h1>

Or a render function:

render: function (createElement) {

return createElement('h1', this.blogTitle)

}

And in both cases, Vue automatically keeps the page updated, even when blogTitle changes.

### [The Virtual DOM](https://vuejs.org/v2/guide/render-function.html#The-Virtual-DOM)

Vue accomplishes this by building a **virtual DOM** to keep track of the changes it needs to make to the real DOM. Taking a closer look at this line:

return createElement('h1', this.blogTitle)

What is createElement actually returning? It’s not exactly a real DOM element. It could perhaps more accurately be named createNodeDescription, as it contains information describing to Vue what kind of node it should render on the page, including descriptions of any child nodes. We call this node description a “virtual node”, usually abbreviated to **VNode**. “Virtual DOM” is what we call the entire tree of VNodes, built by a tree of Vue components.

## [createElement Arguments](https://vuejs.org/v2/guide/render-function.html#createElement-Arguments)

The next thing you’ll have to become familiar with is how to use template features in the createElement function. Here are the arguments that createElement accepts:

// @returns {VNode}

createElement(

// {String | Object | Function}

// An HTML tag name, component options, or async

// function resolving to one of these. Required.

'div',

// {Object}

// A data object corresponding to the attributes

// you would use in a template. Optional.

{

// (see details in the next section below)

},

// {String | Array}

// Children VNodes, built using `createElement()`,

// or using strings to get 'text VNodes'. Optional.

[

'Some text comes first.',

createElement('h1', 'A headline'),

createElement(MyComponent, {

props: {

someProp: 'foobar'

}

})

]

)

### [The Data Object In-Depth](https://vuejs.org/v2/guide/render-function.html#The-Data-Object-In-Depth)

One thing to note: similar to how v-bind:class and v-bind:style have special treatment in templates, they have their own top-level fields in VNode data objects. This object also allows you to bind normal HTML attributes as well as DOM properties such as innerHTML (this would replace the v-html directive):

{

// Same API as `v-bind:class`, accepting either

// a string, object, or array of strings and objects.

class: {

foo: true,

bar: false

},

// Same API as `v-bind:style`, accepting either

// a string, object, or array of objects.

style: {

color: 'red',

fontSize: '14px'

},

// Normal HTML attributes

attrs: {

id: 'foo'

},

// Component props

props: {

myProp: 'bar'

},

// DOM properties

domProps: {

innerHTML: 'baz'

},

// Event handlers are nested under `on`, though

// modifiers such as in `v-on:keyup.enter` are not

// supported. You'll have to manually check the

// keyCode in the handler instead.

on: {

click: this.clickHandler

},

// For components only. Allows you to listen to

// native events, rather than events emitted from

// the component using `vm.$emit`.

nativeOn: {

click: this.nativeClickHandler

},

// Custom directives. Note that the `binding`'s

// `oldValue` cannot be set, as Vue keeps track

// of it for you.

directives: [

{

name: 'my-custom-directive',

value: '2',

expression: '1 + 1',

arg: 'foo',

modifiers: {

bar: true

}

}

],

// Scoped slots in the form of

// { name: props => VNode | Array<VNode> }

scopedSlots: {

default: props => createElement('span', props.text)

},

// The name of the slot, if this component is the

// child of another component

slot: 'name-of-slot',

// Other special top-level properties

key: 'myKey',

ref: 'myRef',

// If you are applying the same ref name to multiple

// elements in the render function. This will make `$refs.myRef` become an

// array

refInFor: true

}

### [Complete Example](https://vuejs.org/v2/guide/render-function.html#Complete-Example)

With this knowledge, we can now finish the component we started:

var getChildrenTextContent = function (children) {

return children.map(function (node) {

return node.children

? getChildrenTextContent(node.children)

: node.text

}).join('')

}

Vue.component('anchored-heading', {

render: function (createElement) {

// create kebab-case id

var headingId = getChildrenTextContent(this.$slots.default)

.toLowerCase()

.replace(/\W+/g, '-')

.replace(/(^-|-$)/g, '')

return createElement(

'h' + this.level,

[

createElement('a', {

attrs: {

name: headingId,

href: '#' + headingId

}

}, this.$slots.default)

]

)

},

props: {

level: {

type: Number,

required: true

}

}

})

### [Constraints](https://vuejs.org/v2/guide/render-function.html#Constraints)

#### VNodes Must Be Unique

All VNodes in the component tree must be unique. That means the following render function is invalid:

render: function (createElement) {

var myParagraphVNode = createElement('p', 'hi')

return createElement('div', [

// Yikes - duplicate VNodes!

myParagraphVNode, myParagraphVNode

])

}

If you really want to duplicate the same element/component many times, you can do so with a factory function. For example, the following render function is a perfectly valid way of rendering 20 identical paragraphs:

render: function (createElement) {

return createElement('div',

Array.apply(null, { length: 20 }).map(function () {

return createElement('p', 'hi')

})

)

}

## [Replacing Template Features with Plain JavaScript](https://vuejs.org/v2/guide/render-function.html#Replacing-Template-Features-with-Plain-JavaScript)

### [v-if and v-for](https://vuejs.org/v2/guide/render-function.html#v-if-and-v-for)

Wherever something can be easily accomplished in plain JavaScript, Vue render functions do not provide a proprietary alternative. For example, in a template using v-if and v-for:

<ul v-if="items.length">

<li v-for="item in items">{{ item.name }}</li>

</ul>

<p v-else>No items found.</p>

This could be rewritten with JavaScript’s if/else and map in a render function:

props: ['items'],

render: function (createElement) {

if (this.items.length) {

return createElement('ul', this.items.map(function (item) {

return createElement('li', item.name)

}))

} else {

return createElement('p', 'No items found.')

}

}

### [v-model](https://vuejs.org/v2/guide/render-function.html#v-model)

There is no direct v-model counterpart in render functions - you will have to implement the logic yourself:

props: ['value'],

render: function (createElement) {

var self = this

return createElement('input', {

domProps: {

value: self.value

},

on: {

input: function (event) {

self.$emit('input', event.target.value)

}

}

})

}

This is the cost of going lower-level, but it also gives you much more control over the interaction details compared to v-model.

### [Event & Key Modifiers](https://vuejs.org/v2/guide/render-function.html#Event-amp-Key-Modifiers)

For the .passive, .capture and .once event modifiers, Vue offers prefixes that can be used with on:

| **Modifier(s)** | **Prefix** |
| --- | --- |
| .passive | & |
| .capture | ! |
| .once | ~ |
| .capture.once or .once.capture | ~! |

For example:

on: {

'!click': this.doThisInCapturingMode,

'~keyup': this.doThisOnce,

'~!mouseover': this.doThisOnceInCapturingMode

}

For all other event and key modifiers, no proprietary prefix is necessary, because you can use event methods in the handler:

| **Modifier(s)** | **Equivalent in Handler** |
| --- | --- |
| .stop | event.stopPropagation() |
| .prevent | event.preventDefault() |
| .self | if (event.target !== event.currentTarget) return |
| Keys: .enter, .13 | if (event.keyCode !== 13) return (change 13 to [**another key code**](http://keycode.info/) for other key modifiers) |
| Modifiers Keys: .ctrl, .alt, .shift, .meta | if (!event.ctrlKey) return (change ctrlKey to altKey, shiftKey, or metaKey, respectively) |

Here’s an example with all of these modifiers used together:

on: {

keyup: function (event) {

// Abort if the element emitting the event is not

// the element the event is bound to

if (event.target !== event.currentTarget) return

// Abort if the key that went up is not the enter

// key (13) and the shift key was not held down

// at the same time

if (!event.shiftKey || event.keyCode !== 13) return

// Stop event propagation

event.stopPropagation()

// Prevent the default keyup handler for this element

event.preventDefault()

// ...

}

}

### [Slots](https://vuejs.org/v2/guide/render-function.html#Slots)

You can access static slot contents as Arrays of VNodes from [**this.$slots**](https://vuejs.org/v2/api/#vm-slots):

render: function (createElement) {

// `<div><slot></slot></div>`

return createElement('div', this.$slots.default)

}

And access scoped slots as functions that return VNodes from [**this.$scopedSlots**](https://vuejs.org/v2/api/#vm-scopedSlots):

props: ['message'],

render: function (createElement) {

// `<div><slot :text="message"></slot></div>`

return createElement('div', [

this.$scopedSlots.default({

text: this.message

})

])

}

To pass scoped slots to a child component using render functions, use the scopedSlots field in VNode data:

render: function (createElement) {

return createElement('div', [

createElement('child', {

// pass `scopedSlots` in the data object

// in the form of { name: props => VNode | Array<VNode> }

scopedSlots: {

default: function (props) {

return createElement('span', props.text)

}

}

})

])

}

## [JSX](https://vuejs.org/v2/guide/render-function.html#JSX)

If you’re writing a lot of render functions, it might feel painful to write something like this:

createElement(

'anchored-heading', {

props: {

level: 1

}

}, [

createElement('span', 'Hello'),

' world!'

]

)

Especially when the template version is so simple in comparison:

<anchored-heading :level="1">

<span>Hello</span> world!

</anchored-heading>

That’s why there’s a [**Babel plugin**](https://github.com/vuejs/jsx) to use JSX with Vue, getting us back to a syntax that’s closer to templates:

import AnchoredHeading from './AnchoredHeading.vue'

new Vue({

el: '#demo',

render: function (h) {

return (

<AnchoredHeading level={1}>

<span>Hello</span> world!

</AnchoredHeading>

)

}

})

Aliasing createElement to h is a common convention you’ll see in the Vue ecosystem and is actually required for JSX. Starting with [**version 3.4.0**](https://github.com/vuejs/babel-plugin-transform-vue-jsx#h-auto-injection) of the Babel plugin for Vue, we automatically inject const h = this.$createElement in any method and getter (not functions or arrow functions), declared in ES2015 syntax that has JSX, so you can drop the (h) parameter. With prior versions of the plugin, your app would throw an error if h was not available in the scope.

For more on how JSX maps to JavaScript, see the [**usage docs**](https://github.com/vuejs/jsx#installation).

## [Functional Components](https://vuejs.org/v2/guide/render-function.html#Functional-Components)

The anchored heading component we created earlier is relatively simple. It doesn’t manage any state, watch any state passed to it, and it has no lifecycle methods. Really, it’s only a function with some props.

In cases like this, we can mark components as functional, which means that they’re stateless (no [**reactive data**](https://vuejs.org/v2/api/#Options-Data)) and instanceless (no this context). A **functional component** looks like this:

Vue.component('my-component', {

functional: true,

// Props are optional

props: {

// ...

},

// To compensate for the lack of an instance,

// we are now provided a 2nd context argument.

render: function (createElement, context) {

// ...

}

})

**Note: in versions before 2.3.0, the props option is required if you wish to accept props in a functional component. In 2.3.0+ you can omit the props option and all attributes found on the component node will be implicitly extracted as props.**

In 2.5.0+, if you are using [**single-file components**](https://vuejs.org/v2/guide/single-file-components.html), template-based functional components can be declared with:

<template functional>

</template>

Everything the component needs is passed through context, which is an object containing:

* props: An object of the provided props
* children: An array of the VNode children
* slots: A function returning a slots object
* scopedSlots: (2.6.0+) An object that exposes passed-in scoped slots. Also exposes normal slots as functions.
* data: The entire [**data object**](https://vuejs.org/v2/guide/render-function.html#The-Data-Object-In-Depth), passed to the component as the 2nd argument of createElement
* parent: A reference to the parent component
* listeners: (2.3.0+) An object containing parent-registered event listeners. This is an alias to data.on
* injections: (2.3.0+) if using the [**inject**](https://vuejs.org/v2/api/#provide-inject) option, this will contain resolved injections.

After adding functional: true, updating the render function of our anchored heading component would require adding the context argument, updating this.$slots.default to context.children, then updating this.level to context.props.level.

Since functional components are just functions, they’re much cheaper to render.

They’re also very useful as wrapper components. For example, when you need to:

* Programmatically choose one of several other components to delegate to
* Manipulate children, props, or data before passing them on to a child component

Here’s an example of a smart-list component that delegates to more specific components, depending on the props passed to it:

var EmptyList = { /\* ... \*/ }

var TableList = { /\* ... \*/ }

var OrderedList = { /\* ... \*/ }

var UnorderedList = { /\* ... \*/ }

Vue.component('smart-list', {

functional: true,

props: {

items: {

type: Array,

required: true

},

isOrdered: Boolean

},

render: function (createElement, context) {

function appropriateListComponent () {

var items = context.props.items

if (items.length === 0) return EmptyList

if (typeof items[0] === 'object') return TableList

if (context.props.isOrdered) return OrderedList

return UnorderedList

}

return createElement(

appropriateListComponent(),

context.data,

context.children

)

}

})

### [Passing Attributes and Events to Child Elements/Components](https://vuejs.org/v2/guide/render-function.html#Passing-Attributes-and-Events-to-Child-Elements-Components)

On normal components, attributes not defined as props are automatically added to the root element of the component, replacing or [**intelligently merging with**](https://vuejs.org/v2/guide/class-and-style.html) any existing attributes of the same name.

Functional components, however, require you to explicitly define this behavior:

Vue.component('my-functional-button', {

functional: true,

render: function (createElement, context) {

// Transparently pass any attributes, event listeners, children, etc.

return createElement('button', context.data, context.children)

}

})

By passing context.data as the second argument to createElement, we are passing down any attributes or event listeners used on my-functional-button. It’s so transparent, in fact, that events don’t even require the .native modifier.

If you are using template-based functional components, you will also have to manually add attributes and listeners. Since we have access to the individual context contents, we can use data.attrs to pass along any HTML attributes and listeners (the alias for *data.on*) to pass along any event listeners.

<template functional>

<button

class="btn btn-primary"

v-bind="data.attrs"

v-on="listeners"

>

<slot/>

</button>

</template>

### [slots() vs children](https://vuejs.org/v2/guide/render-function.html#slots-vs-children)

You may wonder why we need both slots() and children. Wouldn’t slots().default be the same as children? In some cases, yes - but what if you have a functional component with the following children?

<my-functional-component>

<p v-slot:foo>

first

</p>

<p>second</p>

</my-functional-component>

For this component, children will give you both paragraphs, slots().default will give you only the second, and slots().foo will give you only the first. Having both children and slots()therefore allows you to choose whether this component knows about a slot system or perhaps delegates that responsibility to another component by passing along children.

## [Template Compilation](https://vuejs.org/v2/guide/render-function.html#Template-Compilation)

You may be interested to know that Vue’s templates actually compile to render functions. This is an implementation detail you usually don’t need to know about, but if you’d like to see how specific template features are compiled, you may find it interesting. Below is a little demo using Vue.compileto live-compile a template string:

# Plugins

Plugins usually add global-level functionality to Vue. There is no strictly defined scope for a plugin - there are typically several types of plugins:

1. Add some global methods or properties. e.g. [**vue-custom-element**](https://github.com/karol-f/vue-custom-element)
2. Add one or more global assets: directives/filters/transitions etc. e.g. [**vue-touch**](https://github.com/vuejs/vue-touch)
3. Add some component options by global mixin. e.g. [**vue-router**](https://github.com/vuejs/vue-router)
4. Add some Vue instance methods by attaching them to Vue.prototype.
5. A library that provides an API of its own, while at the same time injecting some combination of the above. e.g. [**vue-router**](https://github.com/vuejs/vue-router)

## [Using a Plugin](https://vuejs.org/v2/guide/plugins.html#Using-a-Plugin)

Use plugins by calling the Vue.use() global method. This has to be done before you start your app by calling new Vue():

// calls `MyPlugin.install(Vue)`

Vue.use(MyPlugin)

new Vue({

//... options

})

You can optionally pass in some options:

Vue.use(MyPlugin, { someOption: true })

Vue.use automatically prevents you from using the same plugin more than once, so calling it multiple times on the same plugin will install the plugin only once.

Some plugins provided by Vue.js official plugins such as vue-router automatically calls Vue.use()if Vue is available as a global variable. However in a module environment such as CommonJS, you always need to call Vue.use() explicitly:

// When using CommonJS via Browserify or Webpack

var Vue = require('vue')

var VueRouter = require('vue-router')

// Don't forget to call this

Vue.use(VueRouter)

Checkout [**awesome-vue**](https://github.com/vuejs/awesome-vue#components--libraries) for a huge collection of community-contributed plugins and libraries.

## [Writing a Plugin](https://vuejs.org/v2/guide/plugins.html#Writing-a-Plugin)

A Vue.js plugin should expose an install method. The method will be called with the Vueconstructor as the first argument, along with possible options:

MyPlugin.install = function (Vue, options) {

// 1. add global method or property

Vue.myGlobalMethod = function () {

// some logic ...

}

// 2. add a global asset

Vue.directive('my-directive', {

bind (el, binding, vnode, oldVnode) {

// some logic ...

}

...

})

// 3. inject some component options

Vue.mixin({

created: function () {

// some logic ...

}

...

})

// 4. add an instance method

Vue.prototype.$myMethod = function (methodOptions) {

// some logic ...

}

}

# Filters

Vue.js allows you to define filters that can be used to apply common text formatting. Filters are usable in two places: **mustache interpolations and v-bind expressions** (the latter supported in 2.1.0+). Filters should be appended to the end of the JavaScript expression, denoted by the “pipe” symbol:

<!-- in mustaches -->

{{ message | capitalize }}

<!-- in v-bind -->

<div v-bind:id="rawId | formatId"></div>

You can define local filters in a component’s options:

filters: {

capitalize: function (value) {

if (!value) return ''

value = value.toString()

return value.charAt(0).toUpperCase() + value.slice(1)

}

}

or define a filter globally before creating the Vue instance:

Vue.filter('capitalize', function (value) {

if (!value) return ''

value = value.toString()

return value.charAt(0).toUpperCase() + value.slice(1)

})

new Vue({

// ...

})

Below is an example of our capitalize filter being used:

![](data:image/x-wmf;base64,183GmgAAAAAAAGAAGABgAAAAAAAJVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAYAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAF8ACQAAAB0GIQDwAAEAXwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAF4AAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAXgAJAAAAHQYhAPAAAQBdABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAXAABAAIABQAAAAsCAAAAAAUAAAAMAhgAYAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBeABYABAAAACcB//8DAAAAAAA=)

John

The filter’s function always receives the expression’s value (the result of the former chain) as its first argument. In the above example, the capitalize filter function will receive the value of message as its argument.

Filters can be chained:

{{ message | filterA | filterB }}

In this case, filterA, defined with a single argument, will receive the value of message, and then the filterB function will be called with the result of filterA passed into filterB‘s single argument.

Filters are JavaScript functions, therefore they can take arguments:

{{ message | filterA('arg1', arg2) }}

Here filterA is defined as a function taking three arguments. The value of message will be passed into the first argument. The plain string 'arg1' will be passed into the filterA as its second argument, and the value of expression arg2 will be evaluated and passed in as the third argument.

### Tooling

# Single File Components

## [Introduction](https://vuejs.org/v2/guide/single-file-components.html#Introduction)

In many Vue projects, global components will be defined using Vue.component, followed by new Vue({ el: '#container' }) to target a container element in the body of every page.

This can work very well for small to medium-sized projects, where JavaScript is only used to enhance certain views. In more complex projects however, or when your frontend is entirely driven by JavaScript, these disadvantages become apparent:

* **Global definitions** force unique names for every component
* **String templates** lack syntax highlighting and require ugly slashes for multiline HTML
* **No CSS support** means that while HTML and JavaScript are modularized into components, CSS is conspicuously left out
* **No build step** restricts us to HTML and ES5 JavaScript, rather than preprocessors like Pug (formerly Jade) and Babel

All of these are solved by **single-file components** with a .vue extension, made possible with build tools such as Webpack or Browserify.

Here’s an example of a file we’ll call Hello.vue:
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Now we get:

* [**Complete syntax highlighting**](https://github.com/vuejs/awesome-vue#source-code-editing)
* [**CommonJS modules**](https://webpack.js.org/concepts/modules/#what-is-a-webpack-module)
* [**Component-scoped CSS**](https://vue-loader.vuejs.org/en/features/scoped-css.html)

As promised, we can also use preprocessors such as Pug, Babel (with ES2015 modules), and Stylus for cleaner and more feature-rich components.
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These specific languages are only examples. You could as easily use Bublé, TypeScript, SCSS, PostCSS - or whatever other preprocessors that help you be productive. If using Webpack with vue-loader, it also has first-class support for CSS Modules.

### [What About Separation of Concerns?](https://vuejs.org/v2/guide/single-file-components.html#What-About-Separation-of-Concerns)

One important thing to note is that **separation of concerns is not equal to separation of file types.** In modern UI development, we have found that instead of dividing the codebase into three huge layers that interweave with one another, it makes much more sense to divide them into loosely-coupled components and compose them. Inside a component, its template, logic and styles are inherently coupled, and collocating them actually makes the component more cohesive and maintainable.

Even if you don’t like the idea of Single-File Components, you can still leverage its hot-reloading and pre-compilation features by separating your JavaScript and CSS into separate files:

<!-- my-component.vue -->

<template>

<div>This will be pre-compiled</div>

</template>

<script src="./my-component.js"></script>

<style src="./my-component.css"></style>

## [Getting Started](https://vuejs.org/v2/guide/single-file-components.html#Getting-Started)

### [Example Sandbox](https://vuejs.org/v2/guide/single-file-components.html#Example-Sandbox)

If you want to dive right in and start playing with single-file components, check out [**this simple todo app**](https://codesandbox.io/s/o29j95wx9) on CodeSandbox.

### [For Users New to Module Build Systems in JavaScript](https://vuejs.org/v2/guide/single-file-components.html#For-Users-New-to-Module-Build-Systems-in-JavaScript)

With .vue components, we’re entering the realm of advanced JavaScript applications. That means learning to use a few additional tools if you haven’t already:

* **Node Package Manager (NPM)**: Read the [**Getting Started guide**](https://docs.npmjs.com/getting-started/what-is-npm) through section 10: Uninstalling global packages.
* **Modern JavaScript with ES2015/16**: Read through Babel’s [**Learn ES2015 guide**](https://babeljs.io/docs/learn-es2015/). You don’t have to memorize every feature right now, but keep this page as a reference you can come back to.

After you’ve taken a day to dive into these resources, we recommend checking out [**Vue CLI 3**](https://cli.vuejs.org/). Follow the instructions and you should have a Vue project with .vue components, ES2015, Webpack and hot-reloading in no time!

### [For Advanced Users](https://vuejs.org/v2/guide/single-file-components.html#For-Advanced-Users)

The CLI takes care of most of the tooling configurations for you, but also allows fine-grained customization through its own [**config options**](https://cli.vuejs.org/config/).

In case you prefer setting up your own build setup from scratch, you will need to manually configure webpack with [**vue-loader**](https://vue-loader.vuejs.org/). To learn more about webpack itself, check out [**their official docs**](https://webpack.js.org/configuration/) and [**Webpack Academy**](https://webpack.academy/p/the-core-concepts).

# Unit Testing

[**Vue CLI**](https://cli.vuejs.org/)**has built-in options for unit testing with**[**Jest**](https://github.com/facebook/jest)**or**[**Mocha**](https://mochajs.org/)**that works out of the box. We also have the official**[**Vue Test Utils**](https://vue-test-utils.vuejs.org/)**which provides more detailed guidance for custom setups.**

## [Simple Assertions](https://vuejs.org/v2/guide/unit-testing.html#Simple-Assertions)

You don’t have to do anything special in your components to make them testable. Export the raw options:

<template>

<span>{{ message }}</span>

</template>

<script>

export default {

data () {

return {

message: 'hello!'

}

},

created () {

this.message = 'bye!'

}

}

</script>

Then import the component options along with Vue, and you can make many common assertions (here we are using Jasmine/Jest style expect assertions just as an example):

// Import Vue and the component being tested

import Vue from 'vue'

import MyComponent from 'path/to/MyComponent.vue'

// Here are some Jasmine 2.0 tests, though you can

// use any test runner / assertion library combo you prefer

describe('MyComponent', () => {

// Inspect the raw component options

it('has a created hook', () => {

expect(typeof MyComponent.created).toBe('function')

})

// Evaluate the results of functions in

// the raw component options

it('sets the correct default data', () => {

expect(typeof MyComponent.data).toBe('function')

const defaultData = MyComponent.data()

expect(defaultData.message).toBe('hello!')

})

// Inspect the component instance on mount

it('correctly sets the message when created', () => {

const vm = new Vue(MyComponent).$mount()

expect(vm.message).toBe('bye!')

})

// Mount an instance and inspect the render output

it('renders the correct message', () => {

const Constructor = Vue.extend(MyComponent)

const vm = new Constructor().$mount()

expect(vm.$el.textContent).toBe('bye!')

})

})

## [Writing Testable Components](https://vuejs.org/v2/guide/unit-testing.html#Writing-Testable-Components)

A component’s render output is primarily determined by the props it receives. If a component’s render output solely depends on its props it becomes straightforward to test, similar to asserting the return value of a pure function with different arguments. Take a simplified example:

<template>

<p>{{ msg }}</p>

</template>

<script>

export default {

props: ['msg']

}

</script>

You can assert its render output with different props using the propsData option:

import Vue from 'vue'

import MyComponent from './MyComponent.vue'

// helper function that mounts and returns the rendered text

function getRenderedText (Component, propsData) {

const Constructor = Vue.extend(Component)

const vm = new Constructor({ propsData: propsData }).$mount()

return vm.$el.textContent

}

describe('MyComponent', () => {

it('renders correctly with different props', () => {

expect(getRenderedText(MyComponent, {

msg: 'Hello'

})).toBe('Hello')

expect(getRenderedText(MyComponent, {

msg: 'Bye'

})).toBe('Bye')

})

})

## [Asserting Asynchronous Updates](https://vuejs.org/v2/guide/unit-testing.html#Asserting-Asynchronous-Updates)

Since Vue [**performs DOM updates asynchronously**](https://vuejs.org/v2/guide/reactivity.html#Async-Update-Queue), assertions on DOM updates resulting from state change will have to be made in a Vue.nextTick callback:

// Inspect the generated HTML after a state update

it('updates the rendered message when vm.message updates', done => {

const vm = new Vue(MyComponent).$mount()

vm.message = 'foo'

// wait a "tick" after state change before asserting DOM updates

Vue.nextTick(() => {

expect(vm.$el.textContent).toBe('foo')

done()

})

})

For more in-depth information on unit testing in Vue, check out [**Vue Test Utils**](https://vue-test-utils.vuejs.org/) and our cookbook entry about [**unit testing vue components**](https://vuejs.org/v2/cookbook/unit-testing-vue-components.html).

# TypeScript Support

[**Vue CLI**](https://cli.vuejs.org/)**provides built-in TypeScript tooling support. In our next major version of Vue (3.x), we are also planning to considerably improve our TypeScript support with built-in class based components API and TSX support.**

## [Official Declaration in NPM Packages](https://vuejs.org/v2/guide/typescript.html#Official-Declaration-in-NPM-Packages)

A static type system can help prevent many potential runtime errors, especially as applications grow. That’s why Vue ships with [**official type declarations**](https://github.com/vuejs/vue/tree/dev/types) for [**TypeScript**](https://www.typescriptlang.org/) - not only in Vue core, but also for [**vue-router**](https://github.com/vuejs/vue-router/tree/dev/types) and [**vuex**](https://github.com/vuejs/vuex/tree/dev/types) as well.

Since these are [**published on NPM**](https://cdn.jsdelivr.net/npm/vue/types/), and the latest TypeScript knows how to resolve type declarations in NPM packages, this means when installed via NPM, you don’t need any additional tooling to use TypeScript with Vue.

## [Recommended Configuration](https://vuejs.org/v2/guide/typescript.html#Recommended-Configuration)

// tsconfig.json

{

"compilerOptions": {

// this aligns with Vue's browser support

"target": "es5",

// this enables stricter inference for data properties on `this`

"strict": true,

// if using webpack 2+ or rollup, to leverage tree shaking:

"module": "es2015",

"moduleResolution": "node"

}

}

Note that you have to include strict: true (or at least noImplicitThis: true which is a part of strict flag) to leverage type checking of this in component methods otherwise it is always treated as any type.

See [**TypeScript compiler options docs**](https://www.typescriptlang.org/docs/handbook/compiler-options.html) for more details.

## [Development Tooling](https://vuejs.org/v2/guide/typescript.html#Development-Tooling)

### [Project Creation](https://vuejs.org/v2/guide/typescript.html#Project-Creation)

[**Vue CLI 3**](https://github.com/vuejs/vue-cli) can generate new projects that use TypeScript. To get started:

# 1. Install Vue CLI, if it's not already installed

npm install --global @vue/cli

# 2. Create a new project, then choose the "Manually select features" option

vue create my-project-name

### [Editor Support](https://vuejs.org/v2/guide/typescript.html#Editor-Support)

For developing Vue applications with TypeScript, we strongly recommend using [**Visual Studio Code**](https://code.visualstudio.com/), which provides great out-of-the-box support for TypeScript. If you are using [**single-file components**](https://vuejs.org/v2/guide/single-file-components.html)(SFCs), get the awesome [**Vetur extension**](https://github.com/vuejs/vetur), which provides TypeScript inference inside SFCs and many other great features.

[**WebStorm**](https://www.jetbrains.com/webstorm/) also provides out-of-the-box support for both TypeScript and Vue.

## [Basic Usage](https://vuejs.org/v2/guide/typescript.html#Basic-Usage)

To let TypeScript properly infer types inside Vue component options, you need to define components with Vue.component or Vue.extend:

import Vue from 'vue'

const Component = Vue.extend({

// type inference enabled

})

const Component = {

// this will NOT have type inference,

// because TypeScript can't tell this is options for a Vue component.

}

## [Class-Style Vue Components](https://vuejs.org/v2/guide/typescript.html#Class-Style-Vue-Components)

If you prefer a class-based API when declaring components, you can use the officially maintained [**vue-class-component**](https://github.com/vuejs/vue-class-component) decorator:

import Vue from 'vue'

import Component from 'vue-class-component'

// The @Component decorator indicates the class is a Vue component

@Component({

// All component options are allowed in here

template: '<button @click="onClick">Click!</button>'

})

export default class MyComponent extends Vue {

// Initial data can be declared as instance properties

message: string = 'Hello!'

// Component methods can be declared as instance methods

onClick (): void {

window.alert(this.message)

}

}

## [Augmenting Types for Use with Plugins](https://vuejs.org/v2/guide/typescript.html#Augmenting-Types-for-Use-with-Plugins)

Plugins may add to Vue’s global/instance properties and component options. In these cases, type declarations are needed to make plugins compile in TypeScript. Fortunately, there’s a TypeScript feature to augment existing types called [**module augmentation**](https://www.typescriptlang.org/docs/handbook/declaration-merging.html#module-augmentation).

For example, to declare an instance property $myProperty with type string:

// 1. Make sure to import 'vue' before declaring augmented types

import Vue from 'vue'

// 2. Specify a file with the types you want to augment

// Vue has the constructor type in types/vue.d.ts

declare module 'vue/types/vue' {

// 3. Declare augmentation for Vue

interface Vue {

$myProperty: string

}

}

After including the above code as a declaration file (like my-property.d.ts) in your project, you can use $myProperty on a Vue instance.

var vm = new Vue()

console.log(vm.$myProperty) // This should compile successfully

You can also declare additional global properties and component options:

import Vue from 'vue'

declare module 'vue/types/vue' {

// Global properties can be declared

// on the `VueConstructor` interface

interface VueConstructor {

$myGlobal: string

}

}

// ComponentOptions is declared in types/options.d.ts

declare module 'vue/types/options' {

interface ComponentOptions<V extends Vue> {

myOption?: string

}

}

The above declarations allow the following code to be compiled:

// Global property

console.log(Vue.$myGlobal)

// Additional component option

var vm = new Vue({

myOption: 'Hello'

})

## [Annotating Return Types](https://vuejs.org/v2/guide/typescript.html#Annotating-Return-Types)

Because of the circular nature of Vue’s declaration files, TypeScript may have difficulties inferring the types of certain methods. For this reason, you may need to annotate the return type on methods like render and those in computed.

import Vue, { VNode } from 'vue'

const Component = Vue.extend({

data () {

return {

msg: 'Hello'

}

},

methods: {

// need annotation due to `this` in return type

greet (): string {

return this.msg + ' world'

}

},

computed: {

// need annotation

greeting(): string {

return this.greet() + '!'

}

},

// `createElement` is inferred, but `render` needs return type

render (createElement): VNode {

return createElement('div', this.greeting)

}

})

If you find type inference or member completion isn’t working, annotating certain methods may help address these problems. Using the --noImplicitAny option will help find many of these unannotated methods.

# Production Deployment

**Most of the tips below are enabled by default if you are using**[**Vue CLI**](https://cli.vuejs.org/)**. This section is only relevant if you are using a custom build setup.**

## [Turn on Production Mode](https://vuejs.org/v2/guide/deployment.html#Turn-on-Production-Mode)

During development, Vue provides a lot of warnings to help you with common errors and pitfalls. However, these warning strings become useless in production and bloat your app’s payload size. In addition, some of these warning checks have small runtime costs that can be avoided in production mode.

### [Without Build Tools](https://vuejs.org/v2/guide/deployment.html#Without-Build-Tools)

If you are using the full build, i.e. directly including Vue via a script tag without a build tool, make sure to use the minified version (vue.min.js) for production. Both versions can be found in the [**Installation guide**](https://vuejs.org/v2/guide/installation.html#Direct-lt-script-gt-Include).

### [With Build Tools](https://vuejs.org/v2/guide/deployment.html#With-Build-Tools)

When using a build tool like Webpack or Browserify, the production mode will be determined by process.env.NODE\_ENV inside Vue’s source code, and it will be in development mode by default. Both build tools provide ways to overwrite this variable to enable Vue’s production mode, and warnings will be stripped by minifiers during the build. All vue-cli templates have these pre-configured for you, but it would be beneficial to know how it is done:

#### Webpack

In Webpack 4+, you can use the mode option:

module.exports = {

mode: 'production'

}

But in Webpack 3 and earlier, you’ll need to use [**DefinePlugin**](https://webpack.js.org/plugins/define-plugin/):

var webpack = require('webpack')

module.exports = {

// ...

plugins: [

// ...

new webpack.DefinePlugin({

'process.env.NODE\_ENV': JSON.stringify('production')

})

]

}

#### Browserify

* Run your bundling command with the actual NODE\_ENV environment variable set to "production". This tells vueify to avoid including hot-reload and development related code.
* Apply a global [**envify**](https://github.com/hughsk/envify) transform to your bundle. This allows the minifier to strip out all the warnings in Vue’s source code wrapped in env variable conditional blocks. For example:

NODE\_ENV=production browserify -g envify -e main.js | uglifyjs -c -m > build.js

* Or, using [**envify**](https://github.com/hughsk/envify) with Gulp:
* // Use the envify custom module to specify environment variables
* var envify = require('envify/custom')
* browserify(browserifyOptions)
* .transform(vueify)
* .transform(
* // Required in order to process node\_modules files
* { global: true },
* envify({ NODE\_ENV: 'production' })
* )

.bundle()

* Or, using [**envify**](https://github.com/hughsk/envify) with Grunt and [**grunt-browserify**](https://github.com/jmreidy/grunt-browserify):
* // Use the envify custom module to specify environment variables
* var envify = require('envify/custom')
* browserify: {
* dist: {
* options: {
* // Function to deviate from grunt-browserify's default order
* configure: b => b
* .transform('vueify')
* .transform(
* // Required in order to process node\_modules files
* { global: true },
* envify({ NODE\_ENV: 'production' })
* )
* .bundle()
* }
* }

}

#### Rollup

Use [**rollup-plugin-replace**](https://github.com/rollup/rollup-plugin-replace):

const replace = require('rollup-plugin-replace')

rollup({

// ...

plugins: [

replace({

'process.env.NODE\_ENV': JSON.stringify( 'production' )

})

]

}).then(...)

## [Pre-Compiling Templates](https://vuejs.org/v2/guide/deployment.html#Pre-Compiling-Templates)

When using in-DOM templates or in-JavaScript template strings, the template-to-render-function compilation is performed on the fly. This is usually fast enough in most cases, but is best avoided if your application is performance-sensitive.

The easiest way to pre-compile templates is using [**Single-File Components**](https://vuejs.org/v2/guide/single-file-components.html) - the associated build setups automatically performs pre-compilation for you, so the built code contains the already compiled render functions instead of raw template strings.

If you are using Webpack, and prefer separating JavaScript and template files, you can use [**vue-template-loader**](https://github.com/ktsn/vue-template-loader), which also transforms the template files into JavaScript render functions during the build step.

## [Extracting Component CSS](https://vuejs.org/v2/guide/deployment.html#Extracting-Component-CSS)

When using Single-File Components, the CSS inside components are injected dynamically as <style>tags via JavaScript. This has a small runtime cost, and if you are using server-side rendering it will cause a “flash of unstyled content”. Extracting the CSS across all components into the same file will avoid these issues, and also result in better CSS minification and caching.

Refer to the respective build tool documentations to see how it’s done:

* [**Webpack + vue-loader**](https://vue-loader.vuejs.org/en/configurations/extract-css.html) (the vue-cli webpack template has this pre-configured)
* [**Browserify + vueify**](https://github.com/vuejs/vueify#css-extraction)
* [**Rollup + rollup-plugin-vue**](https://vuejs.github.io/rollup-plugin-vue/#/en/2.3/?id=custom-handler)

## [Tracking Runtime Errors](https://vuejs.org/v2/guide/deployment.html#Tracking-Runtime-Errors)

If a runtime error occurs during a component’s render, it will be passed to the global Vue.config.errorHandler config function if it has been set. It might be a good idea to leverage this hook together with an error-tracking service like [**Sentry**](https://sentry.io/), which provides [**an official integration**](https://sentry.io/for/vue/) for Vue.

### Scaling Up

# Routing

## [Official Router](https://vuejs.org/v2/guide/routing.html#Official-Router)

For most Single Page Applications, it’s recommended to use the officially-supported [**vue-router library**](https://github.com/vuejs/vue-router). For more details, see vue-router’s [**documentation**](https://router.vuejs.org/).

## [Simple Routing From Scratch](https://vuejs.org/v2/guide/routing.html#Simple-Routing-From-Scratch)

If you only need very simple routing and do not wish to involve a full-featured router library, you can do so by dynamically rendering a page-level component like this:

const NotFound = { template: '<p>Page not found</p>' }

const Home = { template: '<p>home page</p>' }

const About = { template: '<p>about page</p>' }

const routes = {

'/': Home,

'/about': About

}

new Vue({

el: '#app',

data: {

currentRoute: window.location.pathname

},

computed: {

ViewComponent () {

return routes[this.currentRoute] || NotFound

}

},

render (h) { return h(this.ViewComponent) }

})

Combined with the HTML5 History API, you can build a very basic but fully-functional client-side router. To see that in practice, check out [**this example app**](https://github.com/chrisvfritz/vue-2.0-simple-routing-example).

## [Integrating 3rd-Party Routers](https://vuejs.org/v2/guide/routing.html#Integrating-3rd-Party-Routers)

If there’s a 3rd-party router you prefer to use, such as [**Page.js**](https://github.com/visionmedia/page.js) or [**Director**](https://github.com/flatiron/director), integration is [**similarly easy**](https://github.com/chrisvfritz/vue-2.0-simple-routing-example/compare/master...pagejs). Here’s a [**complete example**](https://github.com/chrisvfritz/vue-2.0-simple-routing-example/tree/pagejs) using Page.js.

# State Management

## [Official Flux-Like Implementation](https://vuejs.org/v2/guide/state-management.html#Official-Flux-Like-Implementation)

Large applications can often grow in complexity, due to multiple pieces of state scattered across many components and the interactions between them. To solve this problem, Vue offers [**vuex**](https://github.com/vuejs/vuex): our own Elm-inspired state management library. It even integrates into [**vue-devtools**](https://github.com/vuejs/vue-devtools), providing zero-setup access to [**time travel debugging**](https://raw.githubusercontent.com/vuejs/vue-devtools/master/media/demo.gif).

[**Watch a video explanation on Vue Mastery**](https://www.vuemastery.com/courses/mastering-vuex/intro-to-vuex/)

### [Information for React Developers](https://vuejs.org/v2/guide/state-management.html#Information-for-React-Developers)

If you’re coming from React, you may be wondering how vuex compares to [**redux**](https://github.com/reactjs/redux), the most popular Flux implementation in that ecosystem. Redux is actually view-layer agnostic, so it can easily be used with Vue via [**simple bindings**](https://yarnpkg.com/en/packages?q=redux%20vue&p=1). Vuex is different in that it knows it’s in a Vue app. This allows it to better integrate with Vue, offering a more intuitive API and improved development experience.

## [Simple State Management from Scratch](https://vuejs.org/v2/guide/state-management.html#Simple-State-Management-from-Scratch)

It is often overlooked that the source of truth in Vue applications is the raw data object - a Vue instance only proxies access to it. Therefore, if you have a piece of state that should be shared by multiple instances, you can share it by identity:

const sourceOfTruth = {}

const vmA = new Vue({

data: sourceOfTruth

})

const vmB = new Vue({

data: sourceOfTruth

})

Now whenever sourceOfTruth is mutated, both vmA and vmB will update their views automatically. Subcomponents within each of these instances would also have access via this.$root.$data. We have a single source of truth now, but debugging would be a nightmare. Any piece of data could be changed by any part of our app at any time, without leaving a trace.

To help solve this problem, we can adopt a **store pattern**:

var store = {

debug: true,

state: {

message: 'Hello!'

},

setMessageAction (newValue) {

if (this.debug) console.log('setMessageAction triggered with', newValue)

this.state.message = newValue

},

clearMessageAction () {

if (this.debug) console.log('clearMessageAction triggered')

this.state.message = ''

}

}

Notice all actions that mutate the store’s state are put inside the store itself. This type of centralized state management makes it easier to understand what type of mutations could happen and how they are triggered. Now when something goes wrong, we’ll also have a log of what happened leading up to the bug.

In addition, each instance/component can still own and manage its own private state:

var vmA = new Vue({

data: {

privateState: {},

sharedState: store.state

}

})

var vmB = new Vue({

data: {

privateState: {},

sharedState: store.state

}

})
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It’s important to note that you should never replace the original state object in your actions - the components and the store need to share reference to the same object in order for mutations to be observed.

As we continue developing the convention where components are never allowed to directly mutate state that belongs to a store, but should instead dispatch events that notify the store to perform actions, we eventually arrive at the [**Flux**](https://facebook.github.io/flux/) architecture. The benefit of this convention is we can record all state mutations happening to the store and implement advanced debugging helpers such as mutation logs, snapshots, and history re-rolls / time travel.

This brings us full circle back to [**vuex**](https://github.com/vuejs/vuex), so if you’ve read this far it’s probably time to try it out!

# Server-Side Rendering

## [The Complete SSR Guide](https://vuejs.org/v2/guide/ssr.html#The-Complete-SSR-Guide)

We have created a standalone guide for creating server-rendered Vue applications. This is a very in-depth guide for those who are already familiar with client-side Vue development, server-side Node.js development and webpack. Check it out at [**ssr.vuejs.org**](https://ssr.vuejs.org/).

## [Nuxt.js](https://vuejs.org/v2/guide/ssr.html#Nuxt-js)

Properly configuring all the discussed aspects of a production-ready server-rendered app can be a daunting task. Luckily, there is an excellent community project that aims to make all of this easier: [**Nuxt.js**](https://nuxtjs.org/). Nuxt.js is a higher-level framework built on top of the Vue ecosystem which provides an extremely streamlined development experience for writing universal Vue applications. Better yet, you can even use it as a static site generator (with pages authored as single-file Vue components)! We highly recommend giving it a try.

## [Quasar Framework SSR + PWA](https://vuejs.org/v2/guide/ssr.html#Quasar-Framework-SSR-PWA)

[**Quasar Framework**](https://quasar-framework.org/) will generate an SSR app (with optional PWA handoff) that leverages its best-in-class build system, sensible configuration and developer extensibility to make designing and building your idea a breeze. With over one hundred specific “Material Design 2.0”-compliant components, you can decide which ones to execute on the server, which are available in the browser - and even manage the <meta> tags of your site. Quasar is a node.js and webpack based development environment that supercharges and streamlines rapid development of SPA, PWA, SSR, Electron and Cordova apps - all from one codebase.

### Internals

# Reactivity in Depth

Now it’s time to take a deep dive! One of Vue’s most distinct features is the unobtrusive reactivity system. Models are just plain JavaScript objects. When you modify them, the view updates. It makes state management simple and intuitive, but it’s also important to understand how it works to avoid some common gotchas. In this section, we are going to dig into some of the lower-level details of Vue’s reactivity system.

[**Watch a video explanation on Vue Mastery**](https://www.vuemastery.com/courses/advanced-components/build-a-reactivity-system)

## [How Changes Are Tracked](https://vuejs.org/v2/guide/reactivity.html#How-Changes-Are-Tracked)

When you pass a plain JavaScript object to a Vue instance as its data option, Vue will walk through all of its properties and convert them to [**getter/setters**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Working_with_Objects#Defining_getters_and_setters) using [**Object.defineProperty**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/defineProperty). This is an ES5-only and un-shimmable feature, which is why Vue doesn’t support IE8 and below.

The getter/setters are invisible to the user, but under the hood they enable Vue to perform dependency-tracking and change-notification when properties are accessed or modified. One caveat is that browser consoles format getter/setters differently when converted data objects are logged, so you may want to install [**vue-devtools**](https://github.com/vuejs/vue-devtools) for a more inspection-friendly interface.

Every component instance has a corresponding **watcher** instance, which records any properties “touched” during the component’s render as dependencies. Later on when a dependency’s setter is triggered, it notifies the watcher, which in turn causes the component to re-render.

![Reactivity Cycle](data:image/png;base64,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)

## [Change Detection Caveats](https://vuejs.org/v2/guide/reactivity.html#Change-Detection-Caveats)

Due to the limitations of modern JavaScript (and the abandonment of Object.observe), Vue **cannot detect property addition or deletion**. Since Vue performs the getter/setter conversion process during instance initialization, a property must be present in the data object in order for Vue to convert it and make it reactive. For example:

var vm = new Vue({

data: {

a: 1

}

})

// `vm.a` is now reactive

vm.b = 2

// `vm.b` is NOT reactive

Vue does not allow dynamically adding new root-level reactive properties to an already created instance. However, it’s possible to add reactive properties to a nested object using the Vue.set(object, propertyName, value) method:

Vue.set(vm.someObject, 'b', 2)

You can also use the vm.$set instance method, which is an alias to the global Vue.set:

this.$set(this.someObject, 'b', 2)

Sometimes you may want to assign a number of properties to an existing object, for example using Object.assign() or \_.extend(). However, new properties added to the object will not trigger changes. In such cases, create a fresh object with properties from both the original object and the mixin object:

// instead of `Object.assign(this.someObject, { a: 1, b: 2 })`

this.someObject = Object.assign({}, this.someObject, { a: 1, b: 2 })

There are also a few array-related caveats, which were discussed earlier in the [**list rendering section**](https://vuejs.org/v2/guide/list.html#Caveats).

## [Declaring Reactive Properties](https://vuejs.org/v2/guide/reactivity.html#Declaring-Reactive-Properties)

Since Vue doesn’t allow dynamically adding root-level reactive properties, you have to initialize Vue instances by declaring all root-level reactive data properties upfront, even with an empty value:

var vm = new Vue({

data: {

// declare message with an empty value

message: ''

},

template: '<div>{{ message }}</div>'

})

// set `message` later

vm.message = 'Hello!'

If you don’t declare message in the data option, Vue will warn you that the render function is trying to access a property that doesn’t exist.

There are technical reasons behind this restriction - it eliminates a class of edge cases in the dependency tracking system, and also makes Vue instances play nicer with type checking systems. But there is also an important consideration in terms of code maintainability: the data object is like the schema for your component’s state. Declaring all reactive properties upfront makes the component code easier to understand when revisited later or read by another developer.

## [Async Update Queue](https://vuejs.org/v2/guide/reactivity.html#Async-Update-Queue)

In case you haven’t noticed yet, Vue performs DOM updates **asynchronously**. Whenever a data change is observed, it will open a queue and buffer all the data changes that happen in the same event loop. If the same watcher is triggered multiple times, it will be pushed into the queue only once. This buffered de-duplication is important in avoiding unnecessary calculations and DOM manipulations. Then, in the next event loop “tick”, Vue flushes the queue and performs the actual (already de-duped) work. Internally Vue tries native Promise.then, MutationObserver, and setImmediate for the asynchronous queuing and falls back to setTimeout(fn, 0).

For example, when you set vm.someData = 'new value', the component will not re-render immediately. It will update in the next “tick”, when the queue is flushed. Most of the time we don’t need to care about this, but it can be tricky when you want to do something that depends on the post-update DOM state. Although Vue.js generally encourages developers to think in a “data-driven” fashion and avoid touching the DOM directly, sometimes it might be necessary to get your hands dirty. In order to wait until Vue.js has finished updating the DOM after a data change, you can use Vue.nextTick(callback) immediately after the data is changed. The callback will be called after the DOM has been updated. For example:

<div id="example">{{ message }}</div>

var vm = new Vue({

el: '#example',

data: {

message: '123'

}

})

vm.message = 'new message' // change data

vm.$el.textContent === 'new message' // false

Vue.nextTick(function () {

vm.$el.textContent === 'new message' // true

})

There is also the vm.$nextTick() instance method, which is especially handy inside components, because it doesn’t need global Vue and its callback’s this context will be automatically bound to the current Vue instance:

Vue.component('example', {

template: '<span>{{ message }}</span>',

data: function () {

return {

message: 'not updated'

}

},

methods: {

updateMessage: function () {

this.message = 'updated'

console.log(this.$el.textContent) // => 'not updated'

this.$nextTick(function () {

console.log(this.$el.textContent) // => 'updated'

})

}

}

})

Since $nextTick() returns a promise, you can achieve the same as the above using the new [**ES2016 async/await**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/async_function) syntax:

methods: {

updateMessage: async function () {

this.message = 'updated'

console.log(this.$el.textContent) // => 'not updated'

await this.$nextTick()

console.log(this.$el.textContent) // => 'updated'

}

}

### Migrating

# Migration from Vue 1.x

## [FAQ](https://vuejs.org/v2/guide/migration.html#FAQ)

**Woah - this is a super long page! Does that mean 2.0 is completely different, I’ll have to learn the basics all over again, and migrating will be practically impossible?**

I’m glad you asked! The answer is no. About 90% of the API is the same and the core concepts haven’t changed. It’s long because we like to offer very detailed explanations and include a lot of examples. Rest assured, **this is not something you have to read from top to bottom!**

**Where should I start in a migration?**

1. Start by running the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on a current project. We’ve carefully minified and compressed a senior Vue dev into a simple command line interface. Whenever they recognize an obsolete feature, they’ll let you know, offer suggestions, and provide links to more info.
2. After that, browse through the table of contents for this page in the sidebar. If you see a topic you may be affected by, but the migration helper didn’t catch, check it out.
3. If you have any tests, run them and see what still fails. If you don’t have tests, just open the app in your browser and keep an eye out for warnings or errors as you navigate around.
4. By now, your app should be fully migrated. If you’re still hungry for more though, you can read the rest of this page - or dive in to the new and improved guide from [**the beginning**](https://vuejs.org/v2/guide/index.html). Many parts will be skimmable, since you’re already familiar with the core concepts.

**How long will it take to migrate a Vue 1.x app to 2.0?**

It depends on a few factors:

* The size of your app (small to medium-sized apps will probably be less than a day)
* How many times you get distracted and start playing with a cool new feature. 😉  Not judging, it also happened to us while building 2.0!
* Which obsolete features you’re using. Most can be upgraded with find-and-replace, but others might take a few minutes. If you’re not currently following best practices, Vue 2.0 will also try harder to force you to. This is a good thing in the long run, but could also mean a significant (though possibly overdue) refactor.

**If I upgrade to Vue 2, will I also have to upgrade Vuex and Vue Router?**

Only Vue Router 2 is compatible with Vue 2, so yes, you’ll have to follow the [**migration path for Vue Router**](https://vuejs.org/v2/guide/migration-vue-router.html) as well. Fortunately, most applications don’t have a lot of router code, so this likely won’t take more than an hour.

As for Vuex, even version 0.8 is compatible with Vue 2, so you’re not forced to upgrade. The only reason you may want to upgrade immediately is to take advantage of the new features in Vuex 2, such as modules and reduced boilerplate.

## [Templates](https://vuejs.org/v2/guide/migration.html#Templates)

### [Fragment Instances removed](https://vuejs.org/v2/guide/migration.html#Fragment-Instances-removed)

Every component must have exactly one root element. Fragment instances are no longer allowed. If you have a template like this:

<p>foo</p>

<p>bar</p>

It’s recommended to wrap the entire contents in a new element, like this:

<div>

<p>foo</p>

<p>bar</p>

</div>

#### Upgrade Path

Run your end-to-end test suite or app after upgrading and look for **console warnings** about multiple root elements in a template.

## [Lifecycle Hooks](https://vuejs.org/v2/guide/migration.html#Lifecycle-Hooks)

### [beforeCompile removed](https://vuejs.org/v2/guide/migration.html#beforeCompile-removed)

Use the created hook instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find all examples of this hook.

### [compiled replaced](https://vuejs.org/v2/guide/migration.html#compiled-replaced)

Use the new mounted hook instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find all examples of this hook.

### [attached removed](https://vuejs.org/v2/guide/migration.html#attached-removed)

Use a custom in-DOM check in other hooks. For example, to replace:

attached: function () {

doSomething()

}

You could use:

mounted: function () {

this.$nextTick(function () {

doSomething()

})

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find all examples of this hook.

### [detached removed](https://vuejs.org/v2/guide/migration.html#detached-removed)

Use a custom in-DOM check in other hooks. For example, to replace:

detached: function () {

doSomething()

}

You could use:

destroyed: function () {

this.$nextTick(function () {

doSomething()

})

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find all examples of this hook.

### [init renamed](https://vuejs.org/v2/guide/migration.html#init-renamed)

Use the new beforeCreate hook instead, which is essentially the same thing. It was renamed for consistency with other lifecycle methods.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find all examples of this hook.

### [ready replaced](https://vuejs.org/v2/guide/migration.html#ready-replaced)

Use the new mounted hook instead. It should be noted though that with mounted, there’s no guarantee to be in-document. For that, also include Vue.nextTick/vm.$nextTick. For example:

mounted: function () {

this.$nextTick(function () {

// code that assumes this.$el is in-document

})

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find all examples of this hook.

## [v-for](https://vuejs.org/v2/guide/migration.html#v-for)

### [v-for Argument Order for Arrays changed](https://vuejs.org/v2/guide/migration.html#v-for-Argument-Order-for-Arrays-changed)

When including an index, the argument order for arrays used to be (index, value). It is now (value, index) to be more consistent with JavaScript’s native array methods such as forEachand map.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the obsolete argument order. Note that if you name your index arguments something unusual like position or num, the helper will not flag them.

### [v-for Argument Order for Objects changed](https://vuejs.org/v2/guide/migration.html#v-for-Argument-Order-for-Objects-changed)

When including a property name/key, the argument order for objects used to be (name, value). It is now (value, name) to be more consistent with common object iterators such as lodash’s.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the obsolete argument order. Note that if you name your key arguments something like name or property, the helper will not flag them.

### [$index and $key removed](https://vuejs.org/v2/guide/migration.html#index-and-key-removed)

The implicitly assigned $index and $key variables have been removed in favor of explicitly defining them in v-for. This makes the code easier to read for developers less experienced with Vue and also results in much clearer behavior when dealing with nested loops.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of these removed variables. If you miss any, you should also see **console errors** such as: Uncaught ReferenceError: $index is not defined

### [track-by replaced](https://vuejs.org/v2/guide/migration.html#track-by-replaced)

track-by has been replaced with key, which works like any other attribute: without the v-bind:or : prefix, it is treated as a literal string. In most cases, you’d want to use a dynamic binding which expects a full expression instead of a key. For example, in place of:

<div v-for="item in items" track-by="id">

You would now write:

<div v-for="item in items" v-bind:key="item.id">

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of track-by.

### [v-for Range Values changed](https://vuejs.org/v2/guide/migration.html#v-for-Range-Values-changed)

Previously, v-for="number in 10" would have number starting at 0 and ending at 9. Now it starts at 1 and ends at 10.

#### Upgrade Path

Search your codebase for the regex /\w+ in \d+/. Wherever it appears in a v-for, check to see if you may be affected.

## [Props](https://vuejs.org/v2/guide/migration.html#Props)

### [coerce Prop Option removed](https://vuejs.org/v2/guide/migration.html#coerce-Prop-Option-removed)

If you want to coerce a prop, setup a local computed value based on it instead. For example, instead of:

props: {

username: {

type: String,

coerce: function (value) {

return value

.toLowerCase()

.replace(/\s+/, '-')

}

}

}

You could write:

props: {

username: String,

},

computed: {

normalizedUsername: function () {

return this.username

.toLowerCase()

.replace(/\s+/, '-')

}

}

There are a few advantages:

* You still have access to the original value of the prop.
* You are forced to be more explicit, by giving your coerced value a name that differentiates it from the value passed in the prop.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the coerce option.

### [twoWay Prop Option removed](https://vuejs.org/v2/guide/migration.html#twoWay-Prop-Option-removed)

Props are now always one-way down. To produce side effects in the parent scope, a component needs to explicitly emit an event instead of relying on implicit binding. For more information, see:

* [**Custom component events**](https://vuejs.org/v2/guide/components.html#Custom-Events)
* [**Custom input components**](https://vuejs.org/v2/guide/components.html#Form-Input-Components-using-Custom-Events) (using component events)
* [**Global state management**](https://vuejs.org/v2/guide/state-management.html)

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the twoWay option.

### [.once and .sync Modifiers on v-bind removed](https://vuejs.org/v2/guide/migration.html#once-and-sync-Modifiers-on-v-bind-removed)

Props are now always one-way down. To produce side effects in the parent scope, a component needs to explicitly emit an event instead of relying on implicit binding. For more information, see:

* [**Custom component events**](https://vuejs.org/v2/guide/components.html#Custom-Events)
* [**Custom input components**](https://vuejs.org/v2/guide/components.html#Form-Input-Components-using-Custom-Events) (using component events)
* [**Global state management**](https://vuejs.org/v2/guide/state-management.html)

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the .once and .syncmodifiers.

### [Prop Mutation deprecated](https://vuejs.org/v2/guide/migration.html#Prop-Mutation-deprecated)

Mutating a prop locally is now considered an anti-pattern, e.g. declaring a prop and then setting this.myProp = 'someOtherValue' in the component. Due to the new rendering mechanism, whenever the parent component re-renders, the child component’s local changes will be overwritten.

Most use cases of mutating a prop can be replaced by one of these options:

* a data property, with the prop used to set its default value
* a computed property

#### Upgrade Path

Run your end-to-end test suite or app after upgrading and look for **console warnings** about prop mutations.

### [Props on a Root Instance replaced](https://vuejs.org/v2/guide/migration.html#Props-on-a-Root-Instance-replaced)

On root Vue instances (i.e. instances created with new Vue({ ... })), you must use propsDatainstead of props.

#### Upgrade Path

Run your end-to-end test suite, if you have one. The **failed tests** should alert to you to the fact that props passed to root instances are no longer working.

## [Computed properties](https://vuejs.org/v2/guide/migration.html#Computed-properties)

### [cache: false deprecated](https://vuejs.org/v2/guide/migration.html#cache-false-deprecated)

Caching invalidation of computed properties will be removed in future major versions of Vue. Replace any uncached computed properties with methods, which will have the same result.

For example:

template: '<p>message: {{ timeMessage }}</p>',

computed: {

timeMessage: {

cache: false,

get: function () {

return Date.now() + this.message

}

}

}

Or with component methods:

template: '<p>message: {{ getTimeMessage() }}</p>',

methods: {

getTimeMessage: function () {

return Date.now() + this.message

}

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the cache: false option.

## [Built-In Directives](https://vuejs.org/v2/guide/migration.html#Built-In-Directives)

### [Truthiness/Falsiness with v-bind changed](https://vuejs.org/v2/guide/migration.html#Truthiness-Falsiness-with-v-bind-changed)

When used with v-bind, the only falsy values are now: null, undefined, and false. This means 0 and empty strings will render as truthy. So for example, v-bind:draggable="''" will render as draggable="true".

For enumerated attributes, in addition to the falsy values above, the string "false" will also render as attr="false".

Note that for other directives (e.g. v-if and v-show), JavaScript’s normal truthiness still applies.

#### Upgrade Path

Run your end-to-end test suite, if you have one. The **failed tests** should alert to you to any parts of your app that may be affected by this change.

### [Listening for Native Events on Components with v-on changed](https://vuejs.org/v2/guide/migration.html#Listening-for-Native-Events-on-Components-with-v-on-changed)

When used on a component, v-on now only listens to custom events $emitted by that component. To listen for a native DOM event on the root element, you can use the .native modifier. For example:

<my-component v-on:click.native="doSomething"></my-component>

#### Upgrade Path

Run your end-to-end test suite, if you have one. The **failed tests** should alert to you to any parts of your app that may be affected by this change.

### [debounce Param Attribute for v-model removed](https://vuejs.org/v2/guide/migration.html#debounce-Param-Attribute-for-v-model-removed)

Debouncing is used to limit how often we execute Ajax requests and other expensive operations. Vue’s debounce attribute parameter for v-model made this easy for very simple cases, but it actually debounced **state updates** rather than the expensive operations themselves. It’s a subtle difference, but it comes with limitations as an application grows.

These limitations become apparent when designing a search indicator, like this one for example:

![](data:image/x-wmf;base64,183GmgAAAAAAAGAAGABgAAAAAAAJVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAYAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAF8ACQAAAB0GIQDwAAEAXwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAF4AAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAXgAJAAAAHQYhAPAAAQBdABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAXAABAAIABQAAAAsCAAAAAAUAAAAMAhgAYAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBeABYABAAAACcB//8DAAAAAAA=) **✓ Done**

Using the debounce attribute, there’d be no way to detect the “Typing” state, because we lose access to the input’s real-time state. By decoupling the debounce function from Vue however, we’re able to debounce only the operation we want to limit, removing the limits on features we can develop:

<!--

By using the debounce function from lodash or another dedicated

utility library, we know the specific debounce implementation we

use will be best-in-class - and we can use it ANYWHERE. Not only

in our template.

-->

<script src="https://cdn.jsdelivr.net/lodash/4.13.1/lodash.js"></script>

<div id="debounce-search-demo">

<input v-model="searchQuery" placeholder="Type something">

<strong>{{ searchIndicator }}</strong>

</div>

new Vue({

el: '#debounce-search-demo',

data: {

searchQuery: '',

searchQueryIsDirty: false,

isCalculating: false

},

computed: {

searchIndicator: function () {

if (this.isCalculating) {

return '⟳ Fetching new results'

} else if (this.searchQueryIsDirty) {

return '... Typing'

} else {

return '✓ Done'

}

}

},

watch: {

searchQuery: function () {

this.searchQueryIsDirty = true

this.expensiveOperation()

}

},

methods: {

// This is where the debounce actually belongs.

expensiveOperation: \_.debounce(function () {

this.isCalculating = true

setTimeout(function () {

this.isCalculating = false

this.searchQueryIsDirty = false

}.bind(this), 1000)

}, 500)

}

})

Another advantage of this approach is there will be times when debouncing isn’t quite the right wrapper function. For example, when hitting an API for search suggestions, waiting to offer suggestions until after the user has stopped typing for a period of time isn’t an ideal experience. What you probably want instead is a **throttling** function. Now since you’re already using a utility library like lodash, refactoring to use its throttle function instead takes only a few seconds.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the debounce attribute.

### [lazy or number Param Attributes for v-model replaced](https://vuejs.org/v2/guide/migration.html#lazy-or-number-Param-Attributes-for-v-model-replaced)

The lazy and number param attributes are now modifiers, to make it more clear what That means instead of:

<input v-model="name" lazy>

<input v-model="age" type="number" number>

You would use:

<input v-model.lazy="name">

<input v-model.number="age" type="number">

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the these param attributes.

### [value Attribute with v-model removed](https://vuejs.org/v2/guide/migration.html#value-Attribute-with-v-model-removed)

v-model no longer cares about the initial value of an inline value attribute. For predictability, it will instead always treat the Vue instance data as the source of truth.

That means this element:

<input v-model="text" value="foo">

backed by this data:

data: {

text: 'bar'

}

will render with a value of “bar” instead of “foo”. The same goes for a <textarea> with existing content. Instead of:

<textarea v-model="text">

hello world

</textarea>

You should ensure your initial value for text is “hello world”.

#### Upgrade Path

Run your end-to-end test suite or app after upgrading and look for **console warnings** about inline value attributes with v-model.

### [v-model with v-for Iterated Primitive Values removed](https://vuejs.org/v2/guide/migration.html#v-model-with-v-for-Iterated-Primitive-Values-removed)

Cases like this no longer work:

<input v-for="str in strings" v-model="str">

The reason is this is the equivalent JavaScript that the <input> would compile to:

strings.map(function (str) {

return createElement('input', ...)

})

As you can see, v-model‘s two-way binding doesn’t make sense here. Setting str to another value in the iterator function will do nothing because it’s only a local variable in the function scope.

Instead, you should use an array of **objects** so that v-model can update the field on the object. For example:

<input v-for="obj in objects" v-model="obj.str">

#### Upgrade Path

Run your test suite, if you have one. The **failed tests** should alert to you to any parts of your app that may be affected by this change.

### [v-bind:style with Object Syntax and !important removed](https://vuejs.org/v2/guide/migration.html#v-bind-style-with-Object-Syntax-and-important-removed)

This will no longer work:

<p v-bind:style="{ color: myColor + ' !important' }">hello</p>

If you really need to override another !important, you must use the string syntax:

<p v-bind:style="'color: ' + myColor + ' !important'">hello</p>

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of style bindings with !important in objects.

### [v-el and v-ref replaced](https://vuejs.org/v2/guide/migration.html#v-el-and-v-ref-replaced)

For simplicity, v-el and v-ref have been merged into the ref attribute, accessible on a component instance via $refs. That means v-el:my-element would become ref="myElement"and v-ref:my-component would become ref="myComponent". When used on a normal element, the ref will be the DOM element, and when used on a component, the ref will be the component instance.

Since v-ref is no longer a directive, but a special attribute, it can also be dynamically defined. This is especially useful in combination with v-for. For example:

<p v-for="item in items" v-bind:ref="'item' + item.id"></p>

Previously, v-el/v-ref combined with v-for would produce an array of elements/components, because there was no way to give each item a unique name. You can still achieve this behavior by giving each item the same ref:

<p v-for="item in items" ref="items"></p>

Unlike in 1.x, these $refs are not reactive, because they’re registered/updated during the render process itself. Making them reactive would require duplicate renders for every change.

On the other hand, $refs are designed primarily for programmatic access in JavaScript - it is not recommended to rely on them in templates, because that would mean referring to state that does not belong to the instance itself. This would violate Vue’s data-driven view model.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of v-el and v-ref.

### [v-else with v-show removed](https://vuejs.org/v2/guide/migration.html#v-else-with-v-show-removed)

v-else no longer works with v-show. Use v-if with a negation expression instead. For example, instead of:

<p v-if="foo">Foo</p>

<p v-else v-show="bar">Not foo, but bar</p>

You can use:

<p v-if="foo">Foo</p>

<p v-if="!foo && bar">Not foo, but bar</p>

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the v-else with v-show.

## [Custom Directives simplified](https://vuejs.org/v2/guide/migration.html#Custom-Directives-simplified)

Directives have a greatly reduced scope of responsibility: they are now only used for applying low-level direct DOM manipulations. In most cases, you should prefer using components as the main code-reuse abstraction.

Some of the most notable differences include:

* Directives no longer have instances. This means there’s no more this inside directive hooks. Instead, they receive everything they might need as arguments. If you really must persist state across hooks, you can do so on el.
* Options such as acceptStatement, deep, priority, etc have all been removed. To replace twoWay directives, see [**this example**](https://vuejs.org/v2/guide/migration.html#Two-Way-Filters-replaced).
* Some of the current hooks have different behavior and there are also a couple new hooks.

Fortunately, since the new directives are much simpler, you can master them more easily. Read the new [**Custom Directives guide**](https://vuejs.org/v2/guide/custom-directive.html) to learn more.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of defined directives. The helper will flag all of them, as it's likely in most cases that you'll want to refactor to a component.

### [Directive .literal Modifier removed](https://vuejs.org/v2/guide/migration.html#Directive-literal-Modifier-removed)

The .literal modifier has been removed, as the same can be easily achieved by providing a string literal as the value.

For example, you can update:

<p v-my-directive.literal="foo bar baz"></p>

to:

<p v-my-directive="'foo bar baz'"></p>

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the `.literal` modifier on a directive.

## [Transitions](https://vuejs.org/v2/guide/migration.html#Transitions)

### [transition Attribute replaced](https://vuejs.org/v2/guide/migration.html#transition-Attribute-replaced)

Vue’s transition system has changed quite drastically and now uses <transition> and <transition-group> wrapper elements, rather than the transition attribute. It’s recommended to read the new [**Transitions guide**](https://vuejs.org/v2/guide/transitions.html) to learn more.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the transition attribute.

### [Vue.transition for Reusable Transitions replaced](https://vuejs.org/v2/guide/migration.html#Vue-transition-for-Reusable-Transitions-replaced)

With the new transition system, you can now [**use components for reusable transitions**](https://vuejs.org/v2/guide/transitions.html#Reusable-Transitions).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of Vue.transition.

### [Transition stagger Attribute removed](https://vuejs.org/v2/guide/migration.html#Transition-stagger-Attribute-removed)

If you need to stagger list transitions, you can control timing by setting and accessing a data-index(or similar attribute) on an element. See [**an example here**](https://vuejs.org/v2/guide/transitions.html#Staggering-List-Transitions).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the transition attribute. During your update, you can transition (pun very much intended) to the new staggering strategy as well.

## [Events](https://vuejs.org/v2/guide/migration.html#Events)

### [events option removed](https://vuejs.org/v2/guide/migration.html#events-option-removed)

The events option has been removed. Event handlers should now be registered in the createdhook instead. Check out the [**$dispatch and $broadcast migration guide**](https://vuejs.org/v2/guide/migration.html#dispatch-and-broadcast-replaced) for a detailed example.

### [Vue.directive('on').keyCodes replaced](https://vuejs.org/v2/guide/migration.html#Vue-directive-39-on-39-keyCodes-replaced)

The new, more concise way to configure keyCodes is through Vue.config.keyCodes. For example:

// enable v-on:keyup.f1

Vue.config.keyCodes.f1 = 112

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the the old keyCodeconfiguration syntax.

### [$dispatch and $broadcast replaced](https://vuejs.org/v2/guide/migration.html#dispatch-and-broadcast-replaced)

$dispatch and $broadcast have been removed in favor of more explicitly cross-component communication and more maintainable state management solutions, such as [**Vuex**](https://github.com/vuejs/vuex).

The problem is event flows that depend on a component’s tree structure can be hard to reason about and are very brittle when the tree becomes large. They don’t scale well and only set you up for pain later. $dispatch and $broadcast also do not solve communication between sibling components.

One of the most common uses for these methods is to communicate between a parent and its direct children. In these cases, you can actually [**listen to an $emit from a child with v-on**](https://vuejs.org/v2/guide/components.html#Form-Input-Components-using-Custom-Events). This allows you to keep the convenience of events with added explicitness.

However, when communicating between distant descendants/ancestors, $emit won’t help you. Instead, the simplest possible upgrade would be to use a centralized event hub. This has the added benefit of allowing you to communicate between components no matter where they are in the component tree - even between siblings! Because Vue instances implement an event emitter interface, you can actually use an empty Vue instance for this purpose.

For example, let’s say we have a todo app structured like this:

Todos

├─ NewTodoInput

└─ Todo

└─ DeleteTodoButton

We could manage communication between components with this single event hub:

// This is the event hub we'll use in every

// component to communicate between them.

var eventHub = new Vue()

Then in our components, we can use $emit, $on, $off to emit events, listen for events, and clean up event listeners, respectively:

// NewTodoInput

// ...

methods: {

addTodo: function () {

eventHub.$emit('add-todo', { text: this.newTodoText })

this.newTodoText = ''

}

}

// DeleteTodoButton

// ...

methods: {

deleteTodo: function (id) {

eventHub.$emit('delete-todo', id)

}

}

// Todos

// ...

created: function () {

eventHub.$on('add-todo', this.addTodo)

eventHub.$on('delete-todo', this.deleteTodo)

},

// It's good to clean up event listeners before

// a component is destroyed.

beforeDestroy: function () {

eventHub.$off('add-todo', this.addTodo)

eventHub.$off('delete-todo', this.deleteTodo)

},

methods: {

addTodo: function (newTodo) {

this.todos.push(newTodo)

},

deleteTodo: function (todoId) {

this.todos = this.todos.filter(function (todo) {

return todo.id !== todoId

})

}

}

This pattern can serve as a replacement for $dispatch and $broadcast in simple scenarios, but for more complex cases, it’s recommended to use a dedicated state management layer such as [**Vuex**](https://github.com/vuejs/vuex).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of $dispatch and $broadcast.

## [Filters](https://vuejs.org/v2/guide/migration.html#Filters)

### [Filters Outside Text Interpolations removed](https://vuejs.org/v2/guide/migration.html#Filters-Outside-Text-Interpolations-removed)

Filters can now only be used inside text interpolations ({{ }} tags). In the past we’ve found using filters within directives such as v-model, v-on, etc led to more complexity than convenience. For list filtering on v-for, it’s also better to move that logic into JavaScript as computed properties, so that it can be reused throughout your component.

In general, whenever something can be achieved in plain JavaScript, we want to avoid introducing a special syntax like filters to take care of the same concern. Here’s how you can replace Vue’s built-in directive filters:

#### Replacing the debounce Filter

Instead of:

<input v-on:keyup="doStuff | debounce 500">

methods: {

doStuff: function () {

// ...

}

}

Use [**lodash’s debounce**](https://lodash.com/docs/4.15.0#debounce) (or possibly [**throttle**](https://lodash.com/docs/4.15.0#throttle)) to directly limit calling the expensive method. You can achieve the same as above like this:

<input v-on:keyup="doStuff">

methods: {

doStuff: \_.debounce(function () {

// ...

}, 500)

}

For more on the advantages of this strategy, see [**the example here with v-model**](https://vuejs.org/v2/guide/migration.html#debounce-Param-Attribute-for-v-model-removed).

#### Replacing the limitBy Filter

Instead of:

<p v-for="item in items | limitBy 10">{{ item }}</p>

Use JavaScript’s built-in [**.slice method**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/slice#Examples) in a computed property:

<p v-for="item in filteredItems">{{ item }}</p>

computed: {

filteredItems: function () {

return this.items.slice(0, 10)

}

}

#### Replacing the filterBy Filter

Instead of:

<p v-for="user in users | filterBy searchQuery in 'name'">{{ user.name }}</p>

Use JavaScript’s built-in [**.filter method**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/filter#Examples) in a computed property:

<p v-for="user in filteredUsers">{{ user.name }}</p>

computed: {

filteredUsers: function () {

var self = this

return self.users.filter(function (user) {

return user.name.indexOf(self.searchQuery) !== -1

})

}

}

JavaScript’s native .filter can also manage much more complex filtering operations, because you have access to the full power of JavaScript within computed properties. For example, if you wanted to find all active users and case-insensitively match against both their name and email:

var self = this

self.users.filter(function (user) {

var searchRegex = new RegExp(self.searchQuery, 'i')

return user.isActive && (

searchRegex.test(user.name) ||

searchRegex.test(user.email)

)

})

#### Replacing the orderBy Filter

Instead of:

<p v-for="user in users | orderBy 'name'">{{ user.name }}</p>

Use [**lodash’s orderBy**](https://lodash.com/docs/4.15.0#orderBy) (or possibly [**sortBy**](https://lodash.com/docs/4.15.0#sortBy)) in a computed property:

<p v-for="user in orderedUsers">{{ user.name }}</p>

computed: {

orderedUsers: function () {

return \_.orderBy(this.users, 'name')

}

}

You can even order by multiple columns:

\_.orderBy(this.users, ['name', 'last\_login'], ['asc', 'desc'])

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of filters being used inside directives. If you miss any, you should also see **console errors**.

### [Filter Argument Syntax changed](https://vuejs.org/v2/guide/migration.html#Filter-Argument-Syntax-changed)

Filters’ syntax for arguments now better aligns with JavaScript function invocation. So instead of taking space-delimited arguments:

<p>{{ date | formatDate 'YY-MM-DD' timeZone }}</p>

We surround the arguments with parentheses and delimit the arguments with commas:

<p>{{ date | formatDate('YY-MM-DD', timeZone) }}</p>

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the old filter syntax. If you miss any, you should also see **console errors**.

### [Built-In Text Filters removed](https://vuejs.org/v2/guide/migration.html#Built-In-Text-Filters-removed)

Although filters within text interpolations are still allowed, all of the filters have been removed. Instead, it’s recommended to use more specialized libraries for solving problems in each domain (e.g. [**date-fns**](https://date-fns.org/) to format dates and [**accounting**](http://openexchangerates.github.io/accounting.js/) for currencies).

For each of Vue’s built-in text filters, we go through how you can replace them below. The example code could exist in custom helper functions, methods, or computed properties.

#### Replacing the json Filter

You actually don’t need to for debugging anymore, as Vue will nicely format output for you automatically, whether it’s a string, number, array, or plain object. If you want the exact same functionality as JavaScript’s JSON.stringify though, then you can use that in a method or computed property.

#### Replacing the capitalize Filter

text[0].toUpperCase() + text.slice(1)

#### Replacing the uppercase Filter

text.toUpperCase()

#### Replacing the lowercase Filter

text.toLowerCase()

#### Replacing the pluralize Filter

The [**pluralize**](https://www.npmjs.com/package/pluralize) package on NPM serves this purpose nicely, but if you only want to pluralize a specific word or want to have special output for cases like 0, then you can also easily define your own pluralize functions. For example:

function pluralizeKnife (count) {

if (count === 0) {

return 'no knives'

} else if (count === 1) {

return '1 knife'

} else {

return count + 'knives'

}

}

#### Replacing the currency Filter

For a very naive implementation, you could do something like this:

'$' + price.toFixed(2)

In many cases though, you’ll still run into strange behavior (e.g. 0.035.toFixed(2) rounds up to 0.04, but 0.045 rounds down to 0.04). To work around these issues, you can use the [**accounting**](http://openexchangerates.github.io/accounting.js/) library to more reliably format currencies.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the obsolete text filters. If you miss any, you should also see **console errors**.

### [Two-Way Filters replaced](https://vuejs.org/v2/guide/migration.html#Two-Way-Filters-replaced)

Some users have enjoyed using two-way filters with v-model to create interesting inputs with very little code. While seemingly simple however, two-way filters can also hide a great deal of complexity - and even encourage poor UX by delaying state updates. Instead, components wrapping an input are recommended as a more explicit and feature-rich way of creating custom inputs.

As an example, we’ll now walk the migration of a two-way currency filter:

It mostly works well, but the delayed state updates can cause strange behavior. For example, click on the Result tab and try entering 9.999 into one of those inputs. When the input loses focus, its value will update to $10.00. When looking at the calculated total however, you’ll see that 9.999 is what’s stored in our data. The version of reality that the user sees is out of sync!

To start transitioning towards a more robust solution using Vue 2.0, let’s first wrap this filter in a new <currency-input> component:

This allows us add behavior that a filter alone couldn’t encapsulate, such as selecting the content of an input on focus. Now the next step will be to extract the business logic from the filter. Below, we pull everything out into an external [**currencyValidator object**](https://gist.github.com/chrisvfritz/5f0a639590d6e648933416f90ba7ae4e):

This increased modularity not only makes it easier to migrate to Vue 2, but also allows currency parsing and formatting to be:

* unit tested in isolation from your Vue code
* used by other parts of your application, such as to validate the payload to an API endpoint

Having this validator extracted out, we’ve also more comfortably built it up into a more robust solution. The state quirks have been eliminated and it’s actually impossible for users to enter anything wrong, similar to what the browser’s native number input tries to do.

We’re still limited however, by filters and by Vue 1.0 in general, so let’s complete the upgrade to Vue 2.0:

You may notice that:

* Every aspect of our input is more explicit, using lifecycle hooks and DOM events in place of the hidden behavior of two-way filters.
* We can now use v-model directly on our custom inputs, which is not only more consistent with normal inputs, but also means our component is Vuex-friendly.
* Since we’re no longer using filter options that require a value to be returned, our currency work could actually be done asynchronously. That means if we had a lot of apps that had to work with currencies, we could easily refactor this logic into a shared microservice.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of filters used in directives like v-model. If you miss any, you should also see **console errors**.

## [Slots](https://vuejs.org/v2/guide/migration.html#Slots)

### [Duplicate Slots removed](https://vuejs.org/v2/guide/migration.html#Duplicate-Slots-removed)

It is no longer supported to have <slot>s with the same name in the same template. When a slot is rendered it is “used up” and cannot be rendered elsewhere in the same render tree. If you must render the same content in multiple places, pass that content as a prop.

#### Upgrade Path

Run your end-to-end test suite or app after upgrading and look for **console warnings** about duplicate slots v-model.

### [slot Attribute Styling removed](https://vuejs.org/v2/guide/migration.html#slot-Attribute-Styling-removed)

Content inserted via named <slot> no longer preserves the slot attribute. Use a wrapper element to style them, or for advanced use cases, modify the inserted content programmatically using [**render functions**](https://vuejs.org/v2/guide/render-function.html).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find CSS selectors targeting named slots (e.g. [slot="my-slot-name"]).

## [Special Attributes](https://vuejs.org/v2/guide/migration.html#Special-Attributes)

### [keep-alive Attribute replaced](https://vuejs.org/v2/guide/migration.html#keep-alive-Attribute-replaced)

keep-alive is no longer a special attribute, but rather a wrapper component, similar to <transition>. For example:

<keep-alive>

<component v-bind:is="view"></component>

</keep-alive>

This makes it possible to use <keep-alive> on multiple conditional children:

<keep-alive>

<todo-list v-if="todos.length > 0"></todo-list>

<no-todos-gif v-else></no-todos-gif>

</keep-alive>

When <keep-alive> has multiple children, they should eventually evaluate to a single child. Any child other than the first one will be ignored.

When used together with <transition>, make sure to nest it inside:

<transition>

<keep-alive>

<component v-bind:is="view"></component>

</keep-alive>

</transition>

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find keep-alive attributes.

## [Interpolation](https://vuejs.org/v2/guide/migration.html#Interpolation)

### [Interpolation within Attributes removed](https://vuejs.org/v2/guide/migration.html#Interpolation-within-Attributes-removed)

Interpolation within attributes is no longer valid. For example:

<button class="btn btn-{{ size }}"></button>

Should either be updated to use an inline expression:

<button v-bind:class="'btn btn-' + size"></button>

Or a data/computed property:

<button v-bind:class="buttonClasses"></button>

computed: {

buttonClasses: function () {

return 'btn btn-' + size

}

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of interpolation used within attributes.

### [HTML Interpolation removed](https://vuejs.org/v2/guide/migration.html#HTML-Interpolation-removed)

HTML interpolations ({{{ foo }}}) have been removed in favor of the [**v-html directive**](https://vuejs.org/v2/api/#v-html).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find HTML interpolations.

### [One-Time Bindings replaced](https://vuejs.org/v2/guide/migration.html#One-Time-Bindings-replaced)

One time bindings ({{\* foo }}) have been replaced by the new [**v-once directive**](https://vuejs.org/v2/api/#v-once).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find one-time bindings.

## [Reactivity](https://vuejs.org/v2/guide/migration.html#Reactivity)

### [vm.$watch changed](https://vuejs.org/v2/guide/migration.html#vm-watch-changed)

Watchers created via vm.$watch are now fired before the associated component rerenders. This gives you the chance to further update state before the component rerender, thus avoiding unnecessary updates. For example, you can watch a component prop and update the component’s own data when the prop changes.

If you were previously relying on vm.$watch to do something with the DOM after a component updates, you can instead do so in the updated lifecycle hook.

#### Upgrade Path

Run your end-to-end test suite, if you have one. The **failed tests** should alert to you to the fact that a watcher was relying on the old behavior.

### [vm.$set changed](https://vuejs.org/v2/guide/migration.html#vm-set-changed)

vm.$set is now an alias for [**Vue.set**](https://vuejs.org/v2/api/#Vue-set).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the obsolete usage.

### [vm.$delete changed](https://vuejs.org/v2/guide/migration.html#vm-delete-changed)

vm.$delete is now an alias for [**Vue.delete**](https://vuejs.org/v2/api/#Vue-delete).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the obsolete usage.

### [Array.prototype.$set removed](https://vuejs.org/v2/guide/migration.html#Array-prototype-set-removed)

Use Vue.set instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of .$set on an array. If you miss any, you should see **console errors** from the missing method.

### [Array.prototype.$remove removed](https://vuejs.org/v2/guide/migration.html#Array-prototype-remove-removed)

Use Array.prototype.splice instead. For example:

methods: {

removeTodo: function (todo) {

var index = this.todos.indexOf(todo)

this.todos.splice(index, 1)

}

}

Or better yet, pass removal methods an index:

methods: {

removeTodo: function (index) {

this.todos.splice(index, 1)

}

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of .$remove on an array. If you miss any, you should see **console errors** from the missing method.

### [Vue.set and Vue.delete on Vue instances removed](https://vuejs.org/v2/guide/migration.html#Vue-set-and-Vue-delete-on-Vue-instances-removed)

Vue.set and Vue.delete can no longer work on Vue instances. It is now mandatory to properly declare all top-level reactive properties in the data option. If you’d like to delete properties on a Vue instance or its $data, set it to null.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of Vue.set or Vue.deleteon a Vue instance. If you miss any, they'll trigger **console warnings**.

### [Replacing vm.$data removed](https://vuejs.org/v2/guide/migration.html#Replacing-vm-data-removed)

It is now prohibited to replace a component instance’s root $data. This prevents some edge cases in the reactivity system and makes the component state more predictable (especially with type-checking systems).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of overwriting vm.$data. If you miss any, **console warnings** will be emitted.

### [vm.$get removed](https://vuejs.org/v2/guide/migration.html#vm-get-removed)

Instead, retrieve reactive data directly.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of vm.$get. If you miss any, you'll see **console errors**.

## [DOM-Focused Instance Methods](https://vuejs.org/v2/guide/migration.html#DOM-Focused-Instance-Methods)

### [vm.$appendTo removed](https://vuejs.org/v2/guide/migration.html#vm-appendTo-removed)

Use the native DOM API:

myElement.appendChild(vm.$el)

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of vm.$appendTo. If you miss any, you'll see **console errors**.

### [vm.$before removed](https://vuejs.org/v2/guide/migration.html#vm-before-removed)

Use the native DOM API:

myElement.parentNode.insertBefore(vm.$el, myElement)

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of vm.$before. If you miss any, you'll see **console errors**.

### [vm.$after removed](https://vuejs.org/v2/guide/migration.html#vm-after-removed)

Use the native DOM API:

myElement.parentNode.insertBefore(vm.$el, myElement.nextSibling)

Or if myElement is the last child:

myElement.parentNode.appendChild(vm.$el)

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of vm.$after. If you miss any, you'll see **console errors**.

### [vm.$remove removed](https://vuejs.org/v2/guide/migration.html#vm-remove-removed)

Use the native DOM API:

vm.$el.remove()

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of vm.$remove. If you miss any, you'll see **console errors**.

## [Meta Instance Methods](https://vuejs.org/v2/guide/migration.html#Meta-Instance-Methods)

### [vm.$eval removed](https://vuejs.org/v2/guide/migration.html#vm-eval-removed)

No real use. If you do happen to rely on this feature somehow and aren’t sure how to work around it, post on [**the forum**](https://forum.vuejs.org/) for ideas.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of vm.$eval. If you miss any, you'll see **console errors**.

### [vm.$interpolate removed](https://vuejs.org/v2/guide/migration.html#vm-interpolate-removed)

No real use. If you do happen to rely on this feature somehow and aren’t sure how to work around it, post on [**the forum**](https://forum.vuejs.org/) for ideas.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of vm.$interpolate. If you miss any, you'll see **console errors**.

### [vm.$log removed](https://vuejs.org/v2/guide/migration.html#vm-log-removed)

Use the [**Vue Devtools**](https://github.com/vuejs/vue-devtools) for the optimal debugging experience.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of vm.$log. If you miss any, you'll see **console errors**.

## [Instance DOM Options](https://vuejs.org/v2/guide/migration.html#Instance-DOM-Options)

### [replace: false removed](https://vuejs.org/v2/guide/migration.html#replace-false-removed)

Components now always replace the element they’re bound to. To simulate the behavior of replace: false, you can wrap your root component with an element similar to the one you’re replacing. For example:

new Vue({

el: '#app',

template: '<div id="app"> ... </div>'

})

Or with a render function:

new Vue({

el: '#app',

render: function (h) {

h('div', {

attrs: {

id: 'app',

}

}, /\* ... \*/)

}

})

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of replace: false.

## [Global Config](https://vuejs.org/v2/guide/migration.html#Global-Config)

### [Vue.config.debug removed](https://vuejs.org/v2/guide/migration.html#Vue-config-debug-removed)

No longer necessary, since warnings come with stack traces by default now.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of Vue.config.debug.

### [Vue.config.async removed](https://vuejs.org/v2/guide/migration.html#Vue-config-async-removed)

Async is now required for rendering performance.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of Vue.config.async.

### [Vue.config.delimiters replaced](https://vuejs.org/v2/guide/migration.html#Vue-config-delimiters-replaced)

This has been reworked as a [**component-level option**](https://vuejs.org/v2/api/#delimiters). This allows you to use alternative delimiters within your app without breaking 3rd-party components.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of Vue.config.delimiters.

### [Vue.config.unsafeDelimiters removed](https://vuejs.org/v2/guide/migration.html#Vue-config-unsafeDelimiters-removed)

HTML interpolation has been [**removed in favor of v-html**](https://vuejs.org/v2/guide/migration.html#HTML-Interpolation-removed).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of Vue.config.unsafeDelimiters. After this, the helper will also find instances of HTML interpolation so that you can replace them with `v-html`.

## [Global API](https://vuejs.org/v2/guide/migration.html#Global-API)

### [Vue.extend with el removed](https://vuejs.org/v2/guide/migration.html#Vue-extend-with-el-removed)

The el option can no longer be used in Vue.extend. It’s only valid as an instance creation option.

#### Upgrade Path

Run your end-to-end test suite or app after upgrading and look for **console warnings** about the el option with Vue.extend.

### [Vue.elementDirective removed](https://vuejs.org/v2/guide/migration.html#Vue-elementDirective-removed)

Use components instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of Vue.elementDirective.

### [Vue.partial removed](https://vuejs.org/v2/guide/migration.html#Vue-partial-removed)

Partials have been removed in favor of more explicit data flow between components, using props. Unless you’re using a partial in a performance-critical area, the recommendation is to use a [**normal component**](https://vuejs.org/v2/guide/components.html) instead. If you were dynamically binding the name of a partial, you can use a [**dynamic component**](https://vuejs.org/v2/guide/components.html#Dynamic-Components).

If you happen to be using partials in a performance-critical part of your app, then you should upgrade to [**functional components**](https://vuejs.org/v2/guide/render-function.html#Functional-Components). They must be in a plain JS/JSX file (rather than in a .vue file) and are stateless and instanceless, like partials. This makes rendering extremely fast.

A benefit of functional components over partials is that they can be much more dynamic, because they grant you access to the full power of JavaScript. There is a cost to this power however. If you’ve never used a component framework with render functions before, they may take a bit longer to learn.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of Vue.partial.

# Migration from Vue Router 0.7.x

**Only Vue Router 2 is compatible with Vue 2, so if you’re updating Vue, you’ll have to update Vue Router as well. That’s why we’ve included details on the migration path here in the main docs. For a complete guide on using the new Vue Router, see the**[**Vue Router docs**](https://router.vuejs.org/en/)**.**

## [Router Initialization](https://vuejs.org/v2/guide/migration-vue-router.html#Router-Initialization)

### [router.start replaced](https://vuejs.org/v2/guide/migration-vue-router.html#router-start-replaced)

There is no longer a special API to initialize an app with Vue Router. That means instead of:

router.start({

template: '<router-view></router-view>'

}, '#app')

You pass a router property to a Vue instance:

new Vue({

el: '#app',

router: router,

template: '<router-view></router-view>'

})

Or, if you’re using the runtime-only build of Vue:

new Vue({

el: '#app',

router: router,

render: h => h('router-view')

})

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of router.start being called.

## [Route Definitions](https://vuejs.org/v2/guide/migration-vue-router.html#Route-Definitions)

### [router.map replaced](https://vuejs.org/v2/guide/migration-vue-router.html#router-map-replaced)

Routes are now defined as an array on a [**routes option**](https://router.vuejs.org/en/essentials/getting-started.html#javascript) at router instantiation. So these routes for example:

router.map({

'/foo': {

component: Foo

},

'/bar': {

component: Bar

}

})

Will instead be defined with:

var router = new VueRouter({

routes: [

{ path: '/foo', component: Foo },

{ path: '/bar', component: Bar }

]

})

The array syntax allows more predictable route matching, since iterating over an object is not guaranteed to use the same property order across browsers.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of router.map being called.

### [router.on removed](https://vuejs.org/v2/guide/migration-vue-router.html#router-on-removed)

If you need to programmatically generate routes when starting up your app, you can do so by dynamically pushing definitions to a routes array. For example:

// Normal base routes

var routes = [

// ...

]

// Dynamically generated routes

marketingPages.forEach(function (page) {

routes.push({

path: '/marketing/' + page.slug

component: {

extends: MarketingComponent

data: function () {

return { page: page }

}

}

})

})

var router = new Router({

routes: routes

})

If you need to add new routes after the router has been instantiated, you can replace the router’s matcher with a new one that includes the route you’d like to add:

router.match = createMatcher(

[{

path: '/my/new/path',

component: MyComponent

}].concat(router.options.routes)

)

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of router.on being called.

### [router.beforeEach changed](https://vuejs.org/v2/guide/migration-vue-router.html#router-beforeEach-changed)

router.beforeEach now works asynchronously and takes a next function as its third argument.

router.beforeEach(function (transition) {

if (transition.to.path === '/forbidden') {

transition.abort()

} else {

transition.next()

}

})

router.beforeEach(function (to, from, next) {

if (to.path === '/forbidden') {

next(false)

} else {

next()

}

})

### [subRoutes renamed](https://vuejs.org/v2/guide/migration-vue-router.html#subRoutes-renamed)

[**Renamed to children**](https://router.vuejs.org/en/essentials/nested-routes.html) for consistency within Vue and with other routing libraries.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the subRoutes option.

### [router.redirect replaced](https://vuejs.org/v2/guide/migration-vue-router.html#router-redirect-replaced)

This is now an [**option on route definitions**](https://router.vuejs.org/en/essentials/redirect-and-alias.html). So for example, you will update:

router.redirect({

'/tos': '/terms-of-service'

})

to a definition like below in your routes configuration:

{

path: '/tos',

redirect: '/terms-of-service'

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of router.redirect being called.

### [router.alias replaced](https://vuejs.org/v2/guide/migration-vue-router.html#router-alias-replaced)

This is now an [**option on the definition for the route**](https://router.vuejs.org/en/essentials/redirect-and-alias.html) you’d like to alias to. So for example, you will update:

router.alias({

'/manage': '/admin'

})

to a definition like below in your routes configuration:

{

path: '/admin',

component: AdminPanel,

alias: '/manage'

}

If you need multiple aliases, you can also use an array syntax:

alias: ['/manage', '/administer', '/administrate']

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of router.alias being called.

### [Arbitrary Route Properties replaced](https://vuejs.org/v2/guide/migration-vue-router.html#Arbitrary-Route-Properties-replaced)

Arbitrary route properties must now be scoped under the new meta property, to avoid conflicts with future features. So for example, if you had defined:

'/admin': {

component: AdminPanel,

requiresAuth: true

}

Then you would now update it to:

{

path: '/admin',

component: AdminPanel,

meta: {

requiresAuth: true

}

}

Then when later accessing this property on a route, you will still go through meta. For example:

if (route.meta.requiresAuth) {

// ...

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of arbitrary route properties not scoped under meta.

### [[] Syntax for Arrays in Queries removed](https://vuejs.org/v2/guide/migration-vue-router.html#Syntax-for-Arrays-in-Queries-removed)

When passing arrays to query parameters the QueryString syntax is no longer /foo?users[]=Tom&users[]=Jerry, instead, the new syntax is /foo?users=Tom&users=Jerry. Internally, $route.query.users will still be an Array, but if there’s only one parameter in the query: /foo?users=Tom, when directly accessing this route, there’s no way for the router to know if we were expecting users to be an Array. Because of this, consider adding a computed property and replacing every reference of $route.query.users with it:

export default {

// ...

computed: {

// users will always be an array

users () {

const users = this.$route.query.users

return Array.isArray(users) ? users : [users]

}

}

}

## [Route Matching](https://vuejs.org/v2/guide/migration-vue-router.html#Route-Matching)

Route matching now uses [**path-to-regexp**](https://github.com/pillarjs/path-to-regexp) under the hood, making it much more flexible than previously.

### [One or More Named Parameters changed](https://vuejs.org/v2/guide/migration-vue-router.html#One-or-More-Named-Parameters-changed)

The syntax has changed slightly, so /category/\*tags for example, should be updated to /category/:tags+.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the obsolete route syntax.

## [Links](https://vuejs.org/v2/guide/migration-vue-router.html#Links)

### [v-link replaced](https://vuejs.org/v2/guide/migration-vue-router.html#v-link-replaced)

The v-link directive has been replaced with a new [**<router-link> component**](https://router.vuejs.org/en/api/router-link.html), as this sort of job is now solely the responsibility of components in Vue 2. That means whenever wherever you have a link like this:

<a v-link="'/about'">About</a>

You’ll need to update it like this:

<router-link to="/about">About</router-link>

Note that target="\_blank" is not supported on <router-link>, so if you need to open a link in a new tab, you have to use <a> instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the v-link directive.

### [v-link-active replaced](https://vuejs.org/v2/guide/migration-vue-router.html#v-link-active-replaced)

The v-link-active directive has also been replaced by the tag attribute on [**the <router-link>component**](https://router.vuejs.org/en/api/router-link.html). So for example, you’ll update this:

<li v-link-active>

<a v-link="'/about'">About</a>

</li>

to this:

<router-link tag="li" to="/about">

<a>About</a>

</router-link>

The <a> will be the actual link (and will get the correct href), but the active class will be applied to the outer <li>.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the v-link-activedirective.

## [Programmatic Navigation](https://vuejs.org/v2/guide/migration-vue-router.html#Programmatic-Navigation)

### [router.go changed](https://vuejs.org/v2/guide/migration-vue-router.html#router-go-changed)

For consistency with the [**HTML5 History API**](https://developer.mozilla.org/en-US/docs/Web/API/History_API), router.go is now only used for [**back/forward navigation**](https://router.vuejs.org/en/essentials/navigation.html#routergon), while [**router.push**](https://router.vuejs.org/en/essentials/navigation.html#routerpushlocation) is used to navigate to a specific page.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of router.go being used where router.push should be used instead.

## [Router Options: Modes](https://vuejs.org/v2/guide/migration-vue-router.html#Router-Options-Modes)

### [hashbang: false removed](https://vuejs.org/v2/guide/migration-vue-router.html#hashbang-false-removed)

Hashbangs are no longer required for Google to crawl a URL, so they are no longer the default (or even an option) for the hash strategy.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the hashbang: falseoption.

### [history: true replaced](https://vuejs.org/v2/guide/migration-vue-router.html#history-true-replaced)

All routing mode options have been condensed into a single [**mode option**](https://router.vuejs.org/en/api/options.html#mode). Update:

var router = new VueRouter({

history: 'true'

})

to:

var router = new VueRouter({

mode: 'history'

})

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the history: true option.

### [abstract: true replaced](https://vuejs.org/v2/guide/migration-vue-router.html#abstract-true-replaced)

All routing mode options have been condensed into a single [**mode option**](https://router.vuejs.org/en/api/options.html#mode). Update:

var router = new VueRouter({

abstract: 'true'

})

to:

var router = new VueRouter({

mode: 'abstract'

})

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the abstract: trueoption.

## [Route Options: Misc](https://vuejs.org/v2/guide/migration-vue-router.html#Route-Options-Misc)

### [saveScrollPosition replaced](https://vuejs.org/v2/guide/migration-vue-router.html#saveScrollPosition-replaced)

This has been replaced with a [**scrollBehavior option**](https://router.vuejs.org/en/advanced/scroll-behavior.html) that accepts a function, so that the scroll behavior is completely customizable - even per route. This opens many new possibilities, but to replicate the old behavior of:

saveScrollPosition: true

You can replace it with:

scrollBehavior: function (to, from, savedPosition) {

return savedPosition || { x: 0, y: 0 }

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the saveScrollPosition: true option.

### [root renamed](https://vuejs.org/v2/guide/migration-vue-router.html#root-renamed)

Renamed to base for consistency with [**the HTML <base> element**](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/base).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the root option.

### [transitionOnLoad removed](https://vuejs.org/v2/guide/migration-vue-router.html#transitionOnLoad-removed)

This option is no longer necessary now that Vue’s transition system has explicit [**appear transition control**](https://vuejs.org/v2/guide/transitions.html#Transitions-on-Initial-Render).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the transitionOnLoad: true option.

### [suppressTransitionError removed](https://vuejs.org/v2/guide/migration-vue-router.html#suppressTransitionError-removed)

Removed due to hooks simplification. If you really must suppress transition errors, you can use [**try…catch**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/try...catch) instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the suppressTransitionError: true option.

## [Route Hooks](https://vuejs.org/v2/guide/migration-vue-router.html#Route-Hooks)

### [activate replaced](https://vuejs.org/v2/guide/migration-vue-router.html#activate-replaced)

Use [**beforeRouteEnter**](https://router.vuejs.org/en/advanced/navigation-guards.html#incomponent-guards) in the component instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the beforeRouteEnterhook.

### [canActivate replaced](https://vuejs.org/v2/guide/migration-vue-router.html#canActivate-replaced)

Use [**beforeEnter**](https://router.vuejs.org/en/advanced/navigation-guards.html#perroute-guard) in the route instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the canActivate hook.

### [deactivate removed](https://vuejs.org/v2/guide/migration-vue-router.html#deactivate-removed)

Use the component’s [**beforeDestroy**](https://vuejs.org/v2/api/#beforeDestroy) or [**destroyed**](https://vuejs.org/v2/api/#destroyed) hooks instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the deactivate hook.

### [canDeactivate replaced](https://vuejs.org/v2/guide/migration-vue-router.html#canDeactivate-replaced)

Use [**beforeRouteLeave**](https://router.vuejs.org/en/advanced/navigation-guards.html#incomponent-guards) in the component instead.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the canDeactivate hook.

### [canReuse: false removed](https://vuejs.org/v2/guide/migration-vue-router.html#canReuse-false-removed)

There’s no longer a use case for this in the new Vue Router.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the canReuse: falseoption.

### [data replaced](https://vuejs.org/v2/guide/migration-vue-router.html#data-replaced)

The $route property is now reactive, so you can use a watcher to react to route changes, like this:

watch: {

'$route': 'fetchData'

},

methods: {

fetchData: function () {

// ...

}

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the data hook.

### [$loadingRouteData removed](https://vuejs.org/v2/guide/migration-vue-router.html#loadingRouteData-removed)

Define your own property (e.g. isLoading), then update the loading state in a watcher on the route. For example, if fetching data with [**axios**](https://github.com/mzabriskie/axios):

data: function () {

return {

posts: [],

isLoading: false,

fetchError: null

}

},

watch: {

'$route': function () {

var self = this

self.isLoading = true

self.fetchData().then(function () {

self.isLoading = false

})

}

},

methods: {

fetchData: function () {

var self = this

return axios.get('/api/posts')

.then(function (response) {

self.posts = response.data.posts

})

.catch(function (error) {

self.fetchError = error

})

}

}

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the $loadingRouteDatameta property.

# Migration from Vuex 0.6.x to 1.0

**Vuex 2.0 is released, but this guide only covers the migration to 1.0? Is that a typo? Also, it looks like Vuex 1.0 and 2.0 were released simultaneously. What’s going on? Which one should I use and what’s compatible with Vue 2.0?**

Both Vuex 1.0 and 2.0:

* fully support both Vue 1.0 and 2.0
* will be maintained for the foreseeable future

They have slightly different target users however.

**Vuex 2.0** is a radical redesign and simplification of the API, for those who are starting new projects or want to be on the cutting edge of client-side state management. **It is not covered by this migration guide**, so you should check out [**the Vuex 2.0 docs**](https://vuex.vuejs.org/en/index.html) if you’d like to learn more about it.

**Vuex 1.0** is mostly backwards-compatible, so requires very few changes to upgrade. It is recommended for those with large existing codebases or who want the smoothest possible upgrade path to Vue 2.0. This guide is dedicated to facilitating that process, but only includes migration notes. For the complete usage guide, see [**the Vuex 1.0 docs**](https://github.com/vuejs/vuex/tree/1.0/docs/en).

## [store.watch with String Property Path replaced](https://vuejs.org/v2/guide/migration-vuex.html#store-watch-with-String-Property-Path-replaced)

store.watch now only accept functions. So for example, you would have to replace:

store.watch('user.notifications', callback)

with:

store.watch(

// When the returned result changes...

function (state) {

return state.user.notifications

},

// Run this callback

callback

)

This gives you more complete control over the reactive properties you’d like to watch.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of store.watch with a string as the first argument.

## [Store’s Event Emitter removed](https://vuejs.org/v2/guide/migration-vuex.html#Store%E2%80%99s-Event-Emitter-removed)

The store instance no longer exposes the event emitter interface (on, off, emit). If you were previously using the store as a global event bus, [**see this section**](https://vuejs.org/v2/guide/migration.html#dispatch-and-broadcast-removed) for migration instructions.

Instead of using this interface to watch events emitted by the store itself (e.g. store.on('mutation', callback)), a new method store.subscribe is introduced. Typical usage inside a plugin would be:

var myPlugin = store => {

store.subscribe(function (mutation, state) {

// Do something...

})

}

See example [**the plugins docs**](https://github.com/vuejs/vuex/blob/1.0/docs/en/plugins.md) for more info.

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of store.on, store.off, and store.emit.

## [Middlewares replaced](https://vuejs.org/v2/guide/migration-vuex.html#Middlewares-replaced)

Middlewares are replaced by plugins. A plugin is a function that receives the store as the only argument, and can listen to the mutation event on the store:

const myPlugins = store => {

store.subscribe('mutation', (mutation, state) => {

// Do something...

})

}

For more details, see [**the plugins docs**](https://github.com/vuejs/vuex/blob/1.0/docs/en/plugins.md).

#### Upgrade Path

Run the [**migration helper**](https://github.com/vuejs/vue-migration-helper) on your codebase to find examples of the middlewares option on a store.

### Meta

# Comparison with Other Frameworks

This is definitely the most difficult page in the guide to write, but we do feel it’s important. Odds are, you’ve had problems you tried to solve and you’ve used another library to solve them. You’re here because you want to know if Vue can solve your specific problems better. That’s what we hope to answer for you.

We also try very hard to avoid bias. As the core team, we obviously like Vue a lot. There are some problems we think it solves better than anything else out there. If we didn’t believe that, we wouldn’t be working on it. We do want to be fair and accurate though. Where other libraries offer significant advantages, such as React’s vast ecosystem of alternative renderers or Knockout’s browser support back to IE6, we try to list these as well.

We’d also like **your** help keeping this document up-to-date because the JavaScript world moves fast! If you notice an inaccuracy or something that doesn’t seem quite right, please let us know by [**opening an issue**](https://github.com/vuejs/vuejs.org/issues/new?title=Inaccuracy+in+comparisons+guide).

## [React](https://vuejs.org/v2/guide/comparison.html#React)

React and Vue share many similarities. They both:

* utilize a virtual DOM
* provide reactive and composable view components
* maintain focus in the core library, with concerns such as routing and global state management handled by companion libraries

Being so similar in scope, we’ve put more time into fine-tuning this comparison than any other. We want to ensure not only technical accuracy, but also balance. We point out where React outshines Vue, for example in the richness of their ecosystem and abundance of their custom renderers.

With that said, it’s inevitable that the comparison would appear biased towards Vue to some React users, as many of the subjects explored are to some extent subjective. We acknowledge the existence of varying technical taste, and this comparison primarily aims to outline the reasons why Vue could potentially be a better fit if your preferences happen to coincide with ours.

Some of the sections below may also be slightly outdated due to recent updates in React 16+, and we are planning to work with the React community to revamp this section in the near future.

### [Runtime Performance](https://vuejs.org/v2/guide/comparison.html#Runtime-Performance)

Both React and Vue are exceptionally and similarly fast, so speed is unlikely to be a deciding factor in choosing between them. For specific metrics though, check out this [**3rd party benchmark**](https://stefankrause.net/js-frameworks-benchmark8/table.html), which focuses on raw render/update performance with very simple component trees.

#### Optimization Efforts

In React, when a component’s state changes, it triggers the re-render of the entire component sub-tree, starting at that component as root. To avoid unnecessary re-renders of child components, you need to either use PureComponent or implement shouldComponentUpdate whenever you can. You may also need to use immutable data structures to make your state changes more optimization-friendly. However, in certain cases you may not be able to rely on such optimizations because PureComponent/shouldComponentUpdate assumes the entire sub tree’s render output is determined by the props of the current component. If that is not the case, then such optimizations may lead to inconsistent DOM state.

In Vue, a component’s dependencies are automatically tracked during its render, so the system knows precisely which components actually need to re-render when state changes. Each component can be considered to have shouldComponentUpdate automatically implemented for you, without the nested component caveats.

Overall this removes the need for a whole class of performance optimizations from the developer’s plate, and allows them to focus more on building the app itself as it scales.

### [HTML & CSS](https://vuejs.org/v2/guide/comparison.html#HTML-amp-CSS)

In React, everything is just JavaScript. Not only are HTML structures expressed via JSX, the recent trends also tend to put CSS management inside JavaScript as well. This approach has its own benefits, but also comes with various trade-offs that may not seem worthwhile for every developer.

Vue embraces classic web technologies and builds on top of them. To show you what that means, we’ll dive into some examples.

#### JSX vs Templates

In React, all components express their UI within render functions using JSX, a declarative XML-like syntax that works within JavaScript.

Render functions with JSX have a few advantages:

* You can leverage the power of a full programming language (JavaScript) to build your view. This includes temporary variables, flow controls, and directly referencing JavaScript values in scope.
* The tooling support (e.g. linting, type checking, editor autocompletion) for JSX is in some ways more advanced than what’s currently available for Vue templates.

In Vue, we also have [**render functions**](https://vuejs.org/v2/guide/render-function.html) and even [**support JSX**](https://vuejs.org/v2/guide/render-function.html#JSX), because sometimes you do need that power. However, as the default experience we offer templates as a simpler alternative. Any valid HTML is also a valid Vue template, and this leads to a few advantages of its own:

* For many developers who have been working with HTML, templates feel more natural to read and write. The preference itself can be somewhat subjective, but if it makes the developer more productive then the benefit is objective.
* HTML-based templates make it much easier to progressively migrate existing applications to take advantage of Vue’s reactivity features.
* It also makes it much easier for designers and less experienced developers to parse and contribute to the codebase.
* You can even use pre-processors such as Pug (formerly known as Jade) to author your Vue templates.

Some argue that you’d need to learn an extra DSL (Domain-Specific Language) to be able to write templates - we believe this difference is superficial at best. First, JSX doesn’t mean the user doesn’t need to learn anything - it’s additional syntax on top of plain JavaScript, so it can be easy for someone familiar with JavaScript to learn, but saying it’s essentially free is misleading. Similarly, a template is just additional syntax on top of plain HTML and thus has very low learning cost for those who are already familiar with HTML. With the DSL we are also able to help the user get more done with less code (e.g. v-on modifiers). The same task can involve a lot more code when using plain JSX or render functions.

On a higher level, we can divide components into two categories: presentational ones and logical ones. We recommend using templates for presentational components and render function / JSX for logical ones. The percentage of these components depends on the type of app you are building, but in general we find presentational ones to be much more common.

#### Component-Scoped CSS

Unless you spread components out over multiple files (for example with [**CSS Modules**](https://github.com/gajus/react-css-modules)), scoping CSS in React is often done via CSS-in-JS solutions (e.g. [**styled-components**](https://github.com/styled-components/styled-components), [**glamorous**](https://github.com/paypal/glamorous), and [**emotion**](https://github.com/emotion-js/emotion)). This introduces a new component-oriented styling paradigm that is different from the normal CSS authoring process. Additionally, although there is support for extracting CSS into a single stylesheet at build time, it is still common that a runtime will need to be included in the bundle for styling to work properly. While you gain access to the dynamism of JavaScript while constructing your styles, the tradeoff is often increased bundle size and runtime cost.

If you are a fan of CSS-in-JS, many of the popular CSS-in-JS libraries support Vue (e.g. [**styled-components-vue**](https://github.com/styled-components/vue-styled-components) and [**vue-emotion**](https://github.com/egoist/vue-emotion)). The main difference between React and Vue here is that the default method of styling in Vue is through more familiar style tags in [**single-file components**](https://vuejs.org/v2/guide/single-file-components.html).

[**Single-file components**](https://vuejs.org/v2/guide/single-file-components.html) give you full access to CSS in the same file as the rest of your component code.

<style scoped>

@media (min-width: 250px) {

.list-container:hover {

background: orange;

}

}

</style>

The optional scoped attribute automatically scopes this CSS to your component by adding a unique attribute (such as data-v-21e5b78) to elements and compiling .list-container:hover to something like .list-container[data-v-21e5b78]:hover.

Lastly, the styling in Vue’s single-file components is very flexible. Through [**vue-loader**](https://github.com/vuejs/vue-loader), you can use any preprocessor, post-processor, and even deep integration with [**CSS Modules**](https://vue-loader.vuejs.org/en/features/css-modules.html) – all within the <style>element.

### [Scale](https://vuejs.org/v2/guide/comparison.html#Scale)

#### Scaling Up

For large applications, both Vue and React offer robust routing solutions. The React community has also been very innovative in terms of state management solutions (e.g. Flux/Redux). These state management patterns and [**even Redux itself**](https://yarnpkg.com/en/packages?q=redux%20vue&p=1) can be easily integrated into Vue applications. In fact, Vue has even taken this model a step further with [**Vuex**](https://github.com/vuejs/vuex), an Elm-inspired state management solution that integrates deeply into Vue that we think offers a superior development experience.

Another important difference between these offerings is that Vue’s companion libraries for state management and routing (among [**other concerns**](https://github.com/vuejs)) are all officially supported and kept up-to-date with the core library. React instead chooses to leave these concerns to the community, creating a more fragmented ecosystem. Being more popular though, React’s ecosystem is considerably richer than Vue’s.

Finally, Vue offers a [**CLI project generator**](https://github.com/vuejs/vue-cli) that makes it trivially easy to start a new project using your choice of build system, including [**webpack**](https://github.com/vuejs-templates/webpack), [**Browserify**](https://github.com/vuejs-templates/browserify), or even [**no build system**](https://github.com/vuejs-templates/simple). React is also making strides in this area with [**create-react-app**](https://github.com/facebookincubator/create-react-app), but it currently has a few limitations:

* It does not allow any configuration during project generation, while Vue’s project templates allow [**Yeoman**](http://yeoman.io/)-like customization.
* It only offers a single template that assumes you’re building a single-page application, while Vue offers a wide variety of templates for various purposes and build systems.
* It cannot generate projects from user-built templates, which can be especially useful for enterprise environments with pre-established conventions.

It’s important to note that many of these limitations are intentional design decisions made by the create-react-app team and they do have their advantages. For example, as long as your project’s needs are very simple and you never need to “eject” to customize your build process, you’ll be able to update it as a dependency. You can read more about the [**differing philosophy here**](https://github.com/facebookincubator/create-react-app#philosophy).

#### Scaling Down

React is renowned for its steep learning curve. Before you can really get started, you need to know about JSX and probably ES2015+, since many examples use React’s class syntax. You also have to learn about build systems, because although you could technically use Babel Standalone to live-compile your code in the browser, it’s absolutely not suitable for production.

While Vue scales up just as well as React, it also scales down just as well as jQuery. That’s right - to get started, all you have to do is drop a single script tag into the page:

<script src="https://cdn.jsdelivr.net/npm/vue"></script>

Then you can start writing Vue code and even ship the minified version to production without feeling guilty or having to worry about performance problems.

Since you don’t need to know about JSX, ES2015, or build systems to get started with Vue, it also typically takes developers less than a day reading [**the guide**](https://vuejs.org/v2/guide/) to learn enough to build non-trivial applications.

### [Native Rendering](https://vuejs.org/v2/guide/comparison.html#Native-Rendering)

React Native enables you to write native-rendered apps for iOS and Android using the same React component model. This is great in that as a developer, you can apply your knowledge of a framework across multiple platforms. On this front, Vue has an official collaboration with [**Weex**](https://weex.apache.org/), a cross-platform UI framework created by Alibaba Group and being incubated by the Apache Software Foundation (ASF). Weex allows you to use the same Vue component syntax to author components that can not only be rendered in the browser, but also natively on iOS and Android!

At this moment, Weex is still in active development and is not as mature and battle-tested as React Native, but its development is driven by the production needs of the largest e-commerce business in the world, and the Vue team will also actively collaborate with the Weex team to ensure a smooth experience for Vue developers.

Another option is [**NativeScript-Vue**](https://nativescript-vue.org/), a [**NativeScript**](https://www.nativescript.org/) plugin for building truly native applications using Vue.js.

### [With MobX](https://vuejs.org/v2/guide/comparison.html#With-MobX)

MobX has become quite popular in the React community and it actually uses a nearly identical reactivity system to Vue. To a limited extent, the React + MobX workflow can be thought of as a more verbose Vue, so if you’re using that combination and are enjoying it, jumping into Vue is probably the next logical step.

### [Preact and Other React-Like Libraries](https://vuejs.org/v2/guide/comparison.html#Preact-and-Other-React-Like-Libraries)

React-like libraries usually try to share as much of their API and ecosystem with React as is feasible. For that reason, the vast majority of comparisons above will also apply to them. The main difference will typically be a reduced ecosystem, often significantly, compared to React. Since these libraries cannot be 100% compatible with everything in the React ecosystem, some tooling and companion libraries may not be usable. Or, even if they appear to work, they could break at any time unless your specific React-like library is officially supported on par with React.

## [AngularJS (Angular 1)](https://vuejs.org/v2/guide/comparison.html#AngularJS-Angular-1)

Some of Vue’s syntax will look very similar to AngularJS (e.g. v-if vs ng-if). This is because there were a lot of things that AngularJS got right and these were an inspiration for Vue very early in its development. There are also many pains that come with AngularJS however, where Vue has attempted to offer a significant improvement.

### [Complexity](https://vuejs.org/v2/guide/comparison.html#Complexity)

Vue is much simpler than AngularJS, both in terms of API and design. Learning enough to build non-trivial applications typically takes less than a day, which is not true for AngularJS.

### [Flexibility and Modularity](https://vuejs.org/v2/guide/comparison.html#Flexibility-and-Modularity)

AngularJS has strong opinions about how your applications should be structured, while Vue is a more flexible, modular solution. While this makes Vue more adaptable to a wide variety of projects, we also recognize that sometimes it’s useful to have some decisions made for you, so that you can just start coding.

That’s why we offer a full system for rapid Vue.js development. [**Vue CLI**](https://github.com/vuejs/vue-cli) aims to be the standard tooling baseline for the Vue ecosystem. It ensures the various build tools work smoothly together with sensible defaults so you can focus on writing your app instead of spending hours wrangling with configurations. At the same time, it still offers the flexibility to tweak the configuration of each tool to specific needs.

### [Data binding](https://vuejs.org/v2/guide/comparison.html#Data-binding)

AngularJS uses two-way binding between scopes, while Vue enforces a one-way data flow between components. This makes the flow of data easier to reason about in non-trivial applications.

### [Directives vs Components](https://vuejs.org/v2/guide/comparison.html#Directives-vs-Components)

Vue has a clearer separation between directives and components. Directives are meant to encapsulate DOM manipulations only, while components are self-contained units that have their own view and data logic. In AngularJS, directives do everything and components are just a specific kind of directive.

### [Runtime Performance](https://vuejs.org/v2/guide/comparison.html#Runtime-Performance-1)

Vue has better performance and is much, much easier to optimize because it doesn’t use dirty checking. AngularJS becomes slow when there are a lot of watchers, because every time anything in the scope changes, all these watchers need to be re-evaluated again. Also, the digest cycle may have to run multiple times to “stabilize” if some watcher triggers another update. AngularJS users often have to resort to esoteric techniques to get around the digest cycle, and in some situations, there’s no way to optimize a scope with many watchers.

Vue doesn’t suffer from this at all because it uses a transparent dependency-tracking observation system with async queueing - all changes trigger independently unless they have explicit dependency relationships.

Interestingly, there are quite a few similarities in how Angular and Vue are addressing these AngularJS issues.

## [Angular (Formerly known as Angular 2)](https://vuejs.org/v2/guide/comparison.html#Angular-Formerly-known-as-Angular-2)

We have a separate section for the new Angular because it really is a completely different framework from AngularJS. For example, it features a first-class component system, many implementation details have been completely rewritten, and the API has also changed quite drastically.

### [TypeScript](https://vuejs.org/v2/guide/comparison.html#TypeScript)

Angular essentially requires using TypeScript, given that almost all its documentation and learning resources are TypeScript-based. TypeScript has its benefits - static type checking can be very useful for large-scale applications, and can be a big productivity boost for developers with backgrounds in Java and C#.

However, not everyone wants to use TypeScript. In many smaller-scale use cases, introducing a type system may result in more overhead than productivity gain. In those cases you’d be better off going with Vue instead, since using Angular without TypeScript can be challenging.

Finally, although not as deeply integrated with TypeScript as Angular is, Vue also offers [**official typings**](https://github.com/vuejs/vue/tree/dev/types)and [**official decorator**](https://github.com/vuejs/vue-class-component) for those who wish to use TypeScript with Vue. We are also actively collaborating with the TypeScript and VSCode teams at Microsoft to improve the TS/IDE experience for Vue + TS users.

### [Runtime Performance](https://vuejs.org/v2/guide/comparison.html#Runtime-Performance-2)

Both frameworks are exceptionally fast, with very similar metrics on benchmarks. You can [**browse specific metrics**](https://stefankrause.net/js-frameworks-benchmark8/table.html) for a more granular comparison, but speed is unlikely to be a deciding factor.

### [Size](https://vuejs.org/v2/guide/comparison.html#Size)

Recent versions of Angular, with [**AOT compilation**](https://en.wikipedia.org/wiki/Ahead-of-time_compilation) and [**tree-shaking**](https://en.wikipedia.org/wiki/Tree_shaking), have been able to get its size down considerably. However, a full-featured Vue 2 project with Vuex + Vue Router included (~30KB gzipped) is still significantly lighter than an out-of-the-box, AOT-compiled application generated by angular-cli(~65KB gzipped).

### [Flexibility](https://vuejs.org/v2/guide/comparison.html#Flexibility)

Vue is much less opinionated than Angular, offering official support for a variety of build systems, with no restrictions on how you structure your application. Many developers enjoy this freedom, while some prefer having only one Right Way to build any application.

### [Learning Curve](https://vuejs.org/v2/guide/comparison.html#Learning-Curve)

To get started with Vue, all you need is familiarity with HTML and ES5 JavaScript (i.e. plain JavaScript). With these basic skills, you can start building non-trivial applications within less than a day of reading [**the guide**](https://vuejs.org/v2/guide/).

Angular’s learning curve is much steeper. The API surface of the framework is huge and as a user you will need to familiarize yourself with a lot more concepts before getting productive. The complexity of Angular is largely due to its design goal of targeting only large, complex applications - but that does make the framework a lot more difficult for less-experienced developers to pick up.

## [Ember](https://vuejs.org/v2/guide/comparison.html#Ember)

Ember is a full-featured framework that is designed to be highly opinionated. It provides a lot of established conventions and once you are familiar enough with them, it can make you very productive. However, it also means the learning curve is high and flexibility suffers. It’s a trade-off when you try to pick between an opinionated framework and a library with a loosely coupled set of tools that work together. The latter gives you more freedom but also requires you to make more architectural decisions.

That said, it would probably make a better comparison between Vue core and Ember’s [**templating**](https://guides.emberjs.com/v2.10.0/templates/handlebars-basics/) and [**object model**](https://guides.emberjs.com/v2.10.0/object-model/) layers:

* Vue provides unobtrusive reactivity on plain JavaScript objects and fully automatic computed properties. In Ember, you need to wrap everything in Ember Objects and manually declare dependencies for computed properties.
* Vue’s template syntax harnesses the full power of JavaScript expressions, while Handlebars’ expression and helper syntax is intentionally quite limited in comparison.
* Performance-wise, Vue outperforms Ember [**by a fair margin**](https://stefankrause.net/js-frameworks-benchmark8/table.html), even after the latest Glimmer engine update in Ember 3.x. Vue automatically batches updates, while in Ember you need to manually manage run loops in performance-critical situations.

## [Knockout](https://vuejs.org/v2/guide/comparison.html#Knockout)

Knockout was a pioneer in the MVVM and dependency tracking spaces and its reactivity system is very similar to Vue’s. Its [**browser support**](http://knockoutjs.com/documentation/browser-support.html) is also very impressive considering everything it does, with support back to IE6! Vue on the other hand only supports IE9+.

Over time though, Knockout development has slowed and it’s begun to show its age a little. For example, its component system lacks a full set of lifecycle hooks and although it’s a very common use case, the interface for passing children to a component feels a little clunky compared to [**Vue’s**](https://vuejs.org/v2/guide/components.html#Content-Distribution-with-Slots).

There also seem to be philosophical differences in the API design which if you’re curious, can be demonstrated by how each handles the creation of a [**simple todo list**](https://gist.github.com/chrisvfritz/9e5f2d6826af00fcbace7be8f6dccb89). It’s definitely somewhat subjective, but many consider Vue’s API to be less complex and better structured.

## [Polymer](https://vuejs.org/v2/guide/comparison.html#Polymer)

Polymer is another Google-sponsored project and in fact was a source of inspiration for Vue as well. Vue’s components can be loosely compared to Polymer’s custom elements and both provide a very similar development style. The biggest difference is that Polymer is built upon the latest Web Components features and requires non-trivial polyfills to work (with degraded performance) in browsers that don’t support those features natively. In contrast, Vue works without any dependencies or polyfills down to IE9.

In Polymer, the team has also made its data-binding system very limited in order to compensate for the performance. For example, the only expressions supported in Polymer templates are boolean negation and single method calls. Its computed property implementation is also not very flexible.

## [Riot](https://vuejs.org/v2/guide/comparison.html#Riot)

Riot 3.0 provides a similar component-based development model (which is called a “tag” in Riot), with a minimal and beautifully designed API. Riot and Vue probably share a lot in design philosophies. However, despite being a bit heavier than Riot, Vue does offer some significant advantages:

* Better performance. Riot [**traverses a DOM tree**](http://riotjs.com/compare/#virtual-dom-vs-expressions-binding) rather than using a virtual DOM, so suffers from the same performance issues as AngularJS.
* More mature tooling support. Vue provides official support for [**webpack**](https://github.com/vuejs/vue-loader) and [**Browserify**](https://github.com/vuejs/vueify), while Riot relies on community support for build system integration.

# Join the Vue.js Community!

Vue’s community is growing incredibly fast and if you’re reading this, there’s a good chance you’re ready to join it. So… welcome!

Now we’ll answer both what the community can do for you and what you can do for the community.

## [Resources](https://vuejs.org/v2/guide/join.html#Resources)

### [Code of Conduct](https://vuejs.org/v2/guide/join.html#Code-of-Conduct)

Our [**Code of Conduct**](https://vuejs.org/coc) is a guide to make it easier to enrich all of us and the technical communities in which we participate.

### [Get Support](https://vuejs.org/v2/guide/join.html#Get-Support)

* [**Forum**](https://forum.vuejs.org/): The best place to ask questions and get answers about Vue and its ecosystem.
* [**Chat**](https://chat.vuejs.org/): A place for Vue devs to meet and chat in real time.
* [**Meetups**](https://events.vuejs.org/meetups): Want to find local Vue.js enthusiasts like yourself? Interested in becoming a community leader? We have the help and support you need right here!
* [**GitHub**](https://github.com/vuejs): If you have a bug to report or feature to request, that’s what the GitHub issues are for. We also welcome pull requests!

### [Explore the Ecosystem](https://vuejs.org/v2/guide/join.html#Explore-the-Ecosystem)

* [**The Awesome Vue Page**](https://github.com/vuejs/awesome-vue): See what other awesome resources have been published by other awesome people.
* [**The “Show and Tell” Subforum**](https://forum.vuejs.org/c/show-and-tell): Another great place to check out what others have built with and for the growing Vue ecosystem.

## [What You Can Do](https://vuejs.org/v2/guide/join.html#What-You-Can-Do)

### [Contribute Code](https://vuejs.org/v2/guide/join.html#Contribute-Code)

As with any project, there are rules to contributing. To ensure that we can help you or accept your pull request as quickly as possible, please read [**the contributing guide**](https://github.com/vuejs/vue/blob/dev/.github/CONTRIBUTING.md).

After that, you’ll be ready to contribute to Vue’s core repositories:

* [**vue**](https://github.com/vuejs/vue): the core library
* [**vuex**](https://github.com/vuejs/vuex): Flux-inspired state management
* [**vue-router**](https://github.com/vuejs/vue-router): a routing system for SPAs

…as well as many smaller official [**companion libraries**](https://github.com/vuejs).

### [Share (and Build) Your Experience](https://vuejs.org/v2/guide/join.html#Share-and-Build-Your-Experience)

Apart from answering questions and sharing resources in the forum and chat, there are a few other less obvious ways to share and expand what you know:

* **Develop learning materials.** It’s often said that the best way to learn is to teach. If there’s something interesting you’re doing with Vue, strengthen your expertise by writing a blog post, developing a workshop, or even publishing a gist that you share on social media.
* **Watch a repo you care about.** This will send you notifications whenever there’s activity in that repository, giving you insider knowledge about ongoing discussions and upcoming features. It’s a fantastic way to build expertise so that you’re eventually able to help address issues and pull requests.

### [Translate Docs](https://vuejs.org/v2/guide/join.html#Translate-Docs)

Vue has already spread across the globe, with even the core team in at least half a dozen timezones. [**The forum**](https://forum.vuejs.org/) includes 7 languages and counting and many of our docs have [**actively-maintained translations**](https://github.com/vuejs?utf8=%E2%9C%93&query=vuejs.org). We’re very proud of Vue’s international reach, but we can do even better.

I hope that right now, you’re reading this sentence in your preferred language. If not, would you like to help us get there?

If so, please feel free to fork the repo for [**these docs**](https://github.com/vuejs/vuejs.org/) or for any other officially maintained documentation, then start translating. Once you’ve made some progress, open an issue or pull request in the main repo and we’ll put out a call for more contributors to help you out.

### [Become a Community Leader](https://vuejs.org/v2/guide/join.html#Become-a-Community-Leader)

There’s a lot you can do to help Vue grow in your community:

* **Present at your local meetup.** Whether it’s giving a talk or running a workshop, you can bring a lot of value to your community by helping both new and experienced Vue developers continue to grow.
* **Start your own meetup.** If there’s not already a Vue meetup in your area, you can start your own! Use the [**resources at events.vuejs.org**](https://events.vuejs.org/resources/#getting-started) to help you succeed!
* **Help meetup organizers.** There can never be too much help when it comes to running an event, so offer a hand to help out local organizers to help make every event a success.

If you have any questions on how you can get more involved with your local Vue community, reach out at [**@Vuejs\_Events**](https://www.twitter.com/vuejs_events)!