**DYNAMIC PROGRAMMING AND BACKTRACKING**

DYNAMIC PROGRAMMING

**PROGRAM 1:** LONGEST COMMON SUBSEQUENCE

**DESCRIPTION:**

The method of dynamic programming reduces the number of function calls. It stores the result of each function call so that it can be used in future calls without the need for redundant calls.

**CODE:**

def lcs\_algo(S1, S2, m, n):

L = [[0 for x in range(n+1)] for x in range(m+1)]

for i in range(m+1):

for j in range(n+1):

if i == 0 or j == 0:

L[i][j] = 0

elif S1[i-1] == S2[j-1]:

L[i][j] = L[i-1][j-1] + 1

else:

L[i][j] = max(L[i-1][j], L[i][j-1])

index = L[m][n]

lcs\_algo = [""] \* (index+1)

lcs\_algo[index] = ""

i = m

j = n

while i > 0 and j > 0:

if S1[i-1] == S2[j-1]:

lcs\_algo[index-1] = S1[i-1]

i -= 1

j -= 1

index -= 1

elif L[i-1][j] > L[i][j-1]:

i -= 1

else:

j -= 1

print("S1 : " + S1 + "\nS2 : " + S2)

print("LCS: " + "".join(lcs\_algo))

S1 = "ACADB"

S2 = "CBDA"

m = len(S1)

n = len(S2)

lcs\_algo(S1, S2, m, n)

**OUTPUT: ![](data:image/png;base64,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)**

**PROGRAM 2:** OPTIMAL BINARY SEARCH TREE

**DESCRIPTION:**

Optimal BST problem has both properties of a dynamic programming problem. We use an auxiliary array cost[n][n] to store the solutions of subproblems. cost[0][n-1] will hold the final result.

**CODE:**

INT\_MAX = 2147483647

def optimalSearchTree(keys, freq, n):

cost = [[0 for x in range(n)]

for y in range(n)]

for i in range(n):

cost[i][i] = freq[i]

for L in range(2, n + 1):

for i in range(n - L + 2):

j = i + L - 1

off\_set\_sum = sum(freq, i, j)

if i >= n or j >= n:

break

cost[i][j] = INT\_MAX

for r in range(i, j + 1):

c = 0

if (r > i):

c += cost[i][r - 1]

if (r < j):

c += cost[r + 1][j]

c += off\_set\_sum

if (c < cost[i][j]):

cost[i][j] = c

return cost[0][n - 1]

def sum(freq, i, j):

s = 0

for k in range(i, j + 1):

s += freq[k]

return s

if \_\_name\_\_ == '\_\_main\_\_':

keys = [10, 12, 20]

freq = [34, 8, 50]

n = len(keys)

print("Cost of Optimal BST is",

optimalSearchTree(keys, freq, n))

**OUTPUT: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOAAAAAgCAMAAAA8G4RnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABmUExURfn5+fn556drOScyOSeNzvnjrmQyOeWtccqNOScycafj+fnKkCdrruX5+YbK+fn5zoYyOaeNrmSt5ycykMr5+WStridrkIZrOcrKkGQycYbK52QykIYycafj5+XjrsqNkKeNOQAAABmyW60AAAAidFJOU////////////////////////////////////////////wAN0MNxAAAACXBIWXMAAA7DAAAOwwHHb6hkAAACM0lEQVRYR+1U21bbMBCMb7FBaWxIgFIK7f9/JTO7K0WSLejh8EA5mod4I+2OZnZt7SoqKioqKioqKioqvhyatut6i9/CsN/MGv+tOsJ0dW3Rh+C6bpPAHX5YlGFMN1DfHS0mmtb+FQyCIF6fF9RzQYKjPlLGksHRZ00STF23JXlEdXOzsVE0ON1aIHCn887FCoLBIjKDNHVEWaDNOlhA096hjHD3Dwhcj6V1S8ltgTUArxAaMuzZR4gPQIPER6QEUDvw7HoUYgdpgAZMHO+W00+OiAfo+SuDrB8eQ5NSg1CiMlRYwHg07fPyy/d0ozUcAEHZ0oDhyUxlE2TteDrrG3SZ2PybITYd1IvIywRl1OPVc3t4Aemfs+/meoIgadpAmstUSUFYgNFNfTjyDYPyJMewt+TUoJAJUTpBPRa5TLd9IzCDPN6L07d7/Q3qsj1LBr2wADWIXX/kOiUySFJhwqUhB2QGOakNgzbBXtJlq2SQl5E5ySfovx27lrYNBmEBoel25LzEygzetBj1bicSZQZJZowxjXLDynsTlIM2J4h1f5ZaKxgERFiAlOplQevzEvMGTDCFW5Tug3Q5IfrqCXLLemqQ36U0hhoZI9OfkxoEnStOUCltkmWD6Y4YJKSnBX+QoXeGv+R4V+kgEWmgQJ78zQz6NL6Bmk6mW/nlM7yiqD/8ZRe5ftEiefgrb7AupzYoiMwXYQop0GtVDEpefM1+MtI3+huiGqyoqKio+G+w270CFWQfDOlvJHUAAAAASUVORK5CYII=)**

**BACKTRACKING**

**PROGRAM 3:** 8 QUEENS PROBLEM

**DESCRIPTION:**

The idea is to place queens one by one in different columns, starting from the leftmost column. When we place a queen in a column, we check for clashes with already placed queens.

**CODE:**

global N

N = 4

def printSolution(board):

for i in range(N):

for j in range(N):

print(board[i][j], end = " ")

print()

def isSafe(board, row, col):

for i in range(col):

if board[row][i] == 1:

return False

for i, j in zip(range(row, -1, -1),

range(col, -1, -1)):

if board[i][j] == 1:

return False

for i, j in zip(range(row, N, 1),

range(col, -1, -1)):

if board[i][j] == 1:

return False

return True

def solveNQUtil(board, col):

if col >= N:

return True

for i in range(N):

if isSafe(board, i, col):

board[i][col] = 1

if solveNQUtil(board, col + 1) == True:

return True

board[i][col] = 0

return False

def solveNQ():

board = [ [0, 0, 0, 0],

[0, 0, 0, 0],

[0, 0, 0, 0],

[0, 0, 0, 0] ]

if solveNQUtil(board, 0) == False:

print ("Solution does not exist")

return False

printSolution(board)

return True

solveNQ()

**OUTPUT: ![](data:image/png;base64,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)**

**PROGRAM 4:**

**DESCRIPTION:**

The idea is to assign colors one by one to different vertices, starting from vertex 0. Before assigning a color, check for safety by considering already assigned colors to the adjacent vertices i.e check if the adjacent vertices have the same color or not.

**CODE:**

class Graph():

def \_\_init\_\_(self, vertices):

self.V = vertices

self.graph = [[0 for column in range(vertices)]

for row in range(vertices)]

def isSafe(self, v, colour, c):

for i in range(self.V):

if self.graph[v][i] == 1 and colour[i] == c:

return False

return True

def graphColourUtil(self, m, colour, v):

if v == self.V:

return True

for c in range(1, m + 1):

if self.isSafe(v, colour, c) == True:

colour[v] = c

if self.graphColourUtil(m, colour, v + 1) == True:

return True

colour[v] = 0

def graphColouring(self, m):

colour = [0] \* self.V

if self.graphColourUtil(m, colour, 0) == None:

return False

print("Solution exist and Following are the assigned colours:")

for c in colour:

print(c, end=' ')

return True

if \_\_name\_\_ == '\_\_main\_\_':

g = Graph(4)

g.graph = [[0, 1, 1, 1], [1, 0, 1, 0], [1, 1, 0, 1], [1, 0, 1, 0]]

m = 3

g.graphColouring(m)

**OUTPUT: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZoAAAA0CAMAAACEuQ57AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAACEUExURfn5+fnjrmQyOScyOScykMr5+cqNOScycafj+SeNzuWtcYbK+fn556drOfn5zoYyOWQykPnKkCdrruX5+WSt52QycYbKzoYyccqNkIat52StrqdrcWRrroYykOWtkIaNkGStzqdrkMrjroaNzoZrkIZrcafKrqeNOYatrqetcYZrrgAAANWTodsAAAAsdFJOU/////////////////////////////////////////////////////////8Ax9YJjAAAAAlwSFlzAAAOwwAADsMBx2+oZAAABJtJREFUeF7tmulW4zAMhSmBAKVNJ8AsMPu+vP8Dju6V5Nhp3AItPYcZfT/qpbYl69pOIT4KgiAIgiAIgmAnZsfNyanlS9qzc8vdj9nxheUehTtSd2jeXFpuFxbLB4+y3fDGQedNc6/IdKumKS3NXhSR6K+uNbNZGolgU8ZwJM22EIjDTXNjBeKOjBxK7CpNS2uHl0YGuI80i2URDVCTZjO1+CW2SrPm7jZpduXR0mxnH9LMXtpWwO5RETQS6C05bgbshnSuYHWL3f5CMpmsHr9evlwsZaTWvraBpShIzWJpu6tbFQ4md6Wl7s+RNFqvBVkvMi6bJUe47bIhYViKEqWWLVHOHGZzabBYvlrRIThWemSOoCUibakbdoPJgd7aw1Cxr6wjYqkGdK5oh5C3N9JAvk+RURZLNYPds1iyh07epGEUUOv1vXTupU8Pp7KBLH7S8eR0rl10VeonQ8Q0SVCRBp1lDMn5kOaQ1nev4S+dsqw5gkXWuq/gzamYwDqRuLWQ4IblAd81Z+c8O6xNYnarRks3gBp2g7kDSDWUmSGdDY13KxrgXFPIWxmAsyviIajkjLIat0hIO+ZKadR5mRSq1UWF24tN2zurNmmsf5JGHV2DaxDOc/2grceCqdcv3p5LmbMYVEIOk8vXChEXOHtpNHsnfhSzd2lkYKnv3kvfNFkDpmfH6rinbtgNJgdkOAyGsk8W+HpAezNAN1LIESGkE5HB85pdGAP7rEoDO1PSsBewlTFMXXd38lYOJmtQYFHjmNrWh2Sa6tvLDx/PEQYz745gK8vCH5DzBZbcLot2oCilNHp0+2QFOM4DRnqy2lM3bAbdAZmXsC6NPzNUD44wZDE39UOYiIzoSQl10WlEqtJIZ3y4Q472EnB2q1/JJNdb5m0SL8elQWddaD4k01Q///T5y22L70tpENp82dGouJCk8XkkRtL4BBxfzJ4fUjXsBt0Bny7KuTQeJe4afpg0HvIUJ0ywjAy2POr0sDJ3ZIxuhc7ph4LVSx3Gq0rjOvvUBY30sKTVUOVZg9nrBHxITb1+fve1+/YdhtX8ODIOj/5s16yvB7Xi0tiTdoDPHp2JNfVUDedSoAa7CPAZxIPCMF2xVjQSOtcU8sxzk4Bwm2tDTXnki0Oync9+qBgsez0y8GFNGpwHaCdfYkb8mSKRYUp7yMEZKTMIG36hmZ3SsNXjJ2ArGXouxtwRdyAh7a9+DtKoJ1nE6ArCr9KoZ0NkOOAviQAcwLieumE3mCKBL6zhDbe1I57AMDrI+LSDEHjITZohMv8anGDxsHliDm7wucKjYPIh9kQc3ODzhefLIQN1cINBEARBEARBEARBEARBEFToVvrGZ4S+1FgH/9yb7NDbvZJgX/QnvycjPcfbsMr/V6deVuD2Q+1mRvAYuj/X/pJ1ndr7ovRickR6Zx3shwdLk99NKAhp9kxVGr+PUCLPlEqHtQsQwY7UpBmuxo2xmzNj/GZQsC8q0syOqy9Z8xs1A7juEuyVaWk2KDPdI5TZM3o5aiLUuEM19YcKLl1NKcPLDP/mdaogCIIgCIIgCIIgCILg/+Lo6C93TETIrDJhFgAAAABJRU5ErkJggg==)**

**PROGRAM 5:** HAMILTONIAN CYCLE

**DESCRIPTION:**

Create an empty path array and add vertex 0 to it. Add other vertices, starting from the vertex 1. Before adding a vertex, check for whether it is adjacent to the previously added vertex and not already added.

**CODE:**

class Graph():

def \_\_init\_\_(self, vertices):

self.graph = [[0 for column in range(vertices)]

for row in range(vertices)]

self.V = vertices

def isSafe(self, v, pos, path):

if self.graph[ path[pos-1] ][v] == 0:

return False

for vertex in path:

if vertex == v:

return False

return True

def hamCycleUtil(self, path, pos):

if pos == self.V:

if self.graph[ path[pos-1] ][ path[0] ] == 1:

return True

else:

return False

for v in range(1,self.V):

if self.isSafe(v, pos, path) == True:

path[pos] = v

if self.hamCycleUtil(path, pos+1) == True:

return True

path[pos] = -1

return False

def hamCycle(self):

path = [-1] \* self.V

path[0] = 0

if self.hamCycleUtil(path,1) == False:

print ("Solution does not exist\n")

return False

self.printSolution(path)

return True

def printSolution(self, path):

print ("Solution Exists: Following",

"is one Hamiltonian Cycle")

for vertex in path:

print (vertex, end = " ")

print (path[0], "\n")

g1 = Graph(5)

g1.graph = [ [0, 1, 0, 1, 0], [1, 0, 1, 1, 1],

[0, 1, 0, 0, 1,],[1, 1, 0, 0, 1],

[0, 1, 1, 1, 0], ]

g1.hamCycle();

g2 = Graph(5)

g2.graph = [ [0, 1, 0, 1, 0], [1, 0, 1, 1, 1],

[0, 1, 0, 0, 1,], [1, 1, 0, 0, 0],

[0, 1, 1, 0, 0], ]

g2.hamCycle();
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