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| **实验概述：** |
| **【实验目的及要求】**   1. 熟悉VC++ 开发及调试环境。 2. 掌握顺序表的定义和插入、删除、查找等基本操作的实现 3. 熟悉顺序表的简单应用，体会顺序表的优缺点 4. 掌握单链表的定义和插入、删除、查找等基本操作的实现 5. 熟悉单链表的简单应用，体会单链表的优缺点   **【实验环境】**  写出程序编写时所使用的编译器、操作系统等。  **VSC**  **Win10** |
| **实验内容：** |
| **【实验内容与实验过程及分析】**  列出实验需要做的各个题目，并针对每个题目：  1. 写出关键代码（要求选出该题目最核心的代码并加注释）；  2. 描述调试的过程、调试过程中所出现的现象及解决方法，给出题目最终运行结果；  3. 对该题目进行简短总结，写出该题目所涉及的知识点。   * **创建一个顺序表对象，并完成下列操作，把每次操作的结果显示到屏幕。**   **（1）保存下面一组数据 D={3,10,14,15,40}，**  **（2）分别查找第1、3、5、7位元素并返回**  **（3）分别在第1、3、6、7位插入新元素2023**  **（4）查找元素3、15、2013，如果存在返回第一次出现的位置，不存在给出提示并返回0.**  **（5）清空表**  **（6）删除表**  [实验运行结果]  （1）保存下面一组数据 D={3,10,14,15,40}  （2）分别查找第1、3、5、7位元素并返回          （3）分别在第1、3、6、7位插入新元素2023        （4）查找元素3、15、2013，如果存在返回第一次出现的位置，不存在给出提示并返回0.      （5）清空表    （6）删除表    [实验总结(题目所涉及的知识点)]   * 顺序表的初始化 * 顺序表类型的定义 * 顺序表的创建，从屏幕上依次读取数据生成顺序表 * 输出顺序表 * 顺序表的插入，以及插入的几种情况 * 顺序表的删除，以及删除的几种情况 * 按位查询顺序表中的元素 * 清空顺序表 * 检查顺序表是否是空表 * 求得顺序表的长度 * 销毁顺序表 * 顺序表的原地逆置 * 升序的顺序表中插入元素后仍保持升序 * 寻找中间元素的位序 * **创建一个单链表对象，并完成下列操作，把每次操作的结果显示到屏幕。**   **（1）保存下面一组数据 D={3,10,14,15,40}，**  **（2）分别查找第1、3、5、7位元素并返回**  **（3）分别在第1、3、6、7位插入新元素2023**  **（4）查找元素3、15、2013，如果存在返回第一次出现的位置，不存在给出提示并返回0.**  **（5）清空表**  **（6）删除表**  [实验运行结果]  （1）保存下面一组数据 D={3,10,14,15,40}    （2）分别查找第1、3、5、7位元素并返回          （3）分别在第1、3、6、7位插入新元素2023            （4）查找元素3、15、2013，如果存在返回第一次出现的位置，不存在给出提示并返回0        （5）清空表    （6）删除表    [实验总结(题目所涉及的知识点)]   * 单链表结点的类定义 * 单链表的初始化 * 输出带头结点的单链表 * 判断单链表是否为空 * 获取单链表的长度 * 按位查找 * 按值查找 * 单链表的销毁 * 单链表的清空 * 元素的插入及其多种情况 * 删除指定结点及其多种情况 * 尾插法建立单链表 * 头插法建立单链表 * 单链表的原地逆置 * 升序单链表插入元素后继续保持升序 * 中间位置结点的查询   **3、实现顺序表的原地转置，并分析算法的时间复杂度。**  **注：原地转置即空间复杂度为O(1)。**  [实验代码（不写主函数）]  Status ListReverse(Sqlist &L)  {  int i,j,n,t;  n=L.length;  if(n==0||n==1)  {  return OK;  }  i=0,j=n-1;  while(i<j){  t=L.data[i];  L.data[i] = L.data[j];  L.data[j] = t;  i++;  j--;  }  } [实验运行结果]    [实验总结(题目所涉及的知识点)]   * 先声明四个整型变量i,j,n,t * 令n等于顺序表的长度，如果n等于0或者1那么顺序表就不需要逆置 * 令i=0，j=n-1，即i代表第一个元素，j代表最后一个元素 * 然后用一个while循环，当i＜j的时候，用临时的整型变量t存储data[i]的值，再把data[j]的值赋给data[i]，然后把t的值赋给data[j]，i自增，j自减，就完成了一次循环 * 时间复杂度：由于有循环结构，时间复杂度为O(n/2)即O(n) * 空间复杂度：有4个辅助变量故空间复杂度为O(1)   **4. 递增有序的顺序表，实现插入新元素e后仍有序，并分析时间和空间复杂度。**  [实验代码（不写主函数）]  Status OrderInsert(Sqlist &L,ElemType e)  {  int i;  for(i=L.length-1;i>=0&&L.data[i]>e;i--){  L.data[i+1]=L.data[i];  L.data[i]=e;}  L.length++;  }  [实验运行结果]    [实验总结(题目所涉及的知识点)]   * 声明一个整型变量i * 写一个for循环，是i等于顺序表的最后一个元素 * i的控制条件是i＞0并且升序表顺序表的元素大于所给的参数e * 最后顺序表的长度增加 * 时间复杂度：最坏情况下的时间度，要把整个顺序表遍历一遍所以时间复杂度为O(n) * 空间复杂度：整个过程中产生了一个辅助变量，所以空间复杂度为O(1)   **5.求出顺序表正中元素的位序，分析算法的时间和空间复杂度。**  [实验代码（不写主函数）]  int Pos\_Mid(Sqlist L,int &i)  {  if((L.length)%2==1)  {  i=L.data[(L.length-1)/2];  return 1;  }  else if((L.length)%2==0)  {  i=L.data[(L.length/2)-1];  return 2;  }  }  [实验运行结果]    [实验总结(题目所涉及的知识点)]   * 对顺序表L的表长模2，若结果为1，则i等于位序为表长减去1后除以2的元素；若结果为0，则i等于表长除以2后再减去1元素。 * 时间复杂度：由于整个过程没有循环结构故时间复杂度为O(1) * 空间复杂度：整个过程没有辅助变量故空间复杂度为O(1)   **6.实现单链表的原地转置，并分析算法的时间和空间复杂度。**  [实验代码（不写主函数）]  Node\* ListReverse(Linklist &L) /\* 思路：逐个反向。从第一个结点开始逐个反向，直到最后一个结点完成。\*/  {  Node \*p;  p = L->next;  L->next = NULL;  while(p != NULL){  Node \*tmp;  tmp = p->next;  p->next = L->next;  L->next = p;  p = tmp;  }  return L;  }  [实验运行结果]    [实验总结(题目所涉及的知识点)]   * 先声明一个Node类型的指针p，对p进行赋值，使得p=L->next,而又使L->指向NULL，之后写一个while循环当p指针不指向空时进入循环，声明一个Node类型指针变量tmp用于临时存储数据，tmp为p->next,p->next赋值为L->next,L->next赋值为p，p赋值为tmp，由此完成了指向的反转。 * 时间复杂度：由于需要进行n次指针方向的转换，故时间复杂度为O(n) * 空间复杂度：由于每次循环都要产生一个tmp指针，所以空间复杂度为O(1)   **7.求出单链表正中元素的位序，分析算法的时间和空间复杂度。**  [实验代码（不写主函数）]  int Pos\_Mid (Linklist L,int &i) /\* 未知长度链表的中间结点定位，计算中间结点位序用i返回,并返回链表结点数量，1为奇数，0为偶数 \*/  {  int l;  l=GetLength(L);  if(l%2==0)  {  cout<<"the linklist has even elements"<<endl;  i=l/2;  return 0;  }  else if(l%2==1)  {  i=(l+1)/2;  cout<<"the linklist has odd elements"<<endl;  return 1;  }  }  [实验运行结果]    [实验总结(题目所涉及的知识点)]   * 声明一个整型变量l，使得l存储单链表的长度，如果l模2余0，返回0，并且把中间点位的位序返回给i，并且说明单链表有偶数个元素，如果l模2余1，返回1，并且把中间点位的位序返回给i，并且说明单链表有奇数个元素。 * 时间复杂度：在该过程中没有循环结构，所以时间复杂度与n无关，时间复杂度为O(n) * 空间复杂度：该过程中一共产生了一个辅助变量，空间复杂度为O(1)   **8.递增有序的单链表，实现插入新元素e后仍有序，并分析时间和空间复杂度。**  [实验代码]  Node \* OrderInsert(Linklist &L,ElemType e) /\* 将e插入升序排列的链表中，并保持顺序关系,链表带有头节点 \*/  {  Node \*per=L;  Node \*cur=L->next;  while(cur->next!=NULL&&cur->data<e)  {  prev=cur;  cur=cur->next;  }  Node \*newNode = new Node;  prev->next = newNode;  newNode->next = cur;  newNode->data = e;  return L;  }  [实验运行结果]    [实验总结(题目所涉及的知识点)]   * 声明一个新结点prev，并把头指针L赋值给它。声明一个新结点cur，并把L->next赋值给它，当cur的指向不为空并且cur的数据域小于e，之后写一个while循环，使得prev和cur分别往后移一位。然后new一个指针结点newNode，使得newNode的数据域来存储e，并且插入单链表。 * 时间复杂度：在最坏情况下，要插入的元素e比链表中所有元素都更大，那么循环要进行n次，故时间复杂度为O(n) * 空间复杂度：该过程中辅助变量有3个，所以空间复杂度为O(1) |
| **附：编译器错误信息** |
|  |