Las aplicaciones y páginas web están haciendo uso de código javascript cada vez en mayor cantidad para proporcionar aplicaciones con funcionalidades más complejas. En estos momentos las librerías para utilizarse en javascript son muchas y una aplicación puede hacer uso de varias de ellas.  
  
A pesar de las facilidades que proporcionan librerías como jQuery para manipular los elementos de una página web de forma dinámica, mucho código mal estructurado puede llegar a convertirse en un perfecto código espagueti, aunque jQuery facilita y simplifica muchas tareas en el manejo de los elementos de una página no es suficiente, a pesar de jQuery se puede llegar a tener un código con un mar de selectores, mantener sincronizados con la interfaz con el estado de la aplicación y la base de datos puede convertirse en una tarea complicada dar como resultado código con el que apetece poco trabajar.  
  
[Backbone.js](http://backbonejs.org/) trata de de resolver algunos de estos problemas proporcionando un marco sobre que el que organizar el código. Backbone.js en esencia en una librería modelo-vista-controlador (MVC) para javascript. Basándose en este patrón de diseño cada parte es independiente del resto. El modelo conserva el estado de la aplicación y produce eventos al ser modificado de forma que la vista se pueda actualizar de una forma independiente para ambos, la vista proporciona la interfaz del controlador a través del que se modifica el modelo de forma adecuada, todos los elementos están relacionados pero cada uno se encarga de una parte.
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Backbone además proporciona una forma para trabajar con servicios REST tanto para recuperar los datos de los modelos como para actualizarlos, guardarlos y eliminarlos en el servidor. A continuación pondré un pequeño ejemplo usando backbone.js que calcula el área de un rectángulo dado su alto y ancho y que lo muestra en pantalla. Como backbone.js sigue el patrón de diseño MVC por un lado tendremos el modelo, en nuestro caso el rectángulo con las propiedades alto y ancho que nos servirán para calcular el área, por el otro la vista que se actualizará según los datos del modelo introducidos en dos campos de texto, finalmente el controlador que captura los eventos como los cambios en los campos de texto, modifica el modelo y el modelo notifica a la vista para que se actualice.  
  
Vemos un ejemplo simple y que muestra parte del potencial de backbone.js. El modelo se define con el siguiente código, además de las propiedades se puede definir funciones que nos puede ser de utilidad, como calcular el área o obtener un objeto para ser utilizado con Mustache:

|  |  |
| --- | --- |
| 1234567891011121314 | var Rectangulo = Backbone.Model.extend({  defaults: {  alto: 4,  ancho: 3,  },  area: function() {  return this.get('alto') \* this.get('ancho');  },  toTemplateJSON: function() {  var json = this.toJSON();  json.area = this.area();  return json;  }  }); |

[**view raw**](https://gist.github.com/picodotdev/5421633/raw/main-1.js) [**main-1.js**](https://gist.github.com/picodotdev/5421633#file-main-1-js) hosted with ❤ by [**GitHub**](https://github.com/)

<a href="https://gist.github.com/picodotdev/5421633/raw/main-1.js">main-1.js</a><br/>   
La otra parte es la vista y el controlador, ambas cosas se definen con Backbone.View.extend:

|  |  |
| --- | --- |
| 12345678910111213141516171819202122232425262728293031323334 | var Vista = Backbone.View.extend({  el: '#area',  events: {  "change input[name='alto']": 'onChangeAlto',  "change input[name='ancho']": 'onChangeAncho'  },    initialize: function() {  \_.bindAll(this, 'render', 'onChangeAlto', 'onChangeAncho');    this.model = new Rectangulo();  this.model.on('change', this.render);    this.render();  },    onChangeAlto: function() {  var v = parseInt($("input[name='alto']", this.el).val());  this.model.set('alto', v);  },    onChangeAncho: function() {  var v = parseInt($("input[name='ancho']", this.el).val());  this.model.set('ancho', v);  },    render: function() {  $("input[name='alto']", this.el).val(this.model.get('alto'));  $("input[name='ancho']", this.el).val(this.model.get('ancho'));    var texto = Mustache.render('El área de un rectángulo de alto {{alto}} y ancho {{ancho}} es <b>{{area}}</b>', this.model.toTemplateJSON());  $('#resultado', this.el).html(texto);  },  }); |

[**view raw**](https://gist.github.com/picodotdev/5421633/raw/main-2.js) [**main-2.js**](https://gist.github.com/picodotdev/5421633#file-main-2-js) hosted with ❤ by [**GitHub**](https://github.com/)

<a href="https://gist.github.com/picodotdev/5421633/raw/main-2.js">main-2.js</a><br/>La inicialización del ejemplo:

|  |  |
| --- | --- |
| 1 | var v = new Vista(); |

[**view raw**](https://gist.github.com/picodotdev/5421633/raw/main-3.js) [**main-3.js**](https://gist.github.com/picodotdev/5421633#file-main-3-js) hosted with ❤ by [**GitHub**](https://github.com/)

<a href="https://gist.github.com/picodotdev/5421633/raw/main-3.js">main-3.js</a><br/>   
Las partes de esta vista-controlador son:

* el: el elemento html sobre el que actuará la vista.
* events: los eventos que manejará el controlador, es un mapa donde la clave es un selector muy parecido a jquery y el nombre de la función a llamar cuando se produzca.
* initialize: con la función de underscore \_.bindAll haremos que la referencia a this sea la vista en las funciones indicadas (render, onChangeAlto, onChangeAncho). A continuación se crea el modelo y cuando se produzca algún cambio en él (evento change) se actualice la vista. Finalmente, cuando se inicia la aplicación se dibuja por primera vez la vista.
* onChangeAlto y onChangeAncho: obtienen el alto o ancho de los campos de texto y modifican el modelo.
* render: se encarga de actualizar la vista cuando haya algún cambio en el modelo tal y como hemos echo en la función initialize con la función on sobre el modelo. Actualiza los inputs de alto y ancho con los valores del modelo y mediante una plantilla de Mustache forma el mensaje que se visualiza en el  elemento con id resultado.

Finalmente, queda el pequeño código html de la aplicación que contiene los campos de texto para introducir el alto y ancho y el elemento div donde se mostrará el área calculado del rectángulo:

|  |  |
| --- | --- |
| 123456789 | <div id="area">  <label for="alto">Alto</label>  <input id="alto" name="alto" value="">    <label for="ancho">Ancho</label>  <input id="ancho" name="ancho" value="">    <div id="resultado" style="margin-top: 2em"></div>  </div> |

[**view raw**](https://gist.github.com/picodotdev/5421633/raw/HelloWorldBackbone.html) [**HelloWorldBackbone.html**](https://gist.github.com/picodotdev/5421633#file-helloworldbackbone-html) hosted with ❤ by [**GitHub**](https://github.com/)

<a href="https://gist.github.com/picodotdev/5421633/raw/HelloWorldBackbone.html">HelloWorldBackbone.html</a><br/>

[![http://3.bp.blogspot.com/-okBxtRGOpAs/UXGHhhKIm1I/AAAAAAAACeo/zRjC-0Oo4aw/s400/helloworldbackbone.png](data:image/png;base64,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)](http://3.bp.blogspot.com/-okBxtRGOpAs/UXGHhhKIm1I/AAAAAAAACeo/zRjC-0Oo4aw/s1600/helloworldbackbone.png)

Backbone.js no es la única librería que implementa el patrón MVC en javascript otras alternativas son [knockout](http://knockoutjs.com/) y [AngularJS](http://angularjs.org/) aunque esta últimas tienen la notable diferencia de que se basan en añadir atributos especiales a las etiquetas html para definir el modelo y asociar los eventos. Backbone.js no necesita añadir esos atributos especiales a la etiquetas html o «instrumentalizarlo», esto se hace a través de javascript lo que da una mayor separación entre el código html y el código javascript. Por ahí se dice que usando backbone.js para realizar lo mismo se necesitan más lineas de javascript pero hay que tener en cuenta que a cambio el html necesario es mucho más simple que en knockout o AngularJS lo que facilita que el trabajo con motores de plantillas como [Mustache](http://mustache.github.io/) o [Handlebars](http://handlebarsjs.com/) también sea más simple.  
  
Este [pequeño manual de backbone](http://desarrolloweb.com/manuales/manual-backbonejs.html) explica muy bien que es. Y el siguiente vídeo es muy interesante.
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Como en el resto de entradas sobre esta serie de javascript el código fuente del ejemplo completo lo puedes encontrar en mi [repositorio de GitHub](https://github.com/picodotdev/elblogdepicodev/tree/master/HelloWorldBackbone). Este ejemplo se basa en [RequireJS](http://elblogdepicodev.blogspot.com.es/2013/03/introduccion-y-ejemplo-de-requirejs.html) y [Mustache](http://elblogdepicodev.blogspot.com.es/2013/03/introduccion-y-ejemplo-de-mustache.html) visto en anteriores entradas que puedes consultar en el apartado de referencia al final de la entrada.  
  
En la siguiente entrada mostraré [un ejemplo más completo y usando muchas cosas al mismo tiempo](http://elblogdepicodev.blogspot.com.es/2013/04/ejemplo-lista-de-tareas-con-backbone.html) de las que he estado hablando individualmente en las últimas entradas (ver referencia), será un ejemplo de una aplicación de lista de tareas por hacer que permite crearlas y completarlas, usará RequireJS, Mustache y Backbone (usándolo de forma más avanzada y completa de lo visto en esta entrada) en la parte cliente y [Tapestry](http://tapestry.apache.org/) y [RESTEasy](http://www.jboss.org/resteasy/) en la parte servidor.