# 运行系统

## ****准备工作****

1. JDK >= 1.8
2. Mysql >= 5.7.0 (flyway 不再支持MySQL5.6及以下版本,为了方便flyway使用，mysql请安装5.7及以上)

## ****运行系统****

1、将AS-Portal下载解压到工作目录  
2、使用IDEA开发工具打开， IDEA会自动加载依赖
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修改数据库连接(path: as-admin/resource)  
编辑resources目录下的application-dev.yml  
url: 服务器地址  
username: 账号  
password: 密码

4、打开运行com.as.MainApplication.java

若能正确展示以下文字LOG，这说明启动成功

![](data:image/png;base64,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)

5、打开浏览器，输入：[http://localhost:80](http://localhost/) （默认账户 admin/admin123）  
若能正确展示登录页面，并能成功登录，菜单及页面展示正常，则表明环境搭建成功

## ****常见问题****

1. 如果使用Mac 需要修改application.yml文件路径profile、telegramPhoto
2. 如果使用Linux 提示表不存在，设置大小写敏感配置在/etc/my.cnf 添加lower\_case\_table\_names=1，重启MYSQL服务
3. 如果提示当前权限不足，无法写入文件请检查profile是否可读可写，或者无法访问此目录

**后台手册**

**分页实现**

前端基于Bootstrap的轻量级表格插件 Bootstrap Table  
后端分页组件使用Mybatis分页插件 PageHelper

*分页实现流程*

1、前端调用封装好的方法$.table.init，传入后台url。

1. var options = {
2. url: prefix + "/list",
3. columns: [{
4. field: 'id',
5. title: '主键'
6. },
7. {
8. field: 'name',
9. title: '名称'
10. }]
11. };
12. $.table.init(options);

2、后台实现查询逻辑，调用startPage()方法即可自动完成服务端分页。

1. @PostMapping("/list")
2. @ResponseBody
3. public TableDataInfo list(User user)
4. {
5. startPage(); // 此方法配合前端完成自动分页
6. List<User> list = userService.selectUserList(user);
7. return getDataTable(list);
8. }

注意：启动分页关键代码startPage()（只对该语句以后的第一个查询语句得到的数据进行分页）  
如果改为其他数据库需修改配置application.yml helperDialect=你的数据库

**导入导出**

导入导出使用 Apache POI，目前支持参数如下

| **参数** | **类型** | **默认值** | **描述** |
| --- | --- | --- | --- |
| name | String | 空 | 导出到Excel中的名字 |
| dateFormat | String | 空 | 日期格式, 如: yyyy-MM-dd |
| readConverterExp | String | 空 | 读取内容转表达式 (如: 0=男,1=女,2=未知) |
| height | String | 14 | 导出时在excel中每个列的高度 单位为字符 |
| width | String | 16 | 导出时在excel中每个列的宽 单位为字符 |
| suffix | String | 空 | 文字后缀,如% 90 变成90% |
| defaultValue | String | 空 | 当值为空时,字段的默认值 |
| prompt | String | 空 | 提示信息 |
| combo | String | Null | 设置只能选择不能输入的列内容 |
| isExport | String | true | 是否导出数据,应对需求:有时我们需要导出一份模板,这是标题需要但内容需要用户手工填写 |
| targetAttr | String | 空 | 另一个类中的属性名称,支持多级获取,以小数点隔开 |
| type | Enum | Type.ALL | 字段类型（0：导出导入；1：仅导出；2：仅导入） |

*导出实现流程*

1、前端调用封装好的方法$.table.init，传入后台exportUrl。

1. var options = {
2. exportUrl: prefix + "/export",
3. columns: [{
4. field: 'id',
5. title: '主键'
6. },
7. {
8. field: 'name',
9. title: '名称'
10. }]
11. };
12. $.table.init(options);

2、在实体变量上添加@Excel注解。

1. @Excel(name = "用户序号")
2. private Long id;
3. @Excel(name = "用户名称")
4. private String userName;

3、在Controller添加导出方法

1. @PostMapping("/export")
2. @ResponseBody
3. public AjaxResult export(User user)
4. {
5. List<User> list = userService.selectUserList(user);
6. ExcelUtil<User> util = new ExcelUtil<User>(User.class);
7. return util.exportExcel(list, "用户数据");
8. }

*导入实现流程*

1、前端调用封装好的方法$.table.init，传入后台importUrl。

1. var options = {
2. importUrl: prefix + "/importData",
3. columns: [{
4. field: 'id',
5. title: '主键'
6. },
7. {
8. field: 'name',
9. title: '名称'
10. }]
11. };
12. $.table.init(options);

2、在实体变量上添加@Excel注解，默认为导出导入，也可以单独设置仅导入Type.IMPORT

1. @Excel(name = "用户序号")
2. private Long id;
3. @Excel(name = "部门编号", type = Type.IMPORT)
4. private Long deptId;
5. @Excel(name = "用户名称")
6. private String userName;

3、在Controller添加导入方法，updateSupport属性为是否存在则覆盖（可选）

1. @PostMapping("/importData")
2. @ResponseBody
3. public AjaxResult importData(MultipartFile file, boolean updateSupport) throws Exception
4. {
5. ExcelUtil<SysUser> util = new ExcelUtil<SysUser>(SysUser.class);
6. List<SysUser> userList = util.importExcel(file.getInputStream());
7. String operName = ShiroUtils.getSysUser().getLoginName();
8. String message = userService.importUser(userList, updateSupport, operName);
9. return AjaxResult.success(message);
10. }

**上传下载**

首先创建一张上传文件的表，例如：

1. drop table if exists sys\_file;
2. create table sys\_file (
3. fileid int(11) not null auto\_increment comment '文件id',
4. filename varchar(50) default '' comment '文件名称',
5. filepath varchar(255) default '' comment '文件路径',
6. primary key (fileid)
7. ) engine=innodb auto\_increment=200 default charset=utf8 comment = '文件表';

*上传实现流程*

1、参考示例代码。

1. function submitHandler() {
2. if ($.validate.form()) {
3. uploadFile();
4. }
5. }
6. function uploadFile() {
7. var formData = new FormData();
8. if($('#file')[0].files[0] == null) {
9. $.modal.alertWarning("请先选择文件路径");
10. return false;
11. }
12. formData.append('fileName', $("#fileName").val());
13. formData.append('file', $('#file')[0].files[0]);
14. $.ajax({
15. url: prefix + "/add",
16. type: 'post',
17. cache: false,
18. data: formData,
19. processData: false,
20. contentType: false,
21. dataType: "json",
22. success: function(result) {
23. $.operate.successCallback(result);
24. }
25. });
26. }

2、在Controller添加对应上传方法

1. @Autowired
2. private ServerConfig serverConfig;
4. @PostMapping("/add")
5. @ResponseBody
6. public AjaxResult addSave(MultipartFile file, SysFile sysFile) throws IOException
7. {
8. // 上传文件路径
9. String filePath = Global.getUploadPath();
10. // 上传并返回新文件名称
11. String fileName = FileUploadUtils.upload(filePath, file);
12. sysFile.setFilePath(fileName);
13. return toAjax(sysFileService.insertSysFile(sysFile));
14. }

3、上传成功后需要预览可以对该属性格式化处理

1. {
2. title: '文件预览',
3. formatter: function(value, row, index) {
4. return '<a href="javascript:downloadFile(' + row.fileId + ')"><img style="width:30;height:30px;" src="/profile/upload/' + row.filePath + '"/></a>';
5. }
6. },

注意：如果只是单纯的上传一张图片没有其他参数可以使用通用方法 /common/upload  
请求处理方法 com.as.web.controller.common.CommonController

*下载实现流程*

1、参考示例代码。

1. function downloadFile(fileId){
2. window.location.href = ctx + "system/sysFile/downloadFile/" + fileId;
3. }

2、在Controller添加对应上传方法

1. @GetMapping("/downloadFile/{fileId}")
2. public void downloadFile(@PathVariable("fileId") Integer fileId, HttpServletResponse response) throws Exception
3. {
4. SysFile sysFile = sysFileService.selectSysFileById(fileId);
5. String filePath = sysFile.getFilePath();
6. String realFileName = sysFile.getFileName() + filePath.substring(filePath.indexOf("."));
7. String path = Global.getUploadPath() + sysFile.getFilePath();
8. response.setCharacterEncoding("utf-8");
9. response.setContentType("multipart/form-data");
10. response.setHeader("Content-Disposition", "attachment;fileName=" + realFileName);
11. FileUtils.writeBytes(path, response.getOutputStream());
12. }

**事务管理**

在Spring Boot中，当我们使用了spring-boot-starter-jdbc或spring-boot-starter-data-jpa依赖的时候，框架会自动默认分别注入DataSourceTransactionManager或JpaTransactionManager。 所以我们不需要任何额外配置就可以用@Transactional注解进行事务的使用。

例如：新增用户时需要插入用户表、用户与岗位关联表、用户与角色关联表。就可以使用事务让它实现回退。  
做法非常简单，我们只需要在方法上添加@Transactional注解即可。事务可以用于Service和Controller

1. @Transactional
2. public int insertUser(User user)
3. {
4. // 新增用户信息
5. int rows = userMapper.insertUser(user);
6. // 新增用户岗位关联
7. insertUserPost(user);
8. // 新增用户与角色管理
9. insertUserRole(user);
10. return rows;
11. }

常见坑点1：遇到非检测异常时，事务开启，也无法回滚。 例如下面这段代码，账户余额依旧增加成功，并没有因为后面遇到检测异常而回滚！！

1. @Transactional
2. public void addMoney() throws Exception {
3. //先增加余额
4. accountMapper.addMoney();
5. //然后遇到故障
6. throw new SQLException("发生异常了..");
7. }

原因分析：因为Spring的默认的事务规则是遇到运行异常（RuntimeException）和程序错误（Error）才会回滚。如果想针对非检测异常进行事务回滚，可以在@Transactional 注解里使用 rollbackFor 属性明确指定异常。例如下面这样，就可以正常回滚：

1. @Transactional(rollbackFor = Exception.class)
2. public void addMoney() throws Exception {
3. //先增加余额
4. accountMapper.addMoney();
5. //然后遇到故障
6. throw new SQLException("发生异常了..");
7. }

常见坑点2： 在业务层捕捉异常后，发现事务不生效。 这是许多新手都会犯的一个错误，在业务层手工捕捉并处理了异常，你都把异常“吃”掉了，Spring自然不知道这里有错，更不会主动去回滚数据。 例如：下面这段代码直接导致增加余额的事务回滚没有生效。

1. @Transactional
2. public void addMoney() throws Exception {
3. //先增加余额
4. accountMapper.addMoney();
5. //谨慎：尽量不要在业务层捕捉异常并处理
6. try {
7. throw new SQLException("发生异常了..");
8. } catch (Exception e) {
9. e.printStackTrace();
10. }
11. }

推荐做法：在业务层统一抛出异常，然后在控制层统一处理。

1. @Transactional
2. public void addMoney() throws Exception {
3. //先增加余额
4. accountMapper.addMoney();
5. //推荐：在业务层将异常抛出
6. throw new RuntimeException("发生异常了..");
7. }

Transactional注解的常用属性表：

| **属性** | **说明** |
| --- | --- |
| propagation | 事务的传播行为，默认值为 REQUIRED。 |
| isolation | 事务的隔离度，默认值采用 DEFAULT |
| timeout | 事务的超时时间，默认值为-1，不超时。如果设置了超时时间(单位秒)，那么如果超过该时间限制了但事务还没有完成，则自动回滚事务。 |
| read-only | 指定事务是否为只读事务，默认值为 false；为了忽略那些不需要事务的方法，比如读取数据，可以设置 read-only 为 true。 |
| rollbackFor | 用于指定能够触发事务回滚的异常类型，如果有多个异常类型需要指定，各类型之间可以通过逗号分隔。{xxx1.class, xxx2.class,……} |
| noRollbackFor | 抛出 no-rollback-for 指定的异常类型，不回滚事务。{xxx1.class, xxx2.class,……} |
| .... |  |

TransactionDefinition传播行为的常量：

| **常量** | **含义** |
| --- | --- |
| TransactionDefinition.PROPAGATION\_REQUIRED | 如果当前存在事务，则加入该事务；如果当前没有事务，则创建一个新的事务。这是默认值。 |
| TransactionDefinition.PROPAGATION\_REQUIRES\_NEW | 创建一个新的事务，如果当前存在事务，则把当前事务挂起。 |
| TransactionDefinition.PROPAGATION\_SUPPORTS | 如果当前存在事务，则加入该事务；如果当前没有事务，则以非事务的方式继续运行。 |
| TransactionDefinition.PROPAGATION\_NOT\_SUPPORTED | 以非事务方式运行，如果当前存在事务，则把当前事务挂起。 |
| TransactionDefinition.PROPAGATION\_NEVER | 以非事务方式运行，如果当前存在事务，则抛出异常。 |
| TransactionDefinition.PROPAGATION\_MANDATORY | 如果当前存在事务，则加入该事务；如果当前没有事务，则抛出异常。 |
| TransactionDefinition.PROPAGATION\_NESTED | 如果当前存在事务，则创建一个事务作为当前事务的嵌套事务来运行；如果当前没有事务，则该取值等价于TransactionDefinition.PROPAGATION\_REQUIRED。 |

提示：事务的传播机制是指如果在开始当前事务之前，一个事务上下文已经存在，此时有若干选项可以指定一个事务性方法的执行行为。 即:在执行一个@Transactinal注解标注的方法时，开启了事务；当该方法还在执行中时，另一个人也触发了该方法；那么此时怎么算事务呢，这时就可以通过事务的传播机制来指定处理方式。

**异常处理**

在日常开发中程序发生了异常，往往需要通过一个统一的异常处理，来保证能够收到友好的提示。  
通常情况下我们用try..catch..对异常进行捕捉处理，但是在实际项目中对业务模块进行异常捕捉，会造成代码重复和繁杂， 我们希望代码中只有业务相关的操作，所有的异常我们单独设立一个类来处理它。全局异常就是对框架所有异常进行统一管理 而这就表示在框架需要一个机制，将程序的异常转换为用户可读的异常。而且最重要的，是要将这个机制统一，提供统一的异常处理。 我们在可能发生异常的方法，全部throw抛给前端控制器；然后由前端控制器调用 全局异常处理器 对异常进行统一处理。 如此，我们现在的Controller中的方法就可以很简洁了。

1、统一返回实体定义

1. package com.as.common.core.domain;
2. import java.util.HashMap;
3. /\*\*
4. \* 操作消息提醒
5. \*
6. \* @author as
7. \*/
8. public class AjaxResult extends HashMap<String, Object>
9. {
10. private static final long serialVersionUID = 1L;
11. /\*\*
12. \* 返回错误消息
13. \*
14. \* @param code 错误码
15. \* @param msg 内容
16. \* @return 错误消息
17. \*/
18. public static AjaxResult error(String msg)
19. {
20. AjaxResult json = new AjaxResult();
21. json.put("msg", msg);
22. json.put("code", 500);
23. return json;
24. }
25. /\*\*
26. \* 返回成功消息
27. \*
28. \* @param msg 内容
29. \* @return 成功消息
30. \*/
31. public static AjaxResult success(String msg)
32. {
33. AjaxResult json = new AjaxResult();
34. json.put("msg", msg);
35. json.put("code", 0);
36. return json;
37. }
38. }

2、定义登录异常定义

1. package com.as.common.exception;
2. /\*\*
3. \* 登录异常
4. \*
5. \* @author as
6. \*/
7. public class LoginException extends RuntimeException
8. {
9. private static final long serialVersionUID = 1L;
10. protected final String message;
11. public LoginException(String message)
12. {
13. this.message = message;
14. }
15. @Override
16. public String getMessage()
17. {
18. return message;
19. }
20. }

3、基于@ControllerAdvice注解的Controller层的全局异常统一处理

1. package com.as.framework.web.exception;
2. import org.slf4j.Logger;
3. import org.slf4j.LoggerFactory;
4. import org.springframework.web.bind.annotation.ExceptionHandler;
5. import org.springframework.web.bind.annotation.RestControllerAdvice;
6. import com.as.common.core.domain.AjaxResult;
7. import com.as.common.exception.LoginException;
8. /\*\*
9. \* 全局异常处理器
10. \*
11. \* @author as
12. \*/
13. @RestControllerAdvice
14. public class GlobalExceptionHandler
15. {
16. private static final Logger log = LoggerFactory.getLogger(GlobalExceptionHandler.class);
18. /\*\*
19. \* 登录异常
20. \*/
21. @ExceptionHandler(LoginException.class)
22. public AjaxResult loginException(LoginException e)
23. {
24. log.error(e.getMessage(), e);
25. return AjaxResult.error(e.getMessage());
26. }
27. }

4、测试访问请求

1. @Controller
2. public class SysIndexController
3. {
4. /\*\*
5. \* 首页方法
6. \*/
7. @GetMapping("/index")
8. public String index(ModelMap mmap)
9. {
10. /\*\*
11. \* 模拟用户未登录，抛出业务逻辑异常
12. \*/
13. SysUser user = ShiroUtils.getSysUser();
14. if (StringUtils.isNull(user))
15. {
16. throw new LoginException("用户未登录，无法访问请求。");
17. }
18. mmap.put("user", user);
19. return "index";
20. }
21. }

根据上面代码含义，当我们在访问/index时就会发生LoginException业务逻辑异常，按照我们之前的全局异常配置以及统一返回实体实例化，访问后会出现AjaxResult格式JSON数据， 下面我们运行项目访问查看效果。  
界面输出内容如下所示：

1. {
2. "msg": "用户未登录，无法访问请求。",
3. "code": 500
4. }

这个代码示例写的非常浅显易懂，但是需要注意的是：基于@ControllerAdvice注解的全局异常统一处理只能针对于Controller层的异常，意思是只能捕获到Controller层的异常， 在service层或者其他层面的异常都不能捕获。

系统的全局异常处理器GlobalExceptionHandler  
注意：如果全部异常处理返回json，那么可以使用@RestControllerAdvice代替@ControllerAdvice，这样在方法上就可以不需要添加@ResponseBody。

**系统日志**

在实际开发中，对于某些关键业务，我们通常需要记录该操作的内容，一个操作调一次记录方法，每次还得去收集参数等等，会造成大量代码重复。 我们希望代码中只有业务相关的操作，所有的异常我们单独设立一个注解来处理它。

在需要被记录日志的controller方法上添加@Log注解，使用方法如下：

1. @Log(title = "用户管理", businessType = BusinessType.INSERT)

支持参数如下：

| **参数** | **类型** | **默认值** | **描述** |
| --- | --- | --- | --- |
| title | String | 空 | 操作模块 |
| businessType | BusinessType | BusinessType.OTHER | 操作功能 |
| operatorType | OperatorType | OperatorType.MANAGE | 操作人类别 |
| isSaveRequestData | boolean | true | 是否保存请求的参数 |

逻辑实现代码 com.as.framework.aspectj.LogAspect  
查询操作详细记录可以登录系统（系统管理-操作日志）

**数据权限**

在实际开发中，需要设置用户只能查看哪些部门的数据，一般称为数据权限  
默认系统管理员admin拥有所有数据权限（userId=1）  
在需要数据权限控制方法上添加@DataScope注解  
@DataScope(tableAlias = "u")，其中u用来表示表的别名

1. /\*\* 表的别名 \*/
2. String tableAlias() default "";

在mybatis查询标签中添加数据范围过滤 ${params.dataScope}

会生成如下关键代码：

1. select u.user\_id, u.dept\_id, u.login\_name, u.user\_name, u.email , u.phonenumber,
2. u.password, u.sex, u.avatar, u.salt, u.status, u.del\_flag, u.login\_ip,
3. u.login\_date, u.create\_by, u.create\_time, u.remark, d.dept\_name
4. from sys\_user u
5. left join sys\_dept d on u.dept\_id = d.dept\_id
6. where u.del\_flag = '0'
7. and u.dept\_id in ( select dept\_id from sys\_role\_dept where role\_id = 2 )

逻辑实现代码 com.as.framework.aspectj.DataScopeAspect

**多数据源**

在实际开发中，经常可能遇到在一个应用中可能需要访问多个数据库的情况  
在需要切换数据源Service或Mapper方法上添加@DataSource注解  
@DataSource(value = DataSourceType.MASTER)，其中value用来表示数据源名称

1. /\*\* 切换数据源名称 \*/
2. public DataSourceType value() default DataSourceType.MASTER;

注解实现数据源切换

1. @DataSource(value = DataSourceType.MASTER)
2. public List<SysUser> selectUserList(SysUser user)
3. {
4. return userMapper.selectUserList(user);
5. }

手动实现数据源切换

1. public List<SysUser> selectUserList(SysUser user)
2. {
3. DynamicDataSourceContextHolder.setDataSourceType(DataSourceType.MASTER.name());
4. List<SysUser> userList = userMapper.selectUserList(user);
5. DynamicDataSourceContextHolder.clearDataSourceType();
6. return userList;
7. }

逻辑实现代码 com.as.framework.aspectj.DataSourceAspect

注意：可新增多个数据库库，支持不同数据源（Mysql、Oracle、SQLServer）

**代码生成**

大部分项目里其实有很多代码都是重复的，几乎每个基础模块的代码都有增删改查的功能，而这些功能都是大同小异，如果这些功能都要自己去写，将会大大浪费我们的精力降低效率。所以这种重复性的代码可以使用代码生成。 1、修改代码生成配置  
编辑resources目录下的generator.yml  
author: # 开发者姓名，生成到类注释上  
packageName: # 默认生成包路径  
autoRemovePre: # 是否自动去除表前缀  
tablePrefix: # 表前缀

2、新建数据库表结构（需要表注释）

1. drop table if exists sys\_test;
2. create table sys\_test (
3. test\_id int(11) auto\_increment comment '测试id',
4. test\_name varchar(30) default '' comment '测试名称',
5. primary key (test\_id)
6. ) engine=innodb auto\_increment=1 default charset=utf8 comment = '测试表';

3、登录系统-系统工具 -> 代码生成  
找到sys\_test表，点击生成代码会得到一个AS-Portal.zip  
执行sql文件，覆盖文件到对应目录即可

所有代码生成的相关业务逻辑代码在as-generator模块，可以自行调整或剔除

**定时任务**

与旧版AS-Portal-backend操作基本类似

所有定时任务的相关业务逻辑代码在as-quartz模块，可以自行调整或剔除

# 前端手册

## ****前端组件****

系统封装了一些常用的JS组件方法。

| **名称** | **代码** | **介绍** |
| --- | --- | --- |
| 表格 | $.table | 表格封装处理 |
| 表格树 | $.treeTable | 表格树封装处理 |
| 表单 | $.form | 表单封装处理 |
| 弹出层 | $.modal | 弹出层封装处理 |
| 操作 | $.operate | 操作封装处理 |
| 校验 | $.validate | 校验封装处理 |
| 树插件 | $.tree | 树插件封装处理 |
| 通用方法 | $.common | 通用方法封装处理 |

## ****通用方法****

支持属性

| **方法** | **参数** | **介绍** |
| --- | --- | --- |
| $.table.init(); | options（选项参数） | 初始化表格参数 |
| $.table.search(); | formId（表单ID） | 搜索-默认第一个form |
| $.table.exportExcel(); | formId（表单ID） | 导出-默认第一个form |
| $.table.importExcel(); | formId（表单ID） | 导入-默认importForm |
| $.table.importTemplate(); | formId（表单ID） | 摸版下载 |
| $.table.refresh(); | 无 | 刷新表格 |
| $.table.selectColumns(); | column（查询列值） | 查询表格指定列值 |
| $.table.selectFirstColumns(); | 无 | 查询表格首列值 |
| $.table.destroy(); | tableId（表格ID） | 销毁表格-默认options.id |
| $.table.serialNumber(); | index（序号） | 序列号生成 |
| $.table.dropdownToggle(); | value（内容） | 下拉按钮切换 |
| $.table.showColumn(); | column（列值） | 显示表格特定的列 |
| $.table.hideColumn(); | column（列值） | 隐藏表格特定的列 |
| $.table.tooltip(); | value（内容）, length（截取长度） | 超出指定长度浮动提示 |
| $.table.selectDictLabel(); | datas（字典列表）, value（当前值） | 回显数据字典 |
| $.treeTable.init(); | options（选项参数） | 初始化表格树参数 |
| $.treeTable.search(); | formId（表单ID） | 搜索-默认第一个form |
| $.treeTable.refresh(); | 无 | 刷新表格树 |
| $.form.reset(); | formId（表单ID） | 表单重置 |
| $.form.selectCheckeds(); | name（name名称） | 获取选中复选框项 |
| $.form.selectSelects(); | name（id名称） | 获取选中下拉框项 |
| $.modal.icon | type（图标类型） | 显示图标 |
| $.modal.msg | content（内容）, type（图标类型） | 消息提示 |
| $.modal.msgError(); | content（内容） | 错误消息 |
| $.modal.msgSuccess(); | content（内容） | 成功消息 |
| $.modal.msgWarning(); | content（内容） | 警告消息 |
| $.modal.alert | content（内容）, type（图标类型） | 消息提示 |
| $.modal.msgReload | msg（消息）, type（图标类型） | 消息提示并刷新父窗体 |
| $.modal.alertError(); | content（内容） | 错误提示 |
| $.modal.alertSuccess(); | content（内容） | 成功提示 |
| $.modal.alertWarning(); | content（内容） | 警告提示 |
| $.modal.close(); | 无 | 关闭窗体 |
| $.modal.closeAll | 无 | 关闭全部窗体 |
| $.modal.confirm(); | content（内容）, callBack（回调函数） | 确认窗体 |
| $.modal.open(); | title, url, width, height, callBack（回调函数） | 弹出层指定宽度 |
| $.modal.openOptions(); | options（选项参数） | 弹出层指定参数选项 |
| $.modal.openFull(); | title, url, width, height | 弹出层全屏 |
| $.modal.openTab | title（标题）, url（地址） | 选卡页方式打开 |
| $.modal.disable | 无 | 禁用按钮 |
| $.modal.enable | 无 | 启用按钮 |
| $.modal.loading(); | message（提示消息） | 打开遮罩层 |
| $.modal.closeLoading(); | 无 | 关闭遮罩层 |
| $.modal.reload(); | 无 | 重新加载 |
| $.operate.submit(); | url, type, dataType, data | 提交数据 |
| $.operate.post(); | url（地址）, data（数据） | post方式请求提交数据 |
| $.operate.get(); | url（地址） | get请求传输数据 |
| $.operate.detail(); | id（数据ID） | 详细信息 |
| $.operate.remove(); | id（数据ID） | 删除信息 |
| $.operate.removeAll(); | 无 | 批量删除信息 |
| $.operate.clean(); | 无 | 清空信息 |
| $.operate.add(); | id（数据ID） | 添加信息 |
| $.operate.addTab(); | id（数据ID） | 添加信息（选项卡方式） |
| $.operate.addFull(); | id（数据ID） | 添加信息 全屏 |
| $.operate.addUrl(); | id（数据ID） | 添加访问地址 |
| $.operate.edit(); | id（数据ID） | 修改信息 |
| $.operate.editTab(); | id（数据ID） | 修改信息（选项卡方式） |
| $.operate.editFull(); | id（数据ID） | 修改信息 全屏 |
| $.operate.editUrl(); | id（数据ID） | 修改访问地址 |
| $.operate.save(); | url（地址）, data（数据） | 保存信息 |
| $.operate.saveTab(); | url（地址）, data（数据） | 保存选项卡信息 |
| $.operate.ajaxSuccess(); | result（返回结果） | 保存结果弹出msg刷新table表格 |
| $.operate.saveSuccess(); | result（返回结果） | 保存结果提示msg |
| $.operate.successCallback(); | result（返回结果） | 成功回调执行事件（静默更新） |
| $.operate.successTabCallback(); | result（返回结果） | 选项卡成功回调执行事件（静默更新） |
| $.validate.unique(); | value（返回标识） | 判断返回标识是否唯一 |
| $.validate.form(); | formId（表单ID） | 表单验证-默认第一个form |
| $.tree.init(); | options（选项参数） | 初始化树结构 |
| $.tree.searchNode(); | 无 | 搜索节点 |
| $.tree.selectByIdName(); | treeId, treeName, node | 根据Id和Name选中指定节点 |
| $.tree.showAllNode(); | nodes（全部节点数据） | 显示所有节点 |
| $.tree.hideAllNode(); | nodes（全部节点数据） | 隐藏所有节点 |
| $.tree.showParent(); | treeNode（节点数据） | 显示所有父节点 |
| $.tree.showChildren(); | treeNode（节点数据） | 显示所有孩子节点 |
| $.tree.updateNodes(); | nodeList（全部节点数据） | 更新节点状态 |
| $.tree.getCheckedNodes(); | column（列值） | 获取当前被勾选集合 |
| $.tree.notAllowParents(); | \_tree（树对象） | 不允许根父节点选择 |
| $.tree.toggleSearch(); | 无 | 隐藏/显示搜索栏 |
| $.tree.collapse(); | 无 | 树折叠 |
| $.tree.expand(); | 无 | 树展开 |
| $.common.isEmpty(); | value（值） | 判断字符串是否为空 |
| $.common.isNotEmpty(); | value（值） | 判断一个字符串是否为非空串 |
| $.common.nullToStr(); | value（值） | 空对象转字符串 |
| $.common.visible(); | value（值） | 是否显示数据 为空默认为显示 |
| $.common.trim(); | value（值） | 空格截取 |
| $.common.random(); | min（最小）, max（最大） | 指定随机数返回 |
| $.common.startWith(); | value（值）, start（开始值） | 判断字符串是否是以start开头 |
| $.common.endWith(); | value（值）, end（结束值） | 判断字符串是否是以end结尾 |

## ****表格使用****

表格组件基于bootstrap table组件进行封装，轻松实现数据表格。

* 表格初始化 $.table.init

表的各项(Table options )

| **参数** | **类型** | **默认值** | **描述** |
| --- | --- | --- | --- |
| url | String | Null | 请求后台的URL |
| uniqueId | String | Null | 指定唯一列属性  配合删除/修改使用 未指定则使用表格行首列 |
| createUrl | String | Null | 新增URL 配合使用 $.operate.add()，$.operate.addTab() |
| updateUrl | String | Null | 修改URL 配合使用 $.operate.edit()，$.operate.editTab() |
| removeUrl | String | Null | 删除URL 配合使用 $.operate.remove() |
| exportUrl | String | Null | 导出URL 配合使用 $.table.exportExcel() |
| importUrl | String | Null | 导入URL 配合使用 $.table.importExcel() |
| detailUrl | String | Null | 详细URL 配合使用 $.operate.detail() |
| cleanUrl | String | Null | 清空URL 配合使用 $.operate.clean() |
| importTemplateUrl | String | Null | 摸版URL 配合使用 $.table.importTemplate() |
| height | String | undefined | 表格的高度 |
| striped | String | false | 是否显示行间隔色 |
| sortName | String | Null | 排序列名称 |
| sortOrder | String | Null | 排序方式 asc 或者 desc |
| pagination | Boolean | true | 默认为true表格的底部工具栏会显示分页条，设为false不显示 |
| pageSize | int | 10 | 每页的记录行数（\*） |
| id | String | bootstrap-table | 表格ID属性 |
| toolbar | String | toolbar | 表格工具栏ID属性 |
| escape | Boolean | false | 是否转义HTML字符串 |
| showFooter | Boolean | false | 默认为false隐藏表尾，设为true显示 |
| sidePagination | String | server | server启用服务端分页client客户端分页 |
| search | Boolean | true | 默认为true显示搜索框功能，设为false隐藏 |
| showSearch | Boolean | true | 默认为true显示检索信息，设为false隐藏 |
| showPageGo | Boolean | false | 默认为false不显示跳转页，设为true显示 |
| showRefresh | Boolean | true | 默认为true显示刷新按钮，设为false隐藏 |
| showColumns | Boolean | true | 默认为true显示某列下拉菜单，设为false隐藏 |
| showToggle | Boolean | true | 默认为true显示视图切换按钮，设为false隐藏 |
| showExport | Boolean | true | 默认为true显示导出文件按钮，设为false隐藏 |
| clickToSelect | Boolean | false | 默认为false不启用点击选中行，设为true启用 |
| fixedColumns | Boolean | false | 默认为false禁用冻结列，设为true启用冻结列（左侧） |
| fixedNumber | int | 0 | 冻结列的个数，当fixedColumns设为true有效（左侧） |
| rightFixedColumns | Boolean | false | 默认为false禁用冻结列，设为true启用冻结列（右侧） |
| rightFixedNumber | int | 0 | 冻结列的个数，当fixedColumns设为true有效（右侧） |
| params | Array | Null | 当请求数据时，你可以通过修改queryParams向服务器发送参数 |
| columns | Array | Null | 默认空数组，在JS里面定义 参考列的各项(Column options ) |
| responseHandler | Array | Null | 在加载服务器发送来的数据之前，处理数据的格式 |
| onLoadSuccess | Array | Null | 当所有数据被加载时触发处理函数 |

列的各项(Column options )

| **参数** | **类型** | **默认值** | **描述** |
| --- | --- | --- | --- |
| radio | Boolean | false | 默认false不显示radio（单选按钮），设为true则显示，radio宽度是固定的 |
| checkbox | Boolean | false | 默认false不显示checkbox（复选框），设为true则显示，checkbox的每列宽度已固定 |
| field | String | Null | 是每列的字段名，不是表头所显示的名字，通过这个字段名可以给其赋值，相当于key，表内唯一 |
| title | String | Null | 这个是表头所显示的名字，不唯一，如果你喜欢，可以把所有表头都设为相同的名字 |
| titleTooltip | String | true | 当悬浮在某控件上，出现提示 - 参考 Bootstrap 提示工具（Tooltip）插件 |
| class | boolean | false | 表格列样式 |
| rowspan | Number | true | 每格所占的行数 |
| colspan | Number | true | 每格所占的列数 |
| align | String | true | 每格内数据的对齐方式，有：left（靠左）、right（靠右）、center（居中） |
| halign | String | true | table header（表头）的对齐方式，有：left（靠左）、right（靠右）、center（居中） |
| falign | String | true | table footer（表脚，的对齐方式，有：left（靠左）、right（靠右）、center（居中） |
| valign | String | true | 每格数据的对齐方式，有：top（靠上）、middle（居中）、bottom（靠下） |
| width | Number | Null | 每列的宽度。如果没有自定义宽度自适应 |
| sortable | Boolean | false | 默认false就默认显示，设为true则会被排序 |
| order | String | asc | 默认的排序方式为"asc（升序）"，也可以设为"desc（降序）"。 |
| visible | Boolean | true | 默认为true显示该列，设为false则隐藏该列 |
| cardVisible | Boolean | true | 默认为true显示该列，设为false则隐藏。 |
| switchable | Boolean | true | 默认为true显示该列，设为false则禁用列项目的选项卡。 |
| clickToSelect | Boolean | true | 默认true不响应，设为false则当点击此行的某处时，不会自动选中此行的checkbox（复选框）或radiobox（单选按钮） |
| formatter | Function | Null | 某格的数据转换函数，需要三个参数： -value： field（字段名） -row：行的数据  -index：行的（索引）index |
| footerFormatter | Function | Null | 某格的数据转换函数，需要一个参数： -data： 所有行数据的数组 函数需要返回（return）footer某格内所要显示的字符串的格式 |
| events | Object | Null | 当某格使用formatter函数时，事件监听会响应，需要四个参数： -event：-value：字段名 -row：行数据 -index：此行的index |
| sorter | Function | Null | 自定义的排序函数，实现本地排序，需要两个参数： - a：第一个字段名  - b：第二个字段名 |
| sortName | String | Null | 排序列名称 |
| cellStyle | Function | Null | 对某列中显示样式改变 |
| searchable | Boolean | true | 默认true，表示此列数据可被查询 |
| searchFormatter | Boolean | true | 默认true，可使用格式化的数据查询 |
| escape | Boolean | false | 是否转义HTML字符串 |

* 表单搜索 $.table.search
  1. <a onclick="$.table.search();">搜索</a>
* 表格数据导出 $.table.exportExcel
  1. <a onclick="$.table.exportExcel();">导出</a>
* 数据模板下载 $.table.importTemplate
  1. <a onclick="$.table.importTemplate();">下载模板</a>
* 表格数据导入 $.table.importExcel
  1. <a onclick="$.table.importExcel();">导入</a>
  2. <form id="importForm" enctype="multipart/form-data" class="mt20 mb10" style="display: none;">
  3. <div class="col-xs-offset-1">
  4. <input type="file" id="file" name="file"/>
  5. <div class="mt10 pt5">
  6. <input type="checkbox" id="updateSupport" name="updateSupport" title="如果登录账户已经存在，更新这条数据。"> 是否更新已经存在的用户数据
  7. <a onclick="$.table.importTemplate()" class="btn btn-default btn-xs"><i class="fa fa-file-excel-o"></i> 下载模板</a>
  8. </div>
  9. <font color="red" class="pull-left mt10">
  10. 提示：仅允许导入“xls”或“xlsx”格式文件！
  11. </font>
  12. </div>
  13. </form>
* 表格销毁 $.table.destroy
  1. <a onclick="$.table.destroy();">销毁</a>
* 表格数据刷新 $.table.refresh
  1. <a onclick="$.table.refresh();">刷新</a>
* 选择表格行具体列 $.table.selectColumns
  1. var loginName = $.table.selectColumns("loginName");
* 选择表格行首列 $.table.selectFirstColumns
  1. var firstColumn = $.table.selectFirstColumns();
* 显示表格特定的列 $.table.showColumn
  1. $.table.showColumn("userName");
* 隐藏表格特定的列 $.table.hideColumn
  1. $.table.hideColumn("userName");
* 序列号生成 $.table.serialNumber
  1. {
  2. title: "序号",
  3. formatter: function (value, row, index) {
  4. return $.table.serialNumber(index);
  5. }
  6. },
* 超出指定长度浮动提示 $.table.tooltip
  1. {
  2. field: 'remark',
  3. title: '备注',
  4. align: 'center',
  5. formatter: function(value, row, index) {
  6. return $.table.tooltip(value);
  7. }
  8. },
* 回显数据字典 $.table.selectDictLabel
  1. var datas = [[${@dict.getType('sys\_common\_status')}]];
  2. {
  3. field: 'status',
  4. title: '用户状态',
  5. align: 'center',
  6. formatter: function(value, row, index) {
  7. return $.table.selectDictLabel(datas, value);
  8. }
  9. },
* 下拉按钮切换 $.table.dropdownToggle
  1. formatter: function(value, row, index) {
  2. var actions = [];
  3. actions.push('<a class="' + editFlag + '" href="#" onclick="$.operate.edit(\'' + row.deptId + '\')"><i class="fa fa-edit"></i>编辑</a>');
  4. actions.push('<a class="' + removeFlag + '" href="#" onclick="$.operate.remove(\'' + row.deptId + '\')"><i class="fa fa-trash"></i>删除</a>');
  5. actions.push('<a class="' + addFlag + '" href="#" onclick="$.operate.add(\'' + row.deptId + '\')"><i class="fa fa-plus"></i>添加下级部门</a>');
  6. return $.table.dropdownToggle(actions.join(''));
  7. }

## ****弹层使用****

弹层组件目前基于layer组件进行封装,提供了弹出、消息、提示、确认、遮罩处理等功能。

* 提供成功、警告和错误等反馈信息
  1. $.modal.msg("默认反馈");
  2. $.modal.msgError("错误反馈");
  3. $.modal.msgSuccess("成功反馈");
  4. $.modal.msgWarning("警告反馈");
* 提供成功、警告和错误等提示信息
  1. $.modal.alert("默认提示");
  2. $.modal.alertError("错误提示");
  3. $.modal.alertSuccess("成功提示");
  4. $.modal.alertWarning("警告提示");
  5. $.modal.confirm("确认信息", function() {});
* 提供弹出层信息
  1. // title 标题 url 请求链接 width 宽度 height 高度 options 选项
  2. $.modal.open(title, url, width, height);
  3. $.modal.openTab(title, url);
  4. $.modal.openOptions(options);
  5. $.modal.openFull(title, url, width, height);
  6. $.modal.close();
  7. $.modal.closeAll();
  8. $.modal.reload();
* 提供遮罩层信息
  1. $.modal.loading("正在导出数据，请稍后...");
  2. $.modal.closeLoading();

## ****权限使用****

使用thymeleaf模板整合了shiro标签 - 界面可以直接使用。

1. <a href="#" shiro:hasPermission="system:user:add">包含权限字符串才能看到</a>
2. <a href="#" shiro:hasRole="admin">管理员才能看到</a>

如果需要在JS中使用权限，使用封装方法

1. var addFlag = [[${@permission.hasPermi('system:user:add')}]];
2. <a class="btn btn-success btn-xs ' + editFlag + '">包含权限字符串才能看到</a>

## ****字典使用****

配置好相关的数据字典信息即可正常使用（系统管理-字典管理）

1. <select name="status" th:with="type=${@dict.getType('sys\_normal\_disable')}">
2. <option value="">所有</option>
3. <option th:each="dict : ${type}" th:text="${dict.dictLabel}" th:value="${dict.dictValue}">
4. </option>
5. </select>

如果在想Table表格数据使用字典，使用formatter格式化

1. // 获取数据字典数据
2. var datas = [[${@dict.getType('sys\_normal\_disable')}]];
3. // 格式化数据字典
4. formatter: function(value, row, index) {
5. return $.table.selectDictLabel(datas, value);
6. }

## ****参数使用****

配置好相关的参数信息即可正常使用（系统管理-参数管理）

1. <body th:classappend="${@config.getKey('sys.index.skinName')}">

如果需要在JS中使用参数，使用封装方法

1. var skinName = [[${@config.getKey('sys.index.skinName')}]];
2. $("#id").val(skinName);