## Stacked Autoencoder (encode-decode)

Multiple dense layers compress inputs to a bottleneck and then decode to reconstruct. Layer depth increases representational capacity, while the bottleneck enforces compactness, with reconstruction loss guiding learning.

This example demonstrates a Stacked Autoencoder to encode time-series windows (p -> k) and reconstruct them (k -> p), enabling evaluation of reconstruction quality.

Prerequisites - Python with PyTorch accessible via reticulate - R packages: daltoolbox, tspredit, daltoolboxdp, ggplot2

# Installing example dependencies (if needed)  
#install.packages("tspredit")  
#install.packages("daltoolboxdp")

# Loading required packages  
library(daltoolbox)  
library(tspredit)  
library(daltoolboxdp)  
library(ggplot2)

# Example dataset (series -> windows)  
data(tsd)  
  
sw\_size <- 5 # sliding window size (p)  
ts <- ts\_data(tsd$y, sw\_size) # convert series into windows with p columns  
  
ts\_head(ts)

## t4 t3 t2 t1 t0  
## [1,] 0.0000000 0.2474040 0.4794255 0.6816388 0.8414710  
## [2,] 0.2474040 0.4794255 0.6816388 0.8414710 0.9489846  
## [3,] 0.4794255 0.6816388 0.8414710 0.9489846 0.9974950  
## [4,] 0.6816388 0.8414710 0.9489846 0.9974950 0.9839859  
## [5,] 0.8414710 0.9489846 0.9974950 0.9839859 0.9092974  
## [6,] 0.9489846 0.9974950 0.9839859 0.9092974 0.7780732

# Normalization (min-max by group)  
preproc <- ts\_norm\_gminmax()  
preproc <- fit(preproc, ts)  
ts <- transform(preproc, ts)  
  
ts\_head(ts)

## t4 t3 t2 t1 t0  
## [1,] 0.5004502 0.6243512 0.7405486 0.8418178 0.9218625  
## [2,] 0.6243512 0.7405486 0.8418178 0.9218625 0.9757058  
## [3,] 0.7405486 0.8418178 0.9218625 0.9757058 1.0000000  
## [4,] 0.8418178 0.9218625 0.9757058 1.0000000 0.9932346  
## [5,] 0.9218625 0.9757058 1.0000000 0.9932346 0.9558303  
## [6,] 0.9757058 1.0000000 0.9932346 0.9558303 0.8901126

# Train/test split  
samp <- ts\_sample(ts, test\_size = 10)  
train <- as.data.frame(samp$train)  
test <- as.data.frame(samp$test)

# Creating the stacked autoencoder (encode-decode): 5 -> 3 -> 5 dimensions  
auto <- autoenc\_stacked\_ed(5, 3)  
  
# Training the model  
auto <- fit(auto, train)

# Learning curves (train and validation loss per epoch)  
fit\_loss <- data.frame(  
 x = 1:length(auto$train\_loss),  
 train\_loss = auto$train\_loss,  
 val\_loss = auto$val\_loss  
)  
grf <- plot\_series(fit\_loss, colors = c('Blue', 'Orange'))  
plot(grf)

![](data:image/png;base64,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)

# Testing the autoencoder (reconstruction)  
# Show samples from the test set and the reconstruction (p columns)  
print(head(test))

## t4 t3 t2 t1 t0  
## 1 0.7258342 0.8294719 0.9126527 0.9702046 0.9985496  
## 2 0.8294719 0.9126527 0.9702046 0.9985496 0.9959251  
## 3 0.9126527 0.9702046 0.9985496 0.9959251 0.9624944  
## 4 0.9702046 0.9985496 0.9959251 0.9624944 0.9003360  
## 5 0.9985496 0.9959251 0.9624944 0.9003360 0.8133146  
## 6 0.9959251 0.9624944 0.9003360 0.8133146 0.7068409

result <- transform(auto, test)  
print(head(result))

## [,1] [,2] [,3] [,4] [,5]  
## [1,] 0.7261572 0.8299434 0.9134388 0.9700664 0.9978321  
## [2,] 0.8285775 0.9115989 0.9702780 0.9973685 0.9970004  
## [3,] 0.9144923 0.9678447 0.9982312 0.9961334 0.9615912  
## [4,] 0.9703946 0.9974673 0.9963026 0.9621229 0.8999010  
## [5,] 0.9985229 0.9960172 0.9623696 0.9001709 0.8142424  
## [6,] 0.9966218 0.9631256 0.9003599 0.8133936 0.7062593

# Reconstruction metrics per column: R2 and MAPE  
result <- as.data.frame(result)  
names(result) <- names(test)  
r2 <- c()  
mape <- c()  
for (col in names(test)){  
 r2\_col <- cor(test[col], result[col])^2  
 r2 <- append(r2, r2\_col)  
 mape\_col <- mean((abs((result[col] - test[col]))/test[col])[[col]])  
 mape <- append(mape, mape\_col)  
 print(paste(col, 'R2 test:', r2\_col, 'MAPE:', mape\_col))  
}

## [1] "t4 R2 test: 0.999958598346892 MAPE: 0.000644770198242779"  
## [1] "t3 R2 test: 0.999938064530867 MAPE: 0.00109731966103266"  
## [1] "t2 R2 test: 0.999996832560432 MAPE: 0.00037191941717328"  
## [1] "t1 R2 test: 0.999994960074065 MAPE: 0.000696658429195821"  
## [1] "t0 R2 test: 0.99997550100841 MAPE: 0.00241669106909105"

print(paste('Means R2 test:', mean(r2), 'MAPE:', mean(mape)))

## [1] "Means R2 test: 0.999972791304133 MAPE: 0.00104547175494712"

References - Bengio, Y., Lamblin, P., Popovici, D., & Larochelle, H. (2007). Greedy layer-wise training of deep networks. NIPS.