## Time Series Encoding (encode)

This example shows how to transform a time series into fixed-size windows and train an autoencoder to learn a compact latent representation (p -> k) of these windows.

Prerequisites - R packages: daltoolbox, ggplot2 - Python with PyTorch accessible via reticulate (the backend is loaded by internal functions)

# Loading required packages  
library(daltoolbox)

## Series for study

data(tsd)  
tsd$y[39] <- tsd$y[39] \* 6 # inject a synthetic outlier for illustration in the plot

sw\_size <- 5 # sliding window size (p)  
ts <- ts\_data(tsd$y, sw\_size) # convert the series into windows with p columns  
ts\_head(ts, 3) # view the first 3 windows

## t4 t3 t2 t1 t0  
## [1,] 0.0000000 0.2474040 0.4794255 0.6816388 0.8414710  
## [2,] 0.2474040 0.4794255 0.6816388 0.8414710 0.9489846  
## [3,] 0.4794255 0.6816388 0.8414710 0.9489846 0.9974950

library(ggplot2)  
plot\_ts(x = tsd$x, y = tsd$y) + # series plot with the outlier peak  
 theme(text = element\_text(size = 16))
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## Data sampling

samp <- ts\_sample(ts, test\_size = 5) # hold out the last 5 windows for test  
train <- as.data.frame(samp$train)  
test <- as.data.frame(samp$test)

## Train the model

auto <- autoenc\_e(5, 3) # reduce from 5 -> 3 dimensions (p -> k)  
auto <- fit(auto, train)

## Encoding evaluation (train)

print(head(train)) # original windows (p columns)

## t4 t3 t2 t1 t0  
## 1 0.0000000 0.2474040 0.4794255 0.6816388 0.8414710  
## 2 0.2474040 0.4794255 0.6816388 0.8414710 0.9489846  
## 3 0.4794255 0.6816388 0.8414710 0.9489846 0.9974950  
## 4 0.6816388 0.8414710 0.9489846 0.9974950 0.9839859  
## 5 0.8414710 0.9489846 0.9974950 0.9839859 0.9092974  
## 6 0.9489846 0.9974950 0.9839859 0.9092974 0.7780732

result <- transform(auto, train) # encodings (k columns)  
print(head(result))

## [,1] [,2] [,3]  
## [1,] -0.9766539 -0.3814127 -0.07435853  
## [2,] -1.0551510 -0.5274587 -0.30925468  
## [3,] -1.0890839 -0.6559536 -0.52649301  
## [4,] -1.0702201 -0.7408124 -0.71378839  
## [5,] -0.9966391 -0.7731555 -0.85493237  
## [6,] -0.8729350 -0.7542226 -0.94598871

## Encoding of the test set

print(head(test))

## t4 t3 t2 t1 t0  
## 1 0.9893582 0.9226042 0.7984871 0.6247240 0.4121185  
## 2 0.9226042 0.7984871 0.6247240 0.4121185 0.1738895  
## 3 0.7984871 0.6247240 0.4121185 0.1738895 -2.7054403  
## 4 0.6247240 0.4121185 0.1738895 -2.7054403 -0.3195192  
## 5 0.4121185 0.1738895 -2.7054403 -0.3195192 -0.5440211

result <- transform(auto, test)  
print(head(result))

## [,1] [,2] [,3]  
## [1,] -0.5317495 -0.5833322 -0.9632042  
## [2,] -0.2985932 -0.4059999 -0.8747309  
## [3,] 0.9613019 0.3479683 -0.6187263  
## [4,] 0.7847022 0.5570109 0.4851846  
## [5,] 1.2511439 0.4866397 0.5168563