ARIMA(p, d, q): ARIMA models represent a univariate time series as a combination of autoregressive (AR) terms, differencing for integration (I), and moving-average (MA) terms. An ARIMA(p, d, q) is built by: - differencing the series d times to achieve approximate stationarity; - modeling the differenced series with p autoregressive lags and q moving-average terms; - estimating parameters by maximum likelihood and selecting orders using an information criterion (e.g., AICc) and residual diagnostics.

In the example below, the function ts\_arima() performs automatic order selection and fitting. Forecasts are generated recursively for the desired number of steps ahead.

Objective: Fit and evaluate an ARIMA (AutoRegressive Integrated Moving Average) model for time-series forecasting, performing a train-test split, automatic order selection, and evaluation with metrics and visualization.

#install.packages("tspredit")  
  
# Loading the package  
library(tspredit)

# Series for study (no sliding window)  
  
data(tsd)  
ts <- ts\_data(tsd$y, 0)  
ts\_head(ts, 3)

## t0  
## [1,] 0.0000000  
## [2,] 0.2474040  
## [3,] 0.4794255

# Series visualization  
library(ggplot2)  
plot\_ts(x=tsd$x, y=tsd$y) + theme(text = element\_text(size=16))

![](data:image/png;base64,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)

# Train-test split and projection (X, y)  
  
samp <- ts\_sample(ts, test\_size = 5)  
io\_train <- ts\_projection(samp$train)  
io\_test <- ts\_projection(samp$test)

# Training the ARIMA model (orders selected automatically)  
  
model <- ts\_arima()  
model <- fit(model, x=io\_train$input, y=io\_train$output)

# Fit evaluation (train)  
  
adjust <- predict(model, io\_train$input)  
adjust <- as.vector(adjust)  
output <- as.vector(io\_train$output)  
ev\_adjust <- evaluate(model, output, adjust)  
ev\_adjust$mse

## [1] 0.02857686

# Forecast on test set (5 steps ahead)  
  
prediction <- predict(model, x=io\_test$input[1,], steps\_ahead=5)  
prediction <- as.vector(prediction)  
output <- as.vector(io\_test$output)  
ev\_test <- evaluate(model, output, prediction)  
ev\_test

## $values  
## [1] 0.41211849 0.17388949 -0.07515112 -0.31951919 -0.54402111  
##   
## $prediction  
## [1] 0.6011374 0.5784414 0.5566023 0.5355877 0.5153665  
##   
## $smape  
## [1] 1.489711  
##   
## $mse  
## [1] 0.4904025  
##   
## $R2  
## [1] -3.235632  
##   
## $metrics  
## mse smape R2  
## 1 0.4904025 1.489711 -3.235632

# Plot comparing actual vs fit (train) and forecast (test)  
  
yvalues <- c(io\_train$output, io\_test$output)  
plot\_ts\_pred(y=yvalues, yadj=adjust, ypre=prediction) + theme(text = element\_text(size=16))
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