Overview

Integrated tuning automates hyperparameter search for time-series learners in a single pipeline. It handles preprocessing, window size, and model hyperparameters, then evaluates and returns the best configuration for your training data.

What you will learn - Create sliding windows suitable for supervised learning - Split the data into train/test respecting time order - Define a search space and run integrated tuning - Inspect evaluation metrics and visualize predictions

# Install tspredit if needed  
#install.packages("tspredit")

# Load packages  
library(daltoolbox)  
library(tspredit)

# Create a simple cosine series for demonstration  
  
i <- seq(0, 25, 0.25)  
x <- cos(i)

# Visualize the time series  
plot\_ts(x=i, y=x) + theme(text = element\_text(size=16))
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# Sliding windows  
  
# Create a sliding-window matrix for supervised learning.  
# Each row contains 10 attributes (t9..t0) representing the last 10 observations.  
sw\_size <- 10  
ts <- ts\_data(x, sw\_size)  
ts\_head(ts, 3)

## t9 t8 t7 t6 t5 t4 t3 t2 t1 t0  
## [1,] 1.0000000 0.9689124 0.8775826 0.7316889 0.5403023 0.3153224 0.0707372 -0.1782461 -0.4161468 -0.6281736  
## [2,] 0.9689124 0.8775826 0.7316889 0.5403023 0.3153224 0.0707372 -0.1782461 -0.4161468 -0.6281736 -0.8011436  
## [3,] 0.8775826 0.7316889 0.5403023 0.3153224 0.0707372 -0.1782461 -0.4161468 -0.6281736 -0.8011436 -0.9243024

# Data sampling (train/test split)  
  
test\_size <- 1 # keep last step for testing  
samp <- ts\_sample(ts, test\_size)  
ts\_head(samp$train, 3)

## t9 t8 t7 t6 t5 t4 t3 t2 t1 t0  
## [1,] 1.0000000 0.9689124 0.8775826 0.7316889 0.5403023 0.3153224 0.0707372 -0.1782461 -0.4161468 -0.6281736  
## [2,] 0.9689124 0.8775826 0.7316889 0.5403023 0.3153224 0.0707372 -0.1782461 -0.4161468 -0.6281736 -0.8011436  
## [3,] 0.8775826 0.7316889 0.5403023 0.3153224 0.0707372 -0.1782461 -0.4161468 -0.6281736 -0.8011436 -0.9243024

ts\_head(samp$test)

## t9 t8 t7 t6 t5 t4 t3 t2 t1 t0  
## [1,] -0.7256268 -0.532833 -0.3069103 -0.06190529 0.1869486 0.424179 0.635036 0.8064095 0.9276444 0.9912028

# Define integrated tuning  
  
# We will:  
# - search over input window sizes (3..5)  
# - use ELM as the base model  
# - apply global min-max normalization as preprocessing  
# - explore ranges for hidden units and activation function  
  
tune <- ts\_integtune(input\_size=c(3:5), base\_model = ts\_elm(), preprocess = list(ts\_norm\_gminmax()),  
 ranges = list(nhid = 1:5, actfun=c('sig', 'radbas', 'tribas', 'relu', 'purelin')))

# Fit the tuned pipeline on training data  
  
io\_train <- ts\_projection(samp$train)  
model <- fit(tune, x=io\_train$input, y=io\_train$output)

# Evaluate training adjustment (in-sample)  
  
adjust <- predict(model, io\_train$input)  
ev\_adjust <- evaluate(model, io\_train$output, adjust)  
print(head(ev\_adjust$metrics))

## mse smape R2  
## 1 1.438579e-29 9.327241e-15 1

# Forecast on the test segment  
  
steps\_ahead <- 1  
io\_test <- ts\_projection(samp$test)  
prediction <- predict(model, x=io\_test$input, steps\_ahead=steps\_ahead)  
prediction <- as.vector(prediction)  
  
output <- as.vector(io\_test$output)  
if (steps\_ahead > 1)  
 output <- output[1:steps\_ahead]  
  
print(sprintf("%.2f, %.2f", output, prediction))

## [1] "0.99, 0.99"

# Evaluate test performance  
  
ev\_test <- evaluate(model, output, prediction)  
print(head(ev\_test$metrics))

## mse smape R2  
## 1 1.687423e-29 4.144283e-15 -Inf

print(sprintf("smape: %.2f", 100\*ev\_test$metrics$smape))

## [1] "smape: 0.00"

# Plot results  
  
yvalues <- c(io\_train$output, io\_test$output)  
plot\_ts\_pred(y=yvalues, yadj=adjust, ypre=prediction) + theme(text = element\_text(size=16))

![](data:image/png;base64,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)

# Example hyperparameter ranges by model  
  
# ELM  
ranges\_elm <- list(nhid = 1:20, actfun=c('sig', 'radbas', 'tribas', 'relu', 'purelin'))  
  
# MLP  
ranges\_mlp <- list(size = 1:10, decay = seq(0, 1, 1/9), maxit=10000)  
  
# RF  
ranges\_rf <- list(nodesize=1:10, ntree=1:10)  
  
# SVM  
ranges\_svm <- list(kernel=c("radial", "poly", "linear", "sigmoid"), epsilon=seq(0, 1, 0.1), cost=seq(20, 100, 20))  
  
# LSTM  
ranges\_lstm <- list(input\_size = 1:10, epochs=10000)  
  
# CNN  
ranges\_cnn <- list(input\_size = 1:10, epochs=10000)