# **Определение структуры данных**

## **Создание и удаление базы данных**

### **Создание базы данных**

Для создания базы данных используется команда **CREATE DATABASE**. Она имеет следующий синтаксис:

|  |  |
| --- | --- |
| 1 | CREATE DATABASE [IF NOT EXISTS] имя\_базы\_даных; |

В конце команды указывается имя базы данных.

Первая форма CREATE DATABASE имя\_базы\_даных пытается создать базу данных, но если такая база данных уже существует, то операция возвратит ошибку.

Вторая форма CREATE DATABASE IF NOT EXISTS имя\_базы\_даных пытается создать базу данных, если на сервере отсутствует бд с таким именем.

Например, в MySQL Workbench CE (или в MySQL Command Line Client) выполним следующую команду:

|  |  |
| --- | --- |
| 1 | CREATE DATABASE productsdb; |

Она создаст на сервере бд productsdb.

![CREATE DATABASE in MySQL](data:image/png;base64,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)

### **Установка базы данных**

После создания БД с ней производятся различные операции: создание таблиц, добавление и получение данных и т.д. Но чтобы установить производить эти операции, надо установить определенную базу данных в качестве используемой. Для этого применяется оператор **USE**:

|  |  |
| --- | --- |
| 1 | USE productsdb; |

### **Удаление базы данных**

Для удаления базы данных применяется команда **DROP DATABASE**, которая имеет следующий синтаксис:

|  |  |
| --- | --- |
| 1 | DROP DATABASE [IF EXISTS] имя\_базы\_даных; |

Первая форма DROP DATABASE имя\_базы\_даных пытается удалить базу данных, но если такая база данных отсутствует на сервере, то операция возвратит ошибку.

Вторая форма DROP DATABASE IF EXISTS имя\_базы\_даных пытается удалить базу данных, если на сервере имеется бд с таким именем.

Например, удалим выше созданную базу данных productsdb:

|  |  |
| --- | --- |
| 1 | DROP DATABASE productsdb; |

## **Создание и удаление таблиц**

### **Создание таблицы**

Для создания таблиц используется команда **CREATE TABLE**. Эта команды применяет ряд операторов, которые определяют столбцы таблицы и их атрибуты. Общий формальный синтаксис команды CREATE TABLE:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | CREATE TABLE название\_таблицы  (название\_столбца1 тип\_данных атрибуты\_столбца1,  название\_столбца2 тип\_данных атрибуты\_столбца2,  ................................................  название\_столбцаN тип\_данных атрибуты\_столбцаN,  атрибуты\_уровня\_таблицы  ) |

После команды CREATE TABLE идет название таблицы. Имя таблицы выполняет роль ее идентификатора в базе данных, поэтому оно должно быть уникальным. Затем в скобках перечисляются названия столбцов, их типы данных и атрибуты. В самом конце можно определить атрибуты для всей таблицы. Атрибуты столбцов, а также атрибуты таблицы указывать необязательно.

Создадим простейшую таблицу. Для этого выполним следующий скрипт:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | CREATE DATABASE productsdb;    USE productsdb;    CREATE TABLE Customers  (  Id INT,  Age INT,  FirstName VARCHAR(20),  LastName VARCHAR(20)  ); |

Таблица не может создаваться сама по себе. Она всегда создается в определенной базе данных. Вначале здесь создается база данных productsdb. И затем, чтобы указать, что все дальнейшие операции, в том числе создание таблицы, будут производиться с этой базой данных, применяется команда **USE**.

Далее собственно идет создание таблицы, которая называется Customers. Она определяет четыре столбца: Id, Age, FirstName, LastName. Первые два столбца представляют идентификатор клиента и его возраст и имеют тип INT, то есть будут хранить числовые значения. Следующие столбцы представляют имя и фамилию клиента и имеют тип VARCHAR(20), то есть представляют строку длиной не более 20 символов. В данном случае для каждого столбца определены имя и тип данных, при этом атрибуты столбцов и таблицы в целом отсутствуют.
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И в результате выполнения этой команды будет создана база данных productsdb, в которой будет создана таблица Customers.

### **Переименование таблиц**

Если после создания таблицы мы захотим ее переименовать, то для этого нужно использовать команду **RENAME TABLE**, которая имеет следующий синтаксис:

|  |  |
| --- | --- |
| 1 | RENAME TABLE старое\_название TO новое\_название; |

Например, переименуем таблицу Customers в Clients:

|  |  |
| --- | --- |
| 1 | RENAME TABLE Customers TO Clients; |

### **Полное удаление данных**

Для полного удаления данных, очистки таблицы применяется команда **TRUNCATE TABLE**. Например, очистим таблицу Clients:

|  |  |
| --- | --- |
| 1 | TRUNCATE TABLE Clients; |

### **Удаление таблиц**

Для удаления таблицы из БД применяется команда **DROP TABLE**, после которой указывается название удаляемой таблицы. Например, удалим таблицу Clients:

|  |  |
| --- | --- |
| 1 | DROP TABLE Clients; |

## **Типы данных MySQL**

При определении столбцов таблицы для них необходимо указать тип данных. Каждый столбец должен иметь тип данных. Тип данных определяет, какие значения могут храниться в столбце, сколько они будут занимать места в памяти.

MySQL предоставляет следующие типы данных, которые можно разбить на ряд групп.

#### **Символьные типы**

* **CHAR**: представляет стоку фиксированной длины.  
  Длина хранимой строки указыватся в скобках, например, CHAR(10) - строка из десяти символов. И если в таблицу в данный столбец сохраняется строка из 6 символов (то есть меньше установленной длины в 10 символов), то строка дополняется 4 проблеми и в итоге все равно будет занимать 10 символов
* **VARCHAR**: представляет стоку переменной длины.  
  Длина хранимой строки также указыватся в скобках, например, VARCHAR(10). Однако в отличие от CHAR хранимая строка будет занимать именно столько места, скольо необходимо. Например, если определеная длина в 10 символов, но в столбец сохраняется строка в 6 символов, то хранимая строка так и будет занимать 6 символов плюс дополнительный байт, который хранит длину строки.

Начиная с MySQL 5.6 типы CHAR и VARCHAR по умолчанию используют кодировку UTF-8, которая позволяет использовать до 3 байт для хранения символа в заивисимости от языка ( для многих европейских языков по 1 байту на символ, для ряда восточно-европейских и ближневосточных - 2 байта, а для китайского, яполнского, корейского - по 3 байта на символ).

Ряд дополнительных типов данных представляют текст неопределенной длины:

* **TINYTEXT**: представляет текст длиной до 255 байт.
* **TEXT**: представляет текст длиной до 65 КБ.
* **MEDIUMTEXT**: представляет текст длиной до 16 МБ
* **LARGETEXT**: представляет текст длиной до 4 ГБ

#### **Числовые типы**

* **TINYINT**: представляет целые числа от -127 до 128, занимает 1 байт
* **BOOL**: фактически не представляет отдельный тип, а является лишь псевдонимом для типа TINYINT(1) и может хранить два значения 0 и 1. Однако данный тип может также в качестве значения принимать встроенные константы **TRUE** (представляет число 1) и **FALSE** (предоставляет число 0).  
  Также имеет псевдоним **BOOLEAN**.
* **TINYINT UNSIGNED**: представляет целые числа от 0 до 255, занимает 1 байт
* **SMALLINT**: представляет целые числа от -32768 до 32767, занимает 2 байтa
* **SMALLINT UNSIGNED**: представляет целые числа от 0 до 65535, занимает 2 байтa
* **MEDIUMINT**: представляет целые числа от -8388608 до 8388607, занимает 3 байта
* **MEDIUMINT UNSIGNED**: представляет целые числа от 0 до 16777215, занимает 3 байта
* **INT**: представляет целые числа от -2147483648 до 2147483647, занимает 4 байта
* **INT UNSIGNED**: представляет целые числа от 0 до 4294967295, занимает 4 байта
* **BIGINT**: представляет целые числа от -9 223 372 036 854 775 808 до 9 223 372 036 854 775 807, занимает 8 байт
* **BIGINT UNSIGNED**: представляет целые числа от 0 до 18 446 744 073 709 551 615, занимает 8 байт
* **DECIMAL**: хранит числа с фиксированной точностью. Данный тип может принимать два параметра precision и scale: DECIMAL(precision, scale).  
  Параметр precision представляет максимальное количество цифр, которые может хранить число. Это значение должно находиться в диапазоне от 1 до 65.  
  Параметр scale представляет максимальное количество цифр, которые может содержать число после запятой. Это значение должно находиться в диапазоне от 0 до значения параметра precision. По умолчанию оно равно 0.  
  Например, в определении следующего столбца:

|  |  |
| --- | --- |
| 1 | salary DECIMAL(5,2) |

* Число 5 - precision, а число 2 - scale, поэтому данный столбец может хранить значения из диапазона от -999.99 до 999.99.  
  Размер данных в байтах для DECIMAL зависит от хранимого значения.  
  Данный тип также имеет псевдонимы **NUMERIC**, **DEC**, **FIXED**.
* **FLOAT**: хранит дробные числа с плавающей точкой одинарной точности от -3.4028 \* 1038 до 3.4028 \* 1038, занимает 4 байта  
  Может принимать форму FLOAT(M,D), где M - общее количество цифр, а D - количество цифр после запятой  
  .
* **DOUBLE**: хранит дробные числа с плавающей точкой двойной точности от -1.7976 \* 10308 до 1.7976 \* 10308, занимает 8 байт. Также может принимать форму DOUBLE(M,D), где M - общее количество цифр, а D - количество цифр после запятой.  
  Данный тип также имеет псевдонимы **REAL** и **DOUBLE PRECISION**, которые можно использовать вместо DOUBLE.

#### **Типы для работы с датой и временем**

* **DATE**: хранит даты с 1 января 1000 года до 31 деабря 9999 года (c "1000-01-01" до "9999-12-31"). По умолчанию для хранения используется формат yyyy-mm-dd. Занимает 3 байта.
* **TIME**: хранит время от -838:59:59 до 838:59:59. По умолчанию для хранения времени применяется формат "hh:mm:ss". Занимает 3 байта.
* **DATETIME**: объединяет время и дату, диапазон дат и времени - с 1 января 1000 года по 31 декабря 9999 года (с "1000-01-01 00:00:00" до "9999-12-31 23:59:59"). Для хранения по умолчанию используется формат "yyyy-mm-dd hh:mm:ss". Занимает 8 байт
* **TIMESTAMP**: также хранит дату и время, но в другом диапазоне: от "1970-01-01 00:00:01" UTC до "2038-01-19 03:14:07" UTC. Занимает 4 байта
* **YEAR**: хранит год в виде 4 цифр. Диапазон доступных значений от 1901 до 2155. Занимает 1 байт.

Тип Date может принимать даты в различных форматах, однако непосредственно для хранения в самой бд даты приводятся к формату "yyyy-mm-dd". Некоторые из принимаемых форматов:

* yyyy-mm-dd - 2018-05-25
* yyyy-m-dd - 2018-5-25
* yy-m-dd - 18-05-25  
  В таком формате двузначные числа от 00 до 69 воспринимаются как даты в диапазоне 2000-2069. А числа от 70 до 99 как диапазон чисел 1970 - 1999.
* yyyymmdd - 20180525
* yyyy.mm.dd - 2018.05.25

Для времени тип Time использует 24-часовой формат. Он может принимать время в различных форматах:

* hh:mi - 3:21 (хранимое значение 03:21:00)
* hh:mi:ss - 19:21:34
* hhmiss - 192134

Примеры значений для типов DATETIME и TIMESTAMP:

* 2018-05-25 19:21:34
* 2018-05-25 (хранимое значение 2018-05-25 00:00:00)

#### **Составные типы**

* **ENUM**: хранит одно значение из списка допустимых значений. Занимает 1-2 байта
* **SET**: может хранить несколько значений (до 64 значений) из некоторого списка допустимых значений. Занимает 1-8 байт.

#### **Бинарные типы**

* **TINYBLOB**: хранит бинарные данные в виде строки длиной до 255 байт.
* **BLOB**: хранит бинарные данные в виде строки длиной до 65 КБ.
* **MEDIUMBLOB**: хранит бинарные данные в виде строки длиной до 16 МБ
* **LARGEBLOB**: хранит бинарные данные в виде строки длиной до 4 ГБ

## **Атрибуты столбцов и таблиц**

С помощью атрибутов можно настроить поведение столбцов. Рассмотрим, какие атрибуты мы можем использовать.

### **PRIMARY KEY**

Атрибут **PRIMARY KEY** задает первичный ключ таблицы.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | USE productsdb;    CREATE TABLE Customers  (  Id INT PRIMARY KEY,  Age INT,  FirstName VARCHAR(20),  LastName VARCHAR(20)  ); |

Первичный ключ уникально идентифицирует строку в таблице. В качестве первичного ключа необязательно должны выступать столбцы с типом int, они могут представлять любой другой тип.

Установка первичного ключа на уровне таблицы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | USE productsdb;  CREATE TABLE Customers  (  Id INT,  Age INT,  FirstName VARCHAR(20),  LastName VARCHAR(20),  PRIMARY KEY(Id)  ); |

Первичный ключ может быть составным. Такой ключ использовать сразу несколько столбцов, чтобы уникально идентифицировать строку в таблице. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | CREATE TABLE OrderLines  (  OrderId INT,  ProductId INT,  Quantity INT,  Price MONEY,  PRIMARY KEY(OrderId, ProductId)  ) |

Здесь поля OrderId и ProductId вместе выступают как составной первичный ключ. То есть в таблице OrderLines не может быть двух строк, где для обоих из этих полей одновременно были бы одни и те же значения.

### **AUTO\_INCREMENT**

Атрибут **AUTO\_INCREMENT** позволяет указать, что значение столбца будет автоматически увеличиваться при добавлении новой строки. Данный атрибут работает для столбцов, которые представляют целочисленный тип или числа с плавающей точкой.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | CREATE TABLE Customers  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  Age INT,  FirstName VARCHAR(20),  LastName VARCHAR(20)  ); |

В данном случае значение столбца Id каждой новой добавленной строки будет увеличиваться на единицу.

### **UNIQUE**

Атрибут **UNIQUE** указывает, что столбец может хранить только уникальные значения.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | CREATE TABLE Customers  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  Age INT,  FirstName VARCHAR(20),  LastName VARCHAR(20),  Phone VARCHAR(13) UNIQUE  ); |

В данном случае столбец Phone, который представляет телефон клиента, может хранить только уникальные значения. И мы не сможем добавить в таблицу две строки, у которых значения для этого столбца будет совпадать.

Также мы можем определить этот атрибут на уровне таблицы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | CREATE TABLE Customers  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  Age INT,  FirstName VARCHAR(20),  LastName VARCHAR(20),  Email VARCHAR(30),  Phone VARCHAR(20),  UNIQUE(Email, Phone)  ); |

### **NULL и NOT NULL**

Чтобы указать, может ли столбец принимать значение **NULL**, при определении столбца ему можно задать атрибут **NULL** или **NOT NULL**. Если этот атрибут явным образом не будет использован, то по умолчанию столбец будет допускать значение NULL. Исключением является тот случай, когда столбец выступает в роли первичного ключа - в этом случае по умолчанию столбец имеет значение NOT NULL.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | CREATE TABLE Customers  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  Age INT,  FirstName VARCHAR(20) NOT NULL,  LastName VARCHAR(20) NOT NULL,  Email VARCHAR(30) NULL,  Phone VARCHAR(20) NULL  ); |

В данном случае столбец Age по умолчанию будет иметь атрибут NULL.

### **DEFAULT**

Атрибут **DEFAULT** определяет значение по умолчанию для столбца. Если при добавлении данных для столбца не будет предусмотрено значение, то для него будет использоваться значение по умолчанию.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | CREATE TABLE Customers  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  Age INT DEFAULT 18,  FirstName VARCHAR(20) NOT NULL,  LastName VARCHAR(20) NOT NULL,  Email VARCHAR(30) NOT NULL UNIQUE,  Phone VARCHAR(20) NOT NULL UNIQUE  ); |

Здесь столбец Age в качестве значения по умолчанию имеет число 18.

### **CHECK**

Атрибут **CHECK** задает ограничение для диапазона значений, которые могут храниться в столбце. Для этого после CHECK указывается в скобках условие, которому должен соответствовать столбец или несколько столбцов. Например, возраст клиентов не может быть меньше 0 или больше 100:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | CREATE TABLE Customers  (  Id INT AUTO\_INCREMENT,  Age INT DEFAULT 18 CHECK(Age >0 AND Age < 100),  FirstName VARCHAR(20) NOT NULL,  LastName VARCHAR(20) NOT NULL,  Email VARCHAR(30) CHECK(Email !=''),  Phone VARCHAR(20) CHECK(Phone !='')  ); |

Кроме проверки возраста здесь также проверяется, что столбцы Email и Phone не могут иметь пустую строку в качестве значения (пустая строка не эквивалентна значению NULL).

Для соединения условий используется ключевое слово **AND**. Условия можно задать в виде операций сравнения больше (>), меньше (<), не равно (!=).

Также CHECK можно использовать на уровне таблицы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | CREATE TABLE Customers  (  Id INT AUTO\_INCREMENT,  Age INT DEFAULT 18,  FirstName VARCHAR(20) NOT NULL,  LastName VARCHAR(20) NOT NULL,  Email VARCHAR(30),  Phone VARCHAR(20),  CHECK((Age >0 AND Age<100) AND (Email !='') AND (Phone !=''))  ); |

### **Оператор CONSTRAINT. Установка имени ограничений**

С помощью ключевого слова **CONSTRAINT** можно задать имя для ограничений. Они указываются после ключевого слова CONSTRAINT перед атрибутами на уровне таблицы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | CREATE TABLE Customers  (  Id INT AUTO\_INCREMENT,  Age INT,  FirstName VARCHAR(20) NOT NULL,  LastName VARCHAR(20) NOT NULL,  Email VARCHAR(30),  Phone VARCHAR(20) NOT NULL,  CONSTRAINT customers\_pk PRIMARY KEY(Id),  CONSTRAINT customer\_phone\_uq UNIQUE(Phone),  CONSTRAINT customer\_age\_chk CHECK(Age >0 AND Age<100)  ); |

В данном случае ограничение для PRIMARY KEY называется customers\_pk, для UNIQUE - customer\_phone\_uq, а для CHECK - customer\_age\_chk. Смысл установки имен ограничений заключается в том, что впоследствии через эти имена мы сможем управлять ограничениями - удалять или изменять их.

Установить имя можно для ограничений PRIMARY KEY, CHECK, UNIQUE, а также FOREIGN KEY, который рассматриватся далее.

## **Внешние ключи FOREIGN KEY**

Внешние ключи позволяют установить связи между таблицами. Внешний ключ устанавливается для столбцов из зависимой, подчиненной таблицы, и указывает на один из столбцов из главной таблицы. Как правило, внешний ключ указывает на первичный ключ из связанной главной таблицы.

Общий синтаксис установки внешнего ключа на уровне таблицы:

|  |  |
| --- | --- |
| 1  2  3  4  5 | [CONSTRAINT имя\_ограничения]  FOREIGN KEY (столбец1, столбец2, ... столбецN)  REFERENCES главная\_таблица (столбец\_главной\_таблицы1, столбец\_главной\_таблицы2, ... столбец\_главной\_таблицыN)  [ON DELETE действие]  [ON UPDATE действие] |

Для создания ограничения внешнего ключа после **FOREIGN KEY** указывается столбец таблицы, который будет представляет внешний ключ. А после ключевого слова **REFERENCES** указывается имя связанной таблицы, а затем в скобках имя связанного столбца, на который будет указывать внешний ключ. После выражения **REFERENCES** идут выражения **ON DELETE** и **ON UPDATE**, которые задают действие при удалении и обновлении строки из главной таблицы соответственно.

Например, определим две таблицы и свяжем их посредством внешнего ключа:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | CREATE TABLE Customers  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  Age INT,  FirstName VARCHAR(20) NOT NULL,  LastName VARCHAR(20) NOT NULL,  Phone VARCHAR(20) NOT NULL UNIQUE  );    CREATE TABLE Orders  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  CustomerId INT,  CreatedAt Date,  FOREIGN KEY (CustomerId) REFERENCES Customers (Id)  ); |

В данном случае определены таблицы Customers и Orders. Customers является главной и представляет клиента. Orders является зависимой и представляет заказ, сделанный клиентом. Таблица Orders через столбец CustomerId связана с таблицей Customers и ее столбцом Id. То есть столбец CustomerId является внешним ключом, который указывает на столбец Id из таблицы Customers.

С помощью оператора **CONSTRAINT** можно задать имя для ограничения внешнего ключа:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | CREATE TABLE Orders  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  CustomerId INT,  CreatedAt Date,  CONSTRAINT orders\_custonmers\_fk  FOREIGN KEY (CustomerId) REFERENCES Customers (Id)  ); |

### **ON DELETE и ON UPDATE**

С помощью выражений **ON DELETE** и **ON UPDATE** можно установить действия, которые выполняются соответственно при удалении и изменении связанной строки из главной таблицы. В качестве действия могут использоваться следующие опции:

* **CASCADE**: автоматически удаляет или изменяет строки из зависимой таблицы при удалении или изменении связанных строк в главной таблице.
* **SET NULL**: при удалении или обновлении связанной строки из главной таблицы устанавливает для столбца внешнего ключа значение **NULL**. (В этом случае столбец внешнего ключа должен поддерживать установку NULL)
* **RESTRICT**: отклоняет удаление или изменение строк в главной таблице при наличии связанных строк в зависимой таблице.
* **NO ACTION**: то же самое, что и RESTRICT.
* **SET DEFAULT**: при удалении связанной строки из главной таблицы устанавливает для столбца внешнего ключа значение по умолчанию, которое задается с помощью атрибуты DEFAULT. Несмотря на то, что данная опция в принципе доступна, однако движок InnoDB не поддерживает данное выражение.

### **Каскадное удаление**

Каскадное удаление позволяет при удалении строки из главной таблицы автоматически удалить все связанные строки из зависимой таблицы. Для этого применяется опция **CASCADE**:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | CREATE TABLE Orders  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  CustomerId INT,  CreatedAt Date,  FOREIGN KEY (CustomerId) REFERENCES Customers (Id) ON DELETE CASCADE  ); |

Подобным образом работает и выражение **ON UPDATE CASCADE**. При изменении значения первичного ключа автоматически изменится значение связанного с ним внешнего ключа. Однако поскольку первичные ключи изменяются очень редко, да и с принципе не рекомендуется использовать в качестве первичных ключей столбцы с изменяемыми значениями, то на практике выражение ON UPDATE используется редко.

### **Установка NULL**

При установки для внешнего ключа опции **SET NULL** необходимо, чтобы столбец внешнего ключа допускал значение NULL:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | CREATE TABLE Orders  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  CustomerId INT,  CreatedAt Date,  FOREIGN KEY (CustomerId) REFERENCES Customers (Id) ON DELETE SET NULL  ); |

## **Изменение таблиц и столбцов**

Если таблица уже была ранее создана, и ее необходимо изменить, то для этого применяется команда **ALTER TABLE**. Ее сокращенный формальный синтаксис:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | ALTER TABLE название\_таблицы  { ADD название\_столбца тип\_данных\_столбца [атрибуты\_столбца] |  DROP COLUMN название\_столбца |  MODIFY COLUMN название\_столбца тип\_данных\_столбца [атрибуты\_столбца] |  ALTER COLUMN название\_столбца SET DEFAULT значение\_по\_умолчанию |  ADD [CONSTRAINT] определение\_ограничения |  DROP [CONSTRAINT] имя\_ограничения} |

Вообще данная команда поддерживает гораздо больше опций и возможностей. Все их можно посмотреть в документации. Рассмотрим лишь основные сценарии, с которыми мы можем столкнуться.

### **Добавление нового столбца**

Добавим в таблицу Customers новый столбец Address:

|  |  |
| --- | --- |
| 1  2 | ALTER TABLE Customers  ADD Address VARCHAR(50) NULL; |

В данном случае столбец Address имеет тип VARCHAR и для него определен атрибут NULL.

### **Удаление столбца**

Удалим столбец Address из таблицы Customers:

|  |  |
| --- | --- |
| 1  2 | ALTER TABLE Customers  DROP COLUMN Address; |

### **Изменение значения по умолчанию**

Установим в таблице Customers для столбца Age значение по умолчанию 22:

|  |  |
| --- | --- |
| 1  2 | ALTER TABLE Customers  ALTER COLUMN Age SET DEFAULT 22; |

### **Изменение типа столбца**

Изменим в таблице Customers тип данных у столбца FirstName на CHAR(100) и установим для него атрибут NULL:

|  |  |
| --- | --- |
| 1  2 | ALTER TABLE Customers  MODIFY COLUMN FirstName CHAR(100) NULL; |

### **Добавление и удаление внешнего ключа**

Пусть изначально в базе данных будут добавлены две таблицы, никак не связанные:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | CREATE TABLE Customers  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  Age INT,  FirstName VARCHAR(20) NOT NULL,  LastName VARCHAR(20) NOT NULL  );  CREATE TABLE Orders  (  Id INT PRIMARY KEY AUTO\_INCREMENT,  CustomerId INT,  CreatedAt Date  ); |

Добавим ограничение внешнего ключа к столбцу CustomerId таблицы Orders:

|  |  |
| --- | --- |
| 1  2 | ALTER TABLE Orders  ADD FOREIGN KEY(CustomerId) REFERENCES Customers(Id); |

При добавлении ограничений мы можем указать для них имя, используя оператор **CONSTRAINT**, после которого указывается имя ограничения:

|  |  |
| --- | --- |
| 1  2  3 | ALTER TABLE Orders  ADD CONSTRAINT orders\_customers\_fk  FOREIGN KEY(CustomerId) REFERENCES Customers(Id); |

В данном случае ограничение внешнего ключа называется orders\_customers\_fk. Затем по этому имени мы можем удалить ограничение:

|  |  |
| --- | --- |
| 1  2 | ALTER TABLE Orders  DROP FOREIGN KEY orders\_customers\_fk; |

### **Добавление и удаление первичного ключа**

Добавим в таблицу Products первичный ключ:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | CREATE TABLE Products  (  Id INT,  Model VARCHAR(20)  );    ALTER TABLE Products  ADD PRIMARY KEY (Id); |

Теперь удалим первичный ключ:

|  |  |
| --- | --- |
| 1  2 | ALTER TABLE Products  DROP PRIMARY KEY; |