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**Introduction:**

In python, you can use Linked Lists to traverse through multiple sub lists and find what you are looking for, whether it is an integer or string for example. The task for this lab is to compare two text files, turn them into a single linked list and implement four methods that will help on finding repetitive integers from those files. This is exciting as it uses a real word problem like a merger of two companies to illustrate how we can use this problem in the real world.

**Proposed solution design and implementation:**

1. Compare Number: I would like to create a separate method needed to compare neighbor numbers as stated in solution 1. Especially because I would like to use this method so that I can use it after going through bubble sort and merge sort. I would like to keep this method simple and clean, with counting only how many duplicates are found within a given list.
2. Bubble Sort: There is not a lot of freedom when trying to design the implementation of bubble sort, the idea is to pass higher numbers to the end of the list over and over until we reach the actual sorted list. Perhaps the biggest challenge was to implement this algorithm using linked lists. Either way, I would have to find a way to alter the list with each term moving to the end if necessary, as well as making sure that if the list is correct, that the method would check its status once and end.
3. Merge Sort: There is not a lot of freedom when trying to design the implementation of merge sort, the idea is to split the values of the list by halves and sort each term to their respective place over and over until we reach the actual sorted list. Perhaps the biggest challenge was to implement this algorithm using linked lists, as well as finding a way to skim through the linked list depending of the size of length of the list. Either way, I would have to find a way to split the list into two, and a separate method to create the newly formed list. In order words, I would then need to use two methods for this particular function.
4. Search\_duplicates: For solution 4, I want to do something a little different, I want to find a way to not only find me the number of duplicated values, but to insert them in a list as well so that I can print that individual list when the program ends, and the user is able to see which Ids are duplicated from the combined file.

**Experimental results**:

The example shown below was taken from two of my four custom text file, ‘act.txt’, and ‘viv.txt’, which only used 5 items on each list. I decided to portray this text files for my report as I thought it will help with illustrating how the program is supposed to run using a simple example.

1. compare\_num (0(: Originally, I wanted to have this method run in the normal indentation, but I found it faster to implement it as a method to be used in my Linked List class. The implementation of the method is pretty straight forward, plus I was able to add the nested loops like requested from the lab.
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1. Bubble Sort(0(: or this method, I had to create a variable called Completed that would tell me whenever the list was completed in its sorting process. While Completed wasn’t true, the list would sort itself until the desired results were made, and finally returning the middle element in that list.
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1. Merge Sort(0( For this method, I had to create three lists, one for the left terms, one for the right terms, and an empty one to become a vessel for the results of the other two lists. My process was pretty much straight forward from the implementation process, but I had to add a Merger method to combine my two new lists into one by indicating whenever the terms of one list is empty, to fill in the void for the other one. At the end, the new list will get its median, and the process was over. Also, I had to add a method that would get the length of the list, so that the partition would work correctly before the program even began.
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1. Search\_duplicates (0(: This method was not that difficult to implement, the only issue I had was to use list as a parameter for the beginning, but other than that, the process is simple. The method creates an empty list that will append duplicated Ids into the list, and like mentioned on the lab, I created a parameter that will indicate if I have seen that number before in the list, and automatically add it if true.

![](data:image/png;base64,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)

The table below shows the name of the method on the top bar, while the name of the text files on the left-hand side. Then I used the time library to calculate how long it took for each method to run. The results are shown below:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Files Used | Compare Number | Bubble Sort | Merge Sort | Search Duplicates |
| act.txt,  viv.txt | 0.0009958s | 0.00004s | 0.001080s | 0.000000000023s |
| act1.txt,  viv1.txt | 0.003988s | 0.003988s | 0.007033s | 0.003937s |
| activision.txt,  vivendi.txt | 8.32s | 16.31s | 12.61s | 0.75s |

As shown above, the fastest method was Search Duplicates, followed by the Compare Number, then Merge Sort, and finally Bubble Sort.

**Conclusions**:

With this lab, I was able to learn to code better using the Python language, including using many sorting algorithms to find multiple duplicated integers. I was able to learn to solve different problems by using Linked Lists and classes throughout my lab.

**Appendix :**

**Main.py**

'''

Author: Carlos Fernando Castaneda

Class : CS 2302

Date Modified: September 24, 2019

Instructor: Diego Aguirre

Assingment: Lab 2 Linked Lists

TA: Gerardo Barraza

Purpose: To practice using linked lists and to apply the

knowledge of running times to compare different sorting

methods.

'''

#Used to calculate the time for each method

import time

#Node Functions given to us by the lab report

class Node(object):

item = -1

next = None

# Constructor

def \_\_init\_\_(self, item = -1, next = None):

self.item = item

self.next = next

def print\_list(self):

curr = self

while curr is not None:

print(curr.item)

curr = curr.next

#List Functions

class List(object):

# Constructor

head = None

tail = None

size = 0

#Default constructors

def \_\_init\_\_(self, node: Node = None):

if node is None:

self.head = None

self.tail = None

self.size = 0

return

if node.next is None:

self.head = node

self.tail = node

self.size = 1

#Method that adds a new head to the linked list

def add\_head(self, data):

if self.head is None:

self.head = Node(data)

self.tail = self.head

self.size += 1

return

curr\_node = Node(data)

curr\_node.next = self.head

self.head = curr\_node

self.size += 1

#Method that prints all the contents of a list

def print(self):

curr\_node = self.head

while curr\_node is not None:

print(curr\_node.item)

curr\_node = curr\_node.next

#Method that combines one list to another, we will use this to combine activision and vivendi

def combine\_list(self, list):

if list.size is 0:

return

if self.size is 0:

return

self.size += list.size

self.tail.next = list.head

self.tail = list.tail

#Method that finds the maximum number in the list

def find\_max(self) -> int:

if self.head is None:

return -1

max\_num = self.head.item

curr\_node = self.head

while curr\_node is not None:

if curr\_node.item > max\_num:

max\_num = curr\_node.item

curr\_node = curr\_node.next

return max\_num

# This function counts number of nodes in the linked list.

def getCount(self):

temp = self.head

count = 0

while (temp):

count += 1

temp = temp.next

return count

#Solution 1

#Method that compares elements of a list from its neighbor, and determine if they are duplicate. At the end it will return the number of duplicates found in the list.

def compare\_num(self):

duplicate = 0

cur\_node = self.head

while cur\_node is not None:

next\_node = cur\_node.next

while next\_node is not None:

if int(cur\_node.item) == int(next\_node.item):

duplicate += 1

break

next\_node = next\_node.next

cur\_node = cur\_node.next

return duplicate

#Makes a new empty list

def NewList(L):

L.head = None

L.tail = None

L.Len = 0

#Method that reads the content of a text file and turns into a brand new linked list

def Text\_to\_list(txt):

file = open(txt, 'r')

L = List()

for line in file:

L.add\_head(int(line))

file.close()

return L

#Sorting Algorithm Functions

#Solution 2

#Method that arranges a given list using bubble sort.

def BubbleSort(L):

if IsEmpty(L):

return None

else:

Current = L.head

Completed = False

while Completed != True:

Completed = True

Current = L.head

while Current.next is not None:

if Current.item > Current.next.item:

nextItem = Current.next.item

Current.next.item = Current.item

Current.item = nextItem

Completed = False

Current = Current.next

#Solution 3

#Method that arranges a given list using merge sort.

def MergeSort(L):

L.Len = L.getCount()

if L.Len > 1:

L1 = List()

L2 = List()

NewLength = L.Len//2

Current = L.head

for i in range(NewLength):

Append(L1, Current.item)

Current= Current.next

while Current != None:

Append(L2, Current.item)

Current = Current.next

MergeSort(L1)

MergeSort(L2)

NewList(L)

MergeList(L, L1, L2)

# Method that inserts x at end of list L

def Append(L,x):

L.Len = L.getCount()

if IsEmpty(L):

L.head = Node(x)

L.tail = L.head

L.Len = L.Len + 1

else:

L.tail.next = Node(x)

L.tail = L.tail.next

L.Len = L.Len + 1

#Method that states if the current List is empty or not

def IsEmpty(L):

return L.head == None

#Method that appends sorted Lists into a new list L.

def MergeList(L,L1,L2):

#Grabs the two head of each respective list. Called the variables current as it is the current item the algorithm is analyzing

Current1 = L1.head

Current2 = L2.head

while Current1 != None and Current2 != None:

#Adds the lowest term first of either list

if Current1.item < Current2.item:

Append(L, Current1.item)

Current1 = Current1.next

else:

Append(L, Current2.item)

Current2 = Current2.next

#Clarifies that if either list contains any elements, if so, they will add any remaining items to the new list

if Current1 is None:

while Current2 != None:

Append(L, Current2.item)

Current2 = Current2.next

if Current2 is None:

while Current1 != None:

Append(L, Current1.item)

Current1 = Current1.next

#Solution 4

#Method that searches for duplicates

def Search\_duplicates(list):

#Will use a list to see if the number is duplicate

listedID = []

for i in range(list.find\_max() + 1):

listedID.append(False)

#Will create a list that will add Duplicated items

Duplicate = []

curr\_node = list.head

while curr\_node is not None:

# If the ID is listed, then it will be added it to the duplicate list

if listedID[curr\_node.item]:

Duplicate.append(curr\_node.item)

listedID[curr\_node.item] = True

curr\_node = curr\_node.next

return Duplicate

print('Welcome to the Activision ID generator! Before we begin, please state the following... ')

L1 = input("Name of the first text file : ")

print(L1)

L2= input("Name of the second text file : ")

print(L2)

print('Excellent, commencing program now:')

print('')

activision = Text\_to\_list(L1)

vivendi = Text\_to\_list(L2)

L3 = activision

L3.combine\_list(vivendi)

L3\_COPY\_1 = L3

L3\_COPY\_2 = L3

#Solution 1

#Starts a timer that will calculate the total running time for the solution

start1 = time.time()

print('Beginning without sorting:')

print('Comparing if neighbor head is identical to another... ')

comparison1 = L3.compare\_num()

print('Result: ',comparison1)

print('Resulted List:')

L3.print()

print()

#Ends the timer used to calculate the running time

end1 = time.time()

print()

#Prints out the running time needed for this solution

print('Running time was: ', end1 - start1, 'seconds.')

#Solution 2

#Starts a timer that will calculate the total running time for the solution

start2 = time.time()

print('Sending list through bubble sort... ')

BubbleSort(L3\_COPY\_1)

print('Comparing if neighbor head is identical to another... ')

comparison2 = L3\_COPY\_1.compare\_num()

print('Result: ',comparison2)

print('Resulted List:')

L3.print()

print()

#Ends the timer used to calculate the running time

end2 = time.time()

#Prints out the running time needed for this solution

print('Running time was: ', end2 - start2, 'seconds.')

print()

#Solution 3

#Starts a timer that will calculate the total running time for the solution

start3 = time.time()

print('Sending list through merge sort... ')

MergeSort(L3\_COPY\_2)

print('Comparing if neighbor head is identical to another... ')

comparison3 = L3\_COPY\_2.compare\_num()

print('Result: ',comparison3)

print('Resulted List:')

L3.print()

print()

#Ends the timer used to calculate the running time

end3 = time.time()

#Prints out the running time needed for this solution

print('Running time was: ', end3 - start3, 'seconds.')

print()

#Solution 4

#Starts a timer that will calculate the total running time for the solution

start4 = time.time()

print('Finding the number of duplicates in the combined list... ')

duplicate\_ids = Search\_duplicates(L3)

print(len(duplicate\_ids))

print('Resulted List:')

L3.print()

print('Resulted Duplicates: ')

print(duplicate\_ids)

#Ends the timer used to calculate the running time

end4 = time.time()

print('')

#Prints out the running time needed for this solution

print('Running time was: ', end4 - start4, 'seconds.')

print()