**Assignment 3 Technical Report**

2171039 Chaewon Lee

**# Code 2**

This code merges two list, a and b in ascending order, and return this result by the list c.

First, to insert the elements inside the list, there are insert\_node, get\_node\_at, and add function. These functions are same as it is in the lecture file.

After adding elements inside list a and b, to show that all the elements are put well in the list, first this code displays what is inside the list. You can check that all elements are inserted properly.

Next, there is merge function to merge these two lists in ascending order, and return the result of this operation, new list c. First, we set three indexes, idx : index of c, I : index of a, j : index of b. And we find the length of a and b and declare them as a variable.

Then, while i or j reaches the length of their list, this code keep compares data inside a and b then inserts the proper data into the list. When data inside b is bigger, the code put data of b and then move the idx, and j right. On the other hand, when data inside a is bigger, the code put data of a. Then the node is reset to the data inside that node.

Even I or j reached the end, there still could be elements that are not merged inside c. To check this, we use two loops that guarantee that both I and j reached the end of their length of the list and all elements are inside the new list c.

Finally, the function returns the c and with display function, we can see that all elements of a and b are merged well.

During this merge function, the insertion operated is identical with the sum of the list a and list b’s length. Therefore, we could say that the time complexity of this function is O(n+m). (n : length of a, m : length of b).

* **Result**

**![텍스트, 폰트, 블랙, 타이포그래피이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)**

**# Code 3**

This code is an implementation of list ADT with list which contains both head pointer and tail pointer.

Most of the functions in this code are same as the functions that are in the lecture material, but others are changed to use tail pointer of the list.

First, in add function, add\_first and add\_last are added. They are operated when you try to put the element at the beginning or end of the list.

Add\_first function first checks that the list is empty or not. If the list is empty, link of the node becomes NULL, since there is no upcoming element, and both head pointer and tail pointer points the node.

Add\_last function also checks the list is empty or not, and if it is, then the functions does the same this as add\_first function did in this condition. If it is not the case, then the function set the link of the node NULL, and the node that tail pointer points is changed to node.

Second, in delete function, delete\_first and delete\_last are added. They are operated when you try to delete the element from the beginning or end of the list.

Delete\_first function set the head pointer of the list to the link of the head pointer. And then, if the length of the list is smaller than 2, it means that there is only one element or no element left in the list. Therefore, tail pointer points same element as head pointer does.

Delete\_last function first finds the node before the last node. After finding this element, then function changes tail pointer to point that node. This function also checks the length of the list, and when it comes out that there is only one or no node left inside the list, then head pointer is set to point the same element as tail pointer does.

* **Result**

**![텍스트, 폰트, 블랙, 스크린샷이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)**

Explanation : 20 is added in the first of the list.

Then, 30 is added in the last.

Next, 10 is added in the first of the list.

Then, 40 is added in the last.

Finally, 70 is added in the 2 position of the list.

Then, the result would be same as you can see from the picture.

Next, third node of the list, which is 70, is deleted from the list.

Then, the first node of the list, which is 10, is deleted from the list.

Lastly, the last node of the list, which is 40, is deleted from the list.

Therefore, only 20 and 30 are left in the list as you can see from the picture.

Since there is 20 in the list, the code prints true. And, since the first node of the list is 20, the code prints 20.